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About this document

z/0S Debugger combines the richness of the z/OS environment with the power of Language Environment®
to provide a debugger for programmers to isolate and fix their program bugs and test their applications.
z/0OS Debugger gives you the capability of testing programs in batch, using a nonprogrammable terminal
in full-screen mode, or using a workstation interface to remotely debug your programs.

Who might use this document

This document is intended for programmers using z/OS Debugger to debug high-level languages (HLLs)
with Language Environment and assembler programs either with or without Language Environment.
Throughout this document, the HLLs are referred to as C, C++, COBOL, and PL/I.

z/0OS Debugger runs on the z/0S operating system and supports the following subsystems:
« CICS®

« Db2°

« IMS

« JES batch

« TSO

« UNIX System Services in remote debug mode or full-screen mode using the Terminal Interface Manager
only

To use this document and debug a program written in one of the supported languages, you need to know
how to write, compile, and run such a program.

Accessing z/0S licensed documents on the Internet

z/0S licensed documentation is available on the Internet in PDF format at the IBM Resource Link® Web
site at:

http://www.ibm.com/servers/resourcelink

Licensed documents are available only to customers with a z/OS license. Access to these documents
requires an IBM Resource Link user ID and password, and a key code. With your z/OS order you received a
Memo to Licensees, (GI10-8928), that includes this key code.

To obtain your IBM Resource Link user ID and password, log on to:

http://www.ibm.com/servers/resourcelink

To register for access to the z/OS licensed documents:

1. Sign in to Resource Link using your Resource Link user ID and password.
2. Select User Profiles located on the left-hand navigation bar.

Note: You cannot access the z/0S licensed documents unless you have registered for access to them and
received an e-mail confirmation informing you that your request has been processed.

Printed licensed documents are not available from IBM.

You can use the PDF format on either z/0OS Licensed Product Library CD-ROM or IBM Resource Link to
print licensed documents.
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How this document is organized

Note: Chapters 2, 14, 21 to 28, and Appendices C, E to J are not applicable to IBM Developer for z/OS
(non-Enterprise Edition), IBM Wazi Developer for Red Hat® CodeReady Workspaces. In addition, Chapters
3, 6,31 and Appendix L are not applicable to IBM Wazi Developer for Red Hat CodeReady Workspaces.

This document is divided into areas of similar information for easy retrieval of appropriate information.
The following list describes how the information is grouped:

« Part 1 groups together introductory information about z/OS Debugger. The following list describes each
chapter:

— Chapter 1 introduces z/OS Debugger and describes some of its features.

— Chapter 2 describes a simple scenario of how to use z/OS Debugger in full-screen mode, introducing
you to some basic commands that you might use frequently.

 Part 2 groups together information about how to prepare programs for debugging. The following list
describes each chapter:

— Chapter 3 describes how to compile your program to prepare to remote debug in standard mode.

— Chapter 4 describes how to choose compiler options, debugging mode, and runtime options so
that you can prepare programs for debugging. It also describes your options for debugging COBOL
programs compiled with compilers that are now out-of-service.

— Chapter 5 describes how to implement the choices you made in chapter 4.

— Chapter 6 describes how to prepare a LangX COBOL program.

— Chapter 7 describes how to prepare an assembler program.

— Chapter 8 describes how to prepare a Db2 program.

— Chapter 9 describes how to prepare a Db2 stored procedures program.

— Chapter 10 describes how to prepare a CICS program.

— Chapter 11 describes how to prepare an IMS program.

— Chapter 12 describes how to include a call to the TEST runtime option into a program.

 Part 3 groups together information that describes the different methods you can use to start z/OS
Debugger. The following list describes each chapter:

— Chapter 13 describes how to write the TEST runtime option to indicate how and when you want to
start z/OS Debugger.

— Chapter 14 describes how to start z/OS Debugger from IBM z/0S Debugger Utilities.
— Chapter 15 describes how to start z/OS Debugger from a program.

— Chapter 16 describes how to start z/OS Debugger in batch mode.

— Chapter 17 describes how to start z/OS Debugger for your batch or TSO programs.
— Chapter 18 describes how to start z/OS Debugger from CICS programs.

— Chapter 19 describes how to start z/OS Debugger in full-screen mode.

— Chapter 20 describes how to start z/OS Debugger in full-screen mode using the Terminal Interface
Manager. This chapter also describes some tips to starting z/OS Debugger from a stored procedure.

 Part 4 groups together information about how to debug a program in full-screen mode and provides
an example of how to debug a C, COBOL, and PL/I program in full-screen mode. The following list
describes each chapter:

— Chapter 21 provides overview information about full-screen mode.
— Chapter 22 provides a sample COBOL program to describe how to debug it in full-screen mode.

— Chapter 23 provides a sample OS/VS COBOL program as representative of non-Language
Environment COBOL programs to describe how to debug it in full-screen mode.

— Chapter 24 provides a sample PL/I program to describe how to debug it in full-screen mode.
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Chapter 25 provides a sample C program to describe how to debug it in full-screen mode.

Chapter 26 provides a sample C++ program to describe how to debug it in full-screen mode.

Chapter 27 provides a sample assembler program to describe how to debug it in full-screen mode.

Chapter 28 describes how to modify the appearance of a full-screen mode debugging session and
save those changes, as well as other settings, into files.

« Part 5 groups together information about how to enter and use z/OS Debugger commands.

— Chapter 29 provides information about entering mixed case commands, using DBCS characters,
abbreviating commands, entering multiline commands, and entering comments.

— Chapter 30 describes how to use z/OS Debugger commands to debug COBOL programs.

— Chapter 31 describes how to use z/OS Debugger commands to debug LangX COBOL programs.
— Chapter 32 describes how to use z/OS Debugger commands to debug PL/I programs.

— Chapter 33 describes how to use z/OS Debugger commands to debug C or C++ programs.

— Chapter 34 describes how to use z/OS Debugger commands to debug assembler programs.

— Chapter 35 describes how to use z/OS Debugger commands to debug disassembly programs.

 Part 6 groups together information about debugging Db2, Db2 stored procedures, IMS, CICS, ISPF,
UNIX System Services, and production-level programs.

— Chapter 36 describes how to debug a Db2 program.

— Chapter 37 describes how to debug a Db2 stored procedure.

— Chapter 38 describes how to debug an IMS program.

— Chapter 39 describes how to debug a CICS program.

— Chapter 40 describes how to debug an ISPF program.

— Chapter 41 describes how to debug a production-level program.

— Chapter 42 describes how to debug a program running in the UNIX System Services shell.

— Chapter 43 describes how to debug programs that do not start or run in Language Environment.

« Part 7 groups together information about how to debug programs written in multiple language or
running in multiple processes.

— Chapter 44 describes how to debug a program written in multiple languages.
— Chapter 45 describes the restrictions when you debug a multithreaded program.
— Chapter 46 describes how to debug a program that runs across multiple processes and enclaves.

— Chapter 47 describes how to debug a multiple-enclave interlanguage communication (ILC)
application.

— Chapter 48 describes how to debug programs that are called by Java™ native methods.
— Chapter 49 describes how to solve various problems when debugging complex applications.
« Part 8 groups together appendixes. The following list describes each appendix:

— Appendix A describes the data sets that z/OS Debugger uses to retrieve and store information.
— Appendix B describes the process z/OS Debugger uses to locate source, listing, or side files.

— Appendix C provides an example that guides you through the process of preparing a sample program
and modifying existing setup files by using IBM z/OS Debugger Utilities.

— Appendix D describes the IBM z/0S Debugger JCL Wizard.
— Appendix E describes how to use z/OS Debugger Code Coverage.
— Appendix F describes notes on debugging in batch mode.

— Appendix G describes using IMS message region templates to dynamically swap transaction class
and debug in a private message region.

— Appendix H describes how to use the DTST transaction to display and modify CICS storage.
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— Appendix I describes how to use Load Module Analyzer, a stand-alone program that is shipped with
z/0OS Debugger.

— Appendix J describes how you can use the DTNP transaction, supplied by z/OS Debugger, to load a
new copy of a program into an active CICS region.

— Appendix K describes how to install the IBM Debug Tool DTCN Profile Manager, DTSP Profile Manager,
Instrument JCL for Debugging, z/OS Debugger Code Coverage, and Load Module Analyzer plug-ins.

— Appendix L describes how to debug a load module or program object processed by the Automatic
Binary Optimizer for z/0S.

— Appendix M describes the resources that are available to help you solve any problems you might
encounter with z/OS Debugger.

— Appendix N describes the features and tools available to people with physical disabilities that help
them use z/OS Debugger and z/OS Debugger documents.

The last several topics list notices, bibliography, and glossary of terms.

Terms used in this document

Because of differing terminology among the various programming languages supported by z/0OS
Debugger, as well as differing terminology between platforms, a group of common terms is established.
The following table lists these terms and their equivalency in each language.

z/0S Debugger Cand C++ COBOL or LangX PL/I equivalent assembler
term equivalent COBOL equivalent
Compile unit Cand C++ source  Program « Program CSECT

file

« PL/I source file
for Enterprise
PL/I

- A package
statement or the
name of the main
procedure for
Enterprise PL/I%

Block Function or Program, nested Block CSECT
compound program, method,
statement or PERFORM group

of statements

Label Label Paragraph name or Label Label
section name

Note:
1. The PL/I program must be compiled with and run in one of the following environments:

« Compiled with Enterprise PL/I for z/OS, Version 3.6 or later, and run with the following versions of
Language Environment:

— Language Environment Version 1.9, or later

— Language Environment Version 1.6, Version 1.7, or Version 1.8, with the PTF for APAR PK33738
applied

- Compiled with Enterprise PL/I for z/OS, Version 3.5, with the PTFs for APARs PK35230 and PK35489
applied and run with the following versions of Language Environment:

— Language Environment Version 1.9, or later
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— Language Environment Version 1.6, Version 1.7, or Version 1.8, with the PTF for APAR PK33738
applied

z/OS Debugger provides facilities that apply only to programs compiled with specific levels of compilers.
Because of this, IBM z/0S Debugger User's Guide uses the following terms:

assembler
Refers to assembler programs with debug information assembled by using the High Level Assembler
(HLASM).

COBOL
Refers to the all COBOL compilers supported by z/OS Debugger except the COBOL compilers
described in the term LangX COBOL.

Disassembly or disassembled
Refers to high-level language programs compiled without debug information or assembler programs
without debug information. The debugging support z/OS Debugger provides for these programs is
through the disassembly view.

Enterprise PL/I
Refers to the Enterprise PL/I for z/OS and 0S/390 and the VisualAge PL/I for 0S/390 compilers.

LangX COBOL
Refers to any of the following COBOL programs that are supported through use of the EQALANGX
debug file:

» Programs compiled using the IBM 0S/VS COBOL compiler.
e Programs compiled using the VS COBOL II compiler with the NOTEST compiler option.

« Programs compiled using the Enterprise COBOL for z/OS V3 and V4 compiler with the NOTEST
compiler option.

When you read through the information in this document, remember that 0S/VS COBOL programs
are non-Language Environment programs, even though you might have used Language Environment
libraries to link and run your program.

VS COBOL II programs are non-Language Environment programs when you link them with the non-
Language Environment library. VS COBOL II programs are Language Environment programs when you
link them with the Language Environment library.

Enterprise COBOL programs are always Language Environment programs. Note that COBOL DLL's
cannot be debugged as LangX COBOL programs.

Read the information regarding non-Language Environment programs for instructions on how to start
z/0OS Debugger and debug non-Language Environment COBOL programs, unless information specific
to LangX COBOL is provided.

PL/I
Refers to all levels of PL/I compilers. Exceptions will be noted in the text that describe which specific
PL/I compiler is being referenced.

How to read syntax diagrams

This section describes how to read syntax diagrams. It defines syntax diagram symbols, items that
may be contained within the diagrams (keywords, variables, delimiters, operators, fragment references,
operands) and provides syntax examples that contain these items.

Syntax diagrams pictorially display the order and parts (options and arguments) that comprise a
command statement. They are read from left to right and from top to bottom, following the main path of
the horizontal line.

Symbols

The following symbols may be displayed in syntax diagrams:
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Symbol

Definition

-—-—

Indicates the beginning of the syntax diagram.

—

Indicates that the syntax diagram is continued to the next line.

-——

Indicates that the syntax is continued from the previous line.

—_—

Indicates the end of the syntax diagram.

Syntax items

Syntax diagrams contain many different items. Syntax items include:

Keywords - a command name or any other literal information.

Variables - variables are italicized, appear in lowercase and represent the name of values you can
supply.

Delimiters - delimiters indicate the start or end of keywords, variables, or operators. For example, a left
parenthesis is a delimiter.

Operators - operators include add (+), subtract (-), multiply (*), divide (/), equal (=), and other
mathematical operations that may need to be performed.

Fragment references - a part of a syntax diagram, separated from the diagram to show greater detail.

Separators - a separator separates keywords, variables or operators. For example, a comma (,) is a
separator.

Keywords, variables, and operators may be displayed as required, optional, or default. Fragments,
separators, and delimiters may be displayed as required or optional.

Item type

Definition

Required

Required items are displayed on the main path of the horizontal line.

Optional

Optional items are displayed below the main path of the horizontal line.

Default

Default items are displayed above the main path of the horizontal line.

Syntax examples

The following table provides syntax examples.

Table 1. Syntax examples

Item

Syntax example

Required item.

»w— KEYWORD — required_item -»«

Required items appear on the main path of the
horizontal line. You must specify these items.

Required choice. »— KEYWORD required_choicel
A required choice (two or more items) appears in a

vertical stack on the main path of the horizontal line.

required_choice2

You must choose one of the items in the stack.
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Table 1. Syntax examples (continued)

Item Syntax example

Optional item.

»— KEYWORD ><
Optional items appear below the main path of the L optional_jtem _J
horizontal line.

Optional choice.

»— KEYWORD ><
An optional choice (two or more items) appears in a t optional_choicel j
vertical stack below the main path of the horizontal
line. You may choose one of the items in the stack. optional_choice2
Default. default_choicel
Default items appear above the main path of the »»— KEYWORD f_ T ><
horizontal line. The remaining items (required or . .
optional) appear on (required) or below (optional) the t optional_choice2 j

main path of the horizontal line. The following example
displays a default with optional items.

optional_choice3

Variable. »— KEYWORD — variable -«

Variables appear in lowercase italics. They represent
names or values.

Repeatable item.

A

An arrow returning to the left above the main path £

of the horizontal line indicates an item that can be »— KEYWORD repeatable_item
repeated.

A character within the arrow means you must separate l a ]
repeated items with that character. »»— KEYWORD repeatable_item

An arrow returning to the left above a group of
repeatable items indicates that one of the items can
be selected, or a single item can be repeated.

Fragment. »— KEYWORD

The — fragment |—symbol indicates that a labelled

group is described below the main syntax diagram. fragment

Syntax is occasionally broken into fragments if the » , — required_choicel ><
inclusion of the fragment would overly complicate the | — default_choice J
main syntax diagram. | required_choice2 f_ T

L , — optional_choice —J

How to provide your comments

Your feedback is important in helping us to provide accurate, high-quality information. If you have
comments about this document or any other z/OS Debugger documentation, you can leave a comment in
IBM Documentation:

« IBM Developer for z/OS and IBM Developer for z/OS Enterprise Edition: https://www.ibm.com/docs/en/
developer-for-zos

- IBM Debug for z/OS: https://www.ibm.com/docs/debug-for-zos
« IBM Wazi Developer for Red Hat CodeReady Workspaces: https://www.ibm.com/docs/en/wdfrhcw
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When you send information to IBM, you grant IBM a nonexclusive right to use or distribute the information
in any way it believes appropriate without incurring any obligation to you.
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Summary of changes

15.0.3

z/0S 2.5

— Support is added for z/0OS 2.5.
IBM Open Enterprise SDK for Go

— In Debug Tool compatibility mode, you can now debug Go programs compiled with IBM Open
Enterprise SDK for Go 1.16. For more information, see Appendix N, “Debugging programs compiled
with IBM Open Enterprise SDK for Go,” on page 535.

64-bit support

— Debug Tool compatibility mode now supports playback for 64-bit COBOL programs. For the remaining
limitations, see Appendix M, “Limitations of 64-bit support in Debug Tool compatibility mode,” on

page 533.
Source level code coverage for COBOL

— When you start a code coverage session with the Eclipse IDE or headless code coverage, you can
now choose to use the source listing. Source level code coverage offers direct mapping between code
coverage entries and the program source, to exclude the need to post process the code coverage
data. Source level code coverage improves integration with tools like ZUnit and SonarQube as part
of an automated pipeline. For more information, see “How does z/OS Debugger locate COBOL source
during code coverage” on page 412.

Code Coverage Service API

— Code Coverage Service (CCS) RESTful API is now available to enable custom extensions. For more
information, see "Code Coverage Service RESTful API Documentation" in IBM Documentation.

z/0S Debugger Profiles view

— Remote IMS Application with Isolation launch configurations have been replaced by the IMS Isolation
debug profiles. All existing IMS launch configurations are automatically migrated to the z/0S
Debugger Profiles view. You can create and activate IMS Isolation profiles in the view to debug
and run code coverage for IMS transactions in private regions.

To use this function, ensure that the system programmer installed and configured the IMS transaction
isolation extension for the ADFz Common Components server. If you want to configure the region
name for the private region, ask the system programmer to update z/OS Debugger to 15.0.3 or later,
with the PTF for APAR PH41774 applied.

Note: IMS Isolation profiles are only available in IBM Developer for z/OS Enterprise Edition.

— You can now view the Remote System Explorer z/OS connection status in the view. A new option
Refresh z/0S Connections is provided in the view toolbar to establish all z/OS connections and
synchronize the profiles.

— You can now duplicate the content from an existing debug profile to create a new one efficiently.

— Generic profiles might trigger z/OS Debugger unexpectedly and consume unnecessary resources.
When you activate a generic profile, warnings are now displayed. You can choose to hide the
warnings.

— In the Debug Profile Editor, you can now save a debug profile without activating it, and leave it for
future use.

For more information, see "Managing debug profiles with the z/OS Debugger Profiles view" in IBM

Documentation.

Debug Profile Service
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— You now only need to expose one port to use Debug Profile Service. A new configuration switch is
added to eqaprof.env to select whether to use secure HTTP protocol. For more information, see
"Customizing with the sample job EQAPRFSU" in IBM z/0S Debugger Customization Guide.

« 2/0S Debugger commands
— The following commands are now supported in Debug Tool compatibility mode for remote debugging:
- STEP
- GO
- RUNTO
- JUMPTO
- COMMENT
« Dark theme support
— Dark theme is now supported for remote debugger in the Eclipse IDE.
« Message EQA9924U

— Message ICH408I is now issued in the console with EQA9924U to provide you with more information
to address the issue.

15.0.2
- IBM Z° Open Debug 1.2.5

— You can now debug High Level Assembler (HLASM) z/0S programs with IBM Z Open Debug.
— For Wazi Developer for Workspaces, the log files are now in /projects/.debug/logs.
« Code coverage

— Inthe Code Coverage Results view, you can now export code coverage results in Cobertura
format. For more information, see "Exporting code coverage results in Cobertura format" in IBM
Documentation.

— You can now specify parameters in the startup key to generate code coverage results in Cobertura
and SonarQube formats. In addition, short parameters values -e, exportertype=SQ|PDF | COB are
added for you to use both in the startup key and in the headless code coverage daemon. For more
information, see "Specifying code coverage options in the startup key" and "Starting and stopping the
headless code coverage daemon" in IBM Documentation.

— When you view code coverage results in an editor, you can now see a code coverage summary of the
included files for PL/I source files with 8INCLUDE statements. For more information, see "Viewing
code coverage results in an editor" in IBM Documentation.

- z/0S batch applications launches

— In the Remote Systems or z/0S Projects view, or when you are editing the JCL source in the editor,
after you choose Debug As or Code Coverage As from the menu, the following options are available:

- z/0S Batch Application: Launch a debug or code coverage session without a debug profile.

- z/0S Batch Application with a debug profile: Launch a debug or code coverage session with a
debug profile.

- z/0S Batch Application ...: Create a launch configuration to launch a debug or code coverage
session.

For more information, see "Launching a debug session for z/OS batch applications using existing JCL"

in IBM Documentation.

- IBM z/0S Debugger JCL Wizard

— The Program/Procedure Selection List panel is updated to include procedures, in addition to
programs. Selecting a procedure will provide a panel to enter the procedure step override for the
DD statements generated. The After (A) and Before (B) line commands are no longer required.

xxvi IBM z/0S Debugger: User's Guide


https://www.ibm.com/docs/en
https://www.ibm.com/docs/en
https://www.ibm.com/docs/en
https://www.ibm.com/docs/en
https://www.ibm.com/support/knowledgecenter

— You can now select SVC screening to enable SVC screening for batch non-Language Environment
programs.

— You can now select Intercept on to show COBOL DISPLAY statements on the IBM z/0OS Debugger log
or Debug Console in the Eclipse IDE.

— Error messages are improved.

— The END command (PF3) in the Program/Procedure Selection List panel is modified to cancel the
request. Previously, selecting PF3 would not exit the panel.

— When the process is completed, the cursor is now placed on the command line.

— The z/0S Debugger LDD Generation for Non-LE Programs panel is now populated with the initial
program name and subprograms selected in the Request AT ENTRY Sub-Program Breakpoints
panel. Program names provided in this panel can be modified.

— After you select Code Coverage from the parameters selection panel, the EQAXOPT lines
are generated to specify CCPROGSELECTDSN, CCOUTPUTDSN and CCOUTPUTDSNALLOC, if the
CODE_COVERAGE_SETUP value is configured to YES in the EQAJCL REXX procedure.

— Previously the wizard would verify the program source members identified in the z/OS Debugger
LDD Generation for Non-LE Programs panel with each library identified by the z/OS Debugger
Debug Libraries panel to verify that the members are present. This function is removed because
z/0S Debugger now flags any such members in the IBM z/0S Debugger log or Debug Console in the
Eclipse IDE when the LDD command is entered.

For more information, see IBM z/0S Debugger JCL Wizard
« AT LABEL * command

— For Enterprise COBOL for z/OS Version 5 and later, AT LABEL * now highlights the labels similar to
statement breakpoints.

— You can now use PF6 or AT LINE to remove or add a single global label hook if AT LABEL * was
issued. To disable this functionality, use DISABLE AT LABEL =*.

— Ifyouissue AT LABEL % again oruse ENABLE AT LABEL =*, the global label hooks are reset. The
hooks that you removed are added back.

For more information, see "AT LABEL command" in IBM z/0S Debugger Reference and Messages.

15.0.1
« 64-bit support
— Debug Tool compatibility mode now supports the following features:

- Code coverage
- Source entry breakpoints
- CEETEST

For the remaining limitations, see Appendix M, “Limitations of 64-bit support in Debug Tool
compatibility mode,” on page 533.

- Code coverage

— With Concurrent Debug and Code Coverage, you can run code coverage collection in parallel with the
active debug session in the Eclipse IDE. The code coverage data is collected during the debug run,
and code coverage annotations are displayed and updated in the debug editor. For more information,
see the "Generating code coverage in a remote debug session" topic in IBM Documentation.

— Headless code coverage report can now be exported with a Cobertura exporter. For more information,
see the "Starting and stopping the headless code coverage daemon" topic in IBM Documentation.

— Headless code coverage collector now supports filtering of module, compiler units, and files. For
more information, see the "Filtering code coverage results" topic in IBM Documentation.

- Debug Profile Editor
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In the Debug Profile Editor of the Eclipse IDE, new key bindings are available to show the error tooltip
and the overall error summary. For more information, see the "Debug profile key bindings" topic in
IBM Documentation.

 Debug Profile Service

As an alternative of a keystore file, you can now use a RACF managed key ring to enable
secure communication with Debug Profile Service. For more information, see the "Enabling secure
communication with a RACF managed key ring" section in IBM z/0S Debugger Customization Guide.

A new optional HOST attribute is added to the CICS region configuration. For more information, see
the instructions in the /etc/debug/dtcn.ports sample configuration file.

The Debug Profile Service API now provides more detailed diagnostic messages when authentication
fails.

- IBM Z Open Debug

Log files can now be found in the user's home directory.

« CICS trace entries

A new parameter, DNT, is added to the CICS startup parameter INITPARM to support disabling
generation of z/OS Debugger trace entries. For more information, see the "Adding support for
debugging under CICS" topic in IBM z/0S Debugger Customization Guide.

15.0.0
« 64-bit support

Debug Tool compatibility mode now supports the following compiler features:
- The 64-bit COBOL feature of z/OS for COBOL V6.3 and later
- The 64-bit C/C++ feature of z/OS

For the limitations, see Appendix M, “Limitations of 64-bit support in Debug Tool compatibility
mode,” on page 533.

The PTFs for z/OS Language Environment APARs PH26071 and PH28997 are required for this
support.

- IBM Z Open Debug

IBM Z Open Debug is now also available with the Wazi Developer for Workspaces IDE, in addition

to the Wazi Developer for VS Code IDE. Both IDEs are offered in IBM Wazi Developer for Red Hat
CodeReady Workspaces and IBM Developer for z/OS Enterprise Edition. For a comparison of features
provided in different products and IDEs, see Overview of IBM z/0OS Debugger.

You can now specify TEST(, , ,RDS:*) for the TEST runtime option to start a debug session using
Remote Debug Service for Wazi Developer for VS Code or Wazi Developer for Workspaces.

« Code coverage

Headless code coverage for z/OS is now included with IBM Debug for z/OS. Use the headless

code coverage collector to generate code coverage results of tests that are run as part of your
DEVOPS pipeline. For more information, see the "Generating code coverage in headless mode using a
daemon" section in IBM Documentation.

Single letter parameters are now supported in the headless code coverage collector command

line and in EQA_STARTUP_KEY when you use JCL. For more information, see topics "Starting and
stopping the headless code coverage daemon" and "Specifying code coverage options in the startup
key" in IBM Knowledge Center.

Support is added for PL/I programs compiled with LISTVIEW(SOURCE) to generate code coverage
results for main program and all ¥INCLUDE files. For more information, see the "Supported compilers
and options for code coverage in Debug Tool compatibility mode" topic in IBM Knowledge Center.

The Code Coverage Results view of the Eclipse IDE now supports CCS result locations. You can add
a CCS result location which collects and retrieves code coverage data by using RESTful API, and
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interact with the results under the CCS result location in the same way as locally stored results. For
more information, see the "Viewing code coverage results in the Code Coverage Results view" topic in
IBM Knowledge Center.

— You can now also use Remote Debug Service to collect code coverage results similar to the
headless code coverage collector for IBM Wazi Developer for Red Hat CodeReady Workspaces or
IBM Developer for z/OS Enterprise Edition. For more information, see the "Generating code coverage
in headless mode using Remote Debug Service" topic in IBM Knowledge Center.

- Debug Profile Editor
— Inthe Debug Profile Editor of the Eclipse IDE, you can now use the quick outline to navigate to a field.

For more information, see the "Quick outline for the Debug Profile Editor" topic in IBM Knowledge
Center.

- 2/OS C/C++

— Support is added for DEBUG (NOFILE). For more information, see Choosing DEBUG compiler
suboptions for C programs and Choosing DEBUG compiler suboptions for C++ programs.

« Debug Tool plug-ins

— The following Debug Tool plug-ins of the Eclipse IDE are deprecated and will be removed in the next
release:

- DTCN Profile Manager plug-in

- DTSP Profile Manager plug-in

- Instrument JCL for Debug Tool Debugging plug-in
- Debug Tool Code Coverage plug-in

- Load Module Analyzer plug-in

You can use the z/0OS Debugger Profiles view to create and manage debug profiles, z/OS batch
applications launches to dynamically instrument and submit JCL, and the Code Coverage Results
view to work with compiled code coverage results. For more information, see the following topics
in IBM Documentation: Managing debug profiles with the z/OS Debugger Profiles view, Launching a
debug session for z/OS batch applications using existing JCL, and Viewing code coverage results in
the Code Coverage Results view.

« Load Module Analyzer

— The Load Module Analyzer is deprecated and will be removed in a future version.
« Host configuration

— Remote Debug Service can now be configured to collect headless code coverage. For more
information, see the "Adding support for Remote Debug Service" section in IBM z/0S Debugger
Customization Guide.

— The record size for the DTCN VSAM file is increased to 3000 bytes. To use the DTCN VSAM repository
with z/OS Debugger 15.0, create a new file using the SEQASAMP (EQAWCRVS) sample JCL. You can
also convert your existing VSAM file to the new record size and format using the EQADPCNV utility.
For more information, see the "Migrating a debug profiles VSAM file from an earlier release" topic in
IBM z/0S Debugger Customization Guide.

— The IMS Transaction Isolation Facility is enhanced to utilize type 2 IMS commands for retrieving
information on transactions, in cases where the type 1 commands that are normally used are
disallowed. For more information, see the "Scenario F: Enabling the Transaction Isolation Facility"
topic in IBM z/0S Debugger Customization Guide.

Summary of changes xxix


https://www.ibm.com/docs/en
https://www.ibm.com/docs/en
https://www.ibm.com/docs/en
https://www.ibm.com/docs/en
https://www.ibm.com/support/knowledgecenter

xxx IBM z/OS Debugger: User's Guide



Overview of IBM z/0S Debugger

IBM z/OS Debugger is the next iteration of IBM debug technology on IBM Z and consolidates the IBM
Integrated Debugger and IBM Debug Tool engines into one unified technology. IBM z/0OS Debugger is
progressing towards one remote debug mode based on Debug Tool compatibility mode. In support of this
direction, Debug Tool compatibility mode, when available in the user interface, is selected by default for
V14.1.2 or later.

IBM z/0S Debugger is a host component that supports various debug interfaces, like the Eclipse and
Visual Studio Code IDEs. z/OS Debugger and the supported debug interfaces are provided with the
following products:

IBM Developer for z/OS Enterprise Edition
This product is included in IBM Application Delivery Foundation for z/OS. IBM Developer for z/0OS
Enterprise Edition provides all the debug features.

IBM Developer for z/OS Enterprise Edition currently provides debug functions in the following IDEs:

« IBM Developer for z/OS Eclipse
« Wazi Developer for Workspaces, through IBM Z Open Debug
- Wazi Developer for VS Code, through IBM Z Open Debug

See Table 3 on page xxxiv for the debug features supported in different IDEs.

IBM Developer for z/0S
IBM Developer for z/OS is a subset of IBM Developer for z/OS Enterprise Edition. IBM Developer for
z/0S, previously known as IBM Developer for z Systems or IBM Rational® Developer for z Systems®, is
an Eclipse-based integrated development environment for creating and maintaining z/OS applications
efficiently.

IBM Developer for z/OS includes all enhancements in IBM Developer for z/OS Enterprise Edition
except for the debug features noted in Table 2 on page xxxii.

IBM Debug for z/0S
IBM Debug for z/OS is a subset of IBM Developer for z/OS Enterprise Edition. IBM Debug for z/OS
focuses on debugging solutions for z/OS application developers. See Table 2 on page xxxii for the
debug features supported.

IBM Debug for z/OS does not provide advanced developer features that are available in IBM
Developer for z/OS Enterprise Edition.

For information about how to install the IBM Debug for z/OS Eclipse IDE, see Installation of
IBM Developer for z Systems and IBM Debug for z Systems (https://developer.ibm.com/mainframe/
2016/12/02/installation-of-ibm-developer-for-z-systems-and-ibm-debug-for-z-systems/).

IBM Wazi Developer for Red Hat CodeReady Workspaces
IBM Wazi Developer for Red Hat CodeReady Workspaces is a single integrated solution, which delivers
a cloud-native developer experience for z/OS. It enables application developers to develop and
test z/OS application components in a virtual z/OS environment on an OpenShift-powered hybrid
multicloud platform, and to use an industry standard integrated development environment (IDE) of
their choice.

IBM Wazi Developer for Red Hat CodeReady Workspaces currently provides debug functions in the
following IDEs:

- Wazi Developer for Workspaces, through IBM Z Open Debug
« Wazi Developer for VS Code, through IBM Z Open Debug
- Wazi Developer for Eclipse

See Table 2 on page xxxii and Table 3 on page xxxiv for the debug features supported in the product
and different IDEs.
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Table 2 on page xxxii maps out the features that differ in products. Not all the available features are listed.

To find the features available in different remote IDEs, see Table 3 on page xxxiv.

Table 2. Debug feature comparison

IBM Debug for
z/0S

IBM Developer for
z/0S

IBM Developer for
z/0S Enterprise
Edition

IBM Wazi
Developer for Red
Hat CodeReady
Workspaces

Main features

3270 interface,
including z/OS
Debugger Utilities

Eclipse IDE, see
Table 3 on page
xxxiv for feature
details.t

IBM Z Open Debug
provided with the
Wazi Developer
for Workspaces
IDE, see Table 3
on page xxxiv for
feature details.1

IBM Z Open Debug
provided with the
Wazi Developer for
VS Code IDE, see
Table 3 on page
xxxiv for feature
details.2

Code Coverage features

Compiled
Language Code
Coverage?

v

Headless Code
Coverage

Java Code
Coverage

ZUnit Code
Coverage?

z/0S Debugger
Code Coverage
(3270 and remote
interfaces) 2

3270 features

z/0S Debugger full
screen, batch or
line mode
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Table 2. Debug feature comparison (continued)

IBM Wazi

IBM Developer for | Developer for Red
IBM Debug for IBM Developer for |z/OS Enterprise Hat CodeReady
z/0S z/0S Edition Workspaces

IMS Isolation Vv Vv
support

Compiler support features

Assembler v v v
support: Create
EQALANGX files

Assembler v v V7 v?
support:

Debugging ©

LANGX COBOL \ Vv Vv

support &

Support for Vv v v

Automatic Binary
Optimizer (ABO)

Load Module Vv Vv
Analyzer?

Notes:
1. The following features are supported only in remote debug mode:

« Support for 64-bit COBOL feature of z/OS for COBOL V6.3 and later
« Support for 64-bit Enterprise PL/I for z/OS Version 5
« Support for 64-bit C/C++ feature of z/OS
« Support for IBM Open Enterprise SDK for Go 1.16.
2. Code coverage does not support Go programs.

3. IBM Developer for z/OS includes z/OS Debugger remote debug and compiled code coverage Eclipse
interface, but does not include z/OS Debugger Code Coverage.

4. ZUnit Code Coverage is only supported in Debug Tool compatibility mode.
5. z/OS Debugger Code Coverage can only be enabled in the 3270 interface.

6. Debugging assembler requires that you have EQALANGX files that have been created via ADFz
Common Components or a product that ships the ADFz Common Components.

7. This feature is only available with the Eclipse IDE.
8. LANGX COBOL refers to any of the following programs:
« A program compiled with the IBM 0S/VS COBOL compiler.
« A program compiled with the IBM VS COBOL II compiler with the NOTEST compiler option.

« A program compiled with the IBM Enterprise COBOL for z/OS Version 3 or Version 4 compiler with
the NOTEST compiler option.

9. Load Module Analyzer is deprecated and will be removed in a future version.
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Table 3. Remote IDE debug feature comparison

Feature Eclipse-based debug interface |IBM Z Open Debug 1-10
Debug Tool compatibility mode2 |v Vv
Standard mode3-10 VA4

Integration with Language
Editors1®

- COBOL Editor®

- PL/I Editor2

- Remote C/C++ Editor4>2
« System z LPEX Editor®2

= Z Open Editor

Visual Debug V210
Debugging ZUnit tests V610
Debug profile management V410 v
IMS Isolation UI V7
Integration with CICS Explorer V45
views
Integration with property groups |v210
Team Debug support V43
Integrated launch1® » z/OS UNIX Application launch
configuration
- z/OS Batch Application using
existing JCL
« z/OS Batch Application using a
property group2
Debug Tool Plug-ins v4 8
Modules v
Memory v
Program navigation
Step over/Next Vv Vv
Step into/Step in v
Step return/Step out v Vv
Jump to location vi0
Run to location/Run to cursor V10
Resume/Continue v v
Terminate v
Animated step v
Playback vi0
Breakpoints
Line/statement breakpoints v Vv
Entry breakpoints v
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Table 3. Remote IDE debug feature comparison (continued)

Feature Eclipse-based debug interface |IBM Z Open Debug 1-10
Source entry breakpoints vi0
Event breakpoint v10
Address breakpoint v10
Watch breakpoint v10

Variables & Registers

Variables Vv \

Registers i V2

Modifying variable and register v v
values

Setting variable filter

Changing variable representation

Dereferencing variables

Displaying in memory view

< < <<

Monitors

Displaying monitor

Modifying monitor value

Changing variable representation

Dereferencing variables

<< <<

Debug Console

Evaluating variables and Vv
expressions

z/0S Debugger commands vi0

Notes:

1.
2.
3.

co g o o b~

IBM Z Open Debug is provided with Wazi Developer for Workspaces and Wazi Developer for VS Code.
Debug Tool compatibility mode does not support 64-bit Enterprise PL/I for z/OS Version 5.

Standard mode does not support 64-bit COBOL feature of z/OS for COBOL V6.3 and later. Source view
for COBOL V6.2 and later is supported only in standard mode.

. This feature is not available in Wazi Developer for Eclipse.

. This feature is not available in IBM Debug for z/0S.

. Debugging ZUnit tests is only supported in Debug Tool compatibility mode.

. This feature is only available in IBM Developer for z/OS Enterprise Edition.

. IBM Developer for z/OS includes Debug Tool plug-ins, but does not include Load Module Analyzer and

z/0S Debugger Code Coverage 3270 interfaces.

. Registers are available in the Variables view.
10.

Programs compiled with IBM Open Enterprise SDK for Go are not supported.
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Part 1. Getting started with z/0OS Debugger
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Chapter 1. z/0S Debugger: overview

z/0S Debugger helps you test programs and examine, monitor, and control the execution of programs that
are written in assembler, C, C++, COBOL, PL/I, or Go on a z/0OS system. Your applications can include
other languages; z/OS Debugger provides a disassembly view where you can debug, at the machine code
level, those portions of your application. However, in the disassembly view, your debugging capabilities
are limited. Table 4 on page 3 and Table 5 on page 4 map out the combinations of compilers and
subsystems that z/OS Debugger supports.

You can use z/0S Debugger to debug your programs in batch mode, interactively in full-screen mode, or in
remote debug mode.

Table 4 on page 3 maps out the z/OS Debugger interfaces and compilers or assemblers each interface
supports.

Table 4. z/0OS Debugger interface type by compiler or assembler

Full-
scree Remote
Batch n debug

Compiler or assembler mode mode model
Open Enterprise SDK for Go 1.16 X
Enterprise COBOL for z/0OS V3 and V4 compiled with the NOTEST compiler option 2 X X X
Enterprise COBOL for z/OS compiled with the TEST compiler option X X X
Enterprise COBOL for z/OS and 0S/390 compiled with the NOTEST compiler option X X
Enterprise COBOL for z/OS and 0S/390 compiled with the TEST compiler option X X
COBOL for 0S/390 & VM X X
COBOL for MVS & VM X X X
AD/Cycle COBOL/370 Version 1 Release 1 X X
VS COBOL IT Version 1 Release 3 and Version 1 Release 4 (with limitations; for X X

programs compiled with the NOTEST compiler option and linked with the Language
Environment library.) 2

VS COBOL II Version 1 Release 3 and Version 1 Release 4 (with limitations; X X
for programs compiled with the NOTEST compiler option and linked with a non-
Language Environment library.) 2

VS COBOL II Version 1 Release 3 and Version 1 Release 4 (with limitations; for X X X
programs compiled with the TEST compiler option and linked with the Language
Environment library.)

0S/VS COBOL, Version 1 Release 2.4 (with limitations) 2 X X
Enterprise PL/I for z/OS compiled with the TEST compiler option X X
Enterprise PL/I for z/OS and 0S/390 compiled with the TEST compiler option X X

PL/I for MVS & VM X X

OS PL/I Version 2 Release 1, Version 2 Release 2, and Version 2 Release 3 (with X X
limitations)

C/C++ feature of z/OS X X X
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Table 4. z/0S Debugger interface type by compiler or assembler (continued)

Full-
scree Remote
Batch n debug

Compiler or assembler mode mode mode?
C/C++ feature of 0S/390 Version 2 Release 10 and later X X X
C/C++ feature of 0S/390 Version 1 Release 3 and earlier X X
C/C++ for MVS/ESA Version 3 Release 2 X X
AD/Cycle C/370 Version 1 Release 2 X X
IBM High Level Assembler (HLASM), Version 1 Release 4, Version 1 Release 5, and X X X

Version 1 Release 6

Notes:

1. This column of the table is only applicable for Debug Tool compatibility mode. For standard mode, see
Chapter 3, “Preparing to remote debug in standard mode,” on page 23.

2. See Chapter 6, “Preparing a LangX COBOL program,” on page 67 for information about how to prepare a
program of this type.

Table 5 on page 4 maps out the z/OS Debugger interfaces and subsystems each interface supports.

Table 5. z/0OS Debugger interface type by subsystem

Full-screen

mode using
the Terminal
Batch Full-screen Interface Remote

Subsystem mode mode Manager debug mode
TSO X X X X
JES batch X X X
UNIX System Services X X
CICS x1 X
Db2 X X X X
Db2 stored procedures X X
IMSTM X X
IMS batch X X X
IMS BTS X X X
Airline Control System (ALCS) X2

1You can use 3 different ways to debug CICS programs in full-screen mode:
single terminal mode, screen control mode, and separate terminal mode.
2 Only for C and C++ programs.

Refer to the following topics for more information related to the material discussed in this topic.

Related concepts
“z/0S Debugger interfaces” on page 5

Related tasks
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Chapter 4, “Planning your debug session,” on page 25
Chapter 21, “Using full-screen mode: overview,” on page 151

Related references
IBM z/0S Debugger Reference and Messages

z/0S Debugger interfaces

The terms full-screen mode, batch mode, and remote debug mode identify the types of debugging
interfaces that z/OS Debugger provides. Only remote debug mode supports debugging Go programs and
64-bit COBOL, PL/I, and C/C++ programs.

Batch mode
Notes:

 This mode is not applicable to IBM Developer for z/OS (non-Enterprise Edition) or IBM Wazi Developer
for Red Hat CodeReady Workspaces.

« This mode does not support Go programs and 64-bit COBOL, PL/I, and C/C++ programs. Use remote
debug mode instead to debug these programs.

You can use a z/OS Debugger commands file to predefine a series of z/OS Debugger commands to

be performed on a running application. Neither terminal input, nor user interaction is available during
batch mode debugging. When commands in the commands file are processed by the debugger, they can
produce messages that are written to the z/OS Debugger log. Log messages are written to a log file for
your review at a later time.

The term "batch mode" debugging refers to this debugging method, which is controlled by a predefined
script. Note that batch mode debugging is not limited to debugging batch programs. Batch mode can
be used with any type of application supported by z/OS Debugger, including online applications running
under CICS, IMS/TM, or TSO.

Full-screen mode

Notes:

« This mode is not applicable to IBM Developer for z/OS (non-Enterprise Edition) or IBM Wazi Developer
for Red Hat CodeReady Workspaces.

 This mode does not support Go programs and 64-bit COBOL, PL/I, and C/C++ programs. Use remote
debug mode instead to debug these programs.

z/OS Debugger provides an interactive full-screen interface on a 3270 device, with debugging information
displayed in three windows:

« A Source window in which to view your program source or listing

« A Log window, which records commands and other interactions between z/0S Debugger and your
program

« A Monitor window in which to monitor changes in your program
You can debug all languages supported by z/OS Debugger in full-screen mode.
Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
IBM z/0S Debugger Customization Guide

Full-screen mode using the Terminal Interface Manager

Notes:
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« This mode is not applicable to IBM Developer for z/OS (non-Enterprise Edition) or IBM Wazi Developer
for Red Hat CodeReady Workspaces.

« This mode does not support Go programs and 64-bit COBOL, PL/I, and C/C++ programs. Use remote
debug mode instead to debug these programs.

Full-screen mode using the Terminal Interface Manager provides the same interactive full-screen
interface that full-screen mode provides and enables you to debug types of programs that you could

not debug with full-screen mode. For example, you can debug a COBOL batch job running in MVS/JES, a
Db2 Stored Procedure, an IMS transaction running on a IMS MPP region, or an application running in UNIX
System Services.

The Terminal Interface Manager (TIM) is a component of z/OS Debugger that provides communication
between the debugger, which controls an application program as it runs, and a terminal session where
you interact with the debugger. To use the TIM you connect a 3270 terminal session to the TIM.

The debugger displays on that terminal session in full-screen mode and accepts your commands. You can
connect to the TIM from a dedicated 3270 terminal session, for example, a terminal emulator session
configured to connect to it. Optionally, you can access the TIM from VTAM® session manager software.

Contact your system administrator to determine how to access a terminal session using the TIM on your
system.

Remote debug mode

In remote debug mode, the host application starts z/OS Debugger, which communicates through a TCP/IP
connection to a remote debugger on your workstation. Only remote debug mode supports debugging
64-bit COBOL, PL/I, and C/C++ programs.

z/0S Debugger can work with the remote IDE to provide you with the ability to debug host programs,
including batch programs, through a graphical user interface (GUI) on the workstation.

IBM z/0S Debugger supports two modes of remote debugging:

Standard mode
Uses the Program Information and Control Library (PICL) engine technology. With the PICL
technology, part of the processing is performed in the client machine, which can reduce the overhead
in the z/OS system. Standard mode supports 64-bit Enterprise PL/I for z/OS Version 5 and the 64-bit
C/C++ feature of z/OS. Source view for COBOL V6.2 and later is supported only in standard mode.

Debug Tool compatibility mode
Uses the remote debug engine from the former Debug Tool for z/OS to perform all host debugging
tasks. This mode supports all features that are available in Debug Tool for z/OS. Debug Tool
compatibility mode supports the 64-bit COBOL feature of z/OS for COBOL V6.3 and later, the 64-bit
C/C++ feature of z/OS, and IBM Open Enterprise SDK for Go 1.16. The following feature is provided in
the Debug Tool compatibility mode only:

« Debugging and collecting code coverage for ZUnit tests

IBM z/0S Debugger is progressing towards one remote debug mode based on Debug Tool
compatibility mode. In support of this direction, Debug Tool compatibility mode, when available in
the user interface, is selected by default for V14.1.2 or later. Any existing launches, property groups,
or updated preferences remain unchanged.

You can enter some z/0S Debugger commands through the remote debugger's Debug Console. For
a list of z/OS Debugger commands that you can enter, see "z/0OS Debugger commands supported in
remote debug mode" in the IBM z/0S Debugger Reference and Messages.

Unless otherwise specified, the information about remote debug mode in IBM z/0S Debugger User's Guide
applies only to Debug Tool compatibility mode.

For more information about remote debugging with IBM z/0S Debugger, see the IBM Developer for z/0S,
IBM Wazi Developer for Red Hat CodeReady Workspaces documentation in IBM Documentation.
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IBM z/0S Debugger Utilities

Note: This section is not applicable to IBM Developer for z/OS (non-Enterprise Edition) or IBM Wazi
Developer for Red Hat CodeReady Workspaces.

IBM z/0S Debugger Utilities is a set of ISPF panels that give you access to tools that can help you manage
your debugging sessions. This topic describes these tools.

IBM z/0S Debugger Utilities: Job Card

The tool (under option 0, called Job Card) helps you create a JOB card that is used by the tools in
Program Preparation (option 1), z/0OS Debugger Setup File (option 2), and JCL for Batch Debugging
(option 8).

IBM z/0S Debugger Utilities: Program Preparation

The set of tools under the Program Preparation (option 1) can help you manage all the tasks required

to compile or assemble, and link your programs. They can also help you convert older COBOL source

code and copybooks to newer versions of COBOL by using COBOL and CICS Command Level Conversion
Aid (CCCA). The Program Preparation option can be very useful if you do not have an established build
process at your site. The following list describes the specific tasks that Program Preparation can help you
do:

* Run the Db2 precompiler or the CICS translator.

« Set compiler options.

« Specify naming patterns for your data sets.

« Specify input data sets for copy processing.

« Convert, compile, and link-edit your programs in either TSO foreground or MVS batch.

« Convert, compile, and link-edit your high level language programs in either TSO foreground or MVS
batch.

- Convert, assemble, and link-edit your assembler programs in either TSO foreground or MVS batch.
« Generate EQALANGX side files.

« Generate a listing from an EQALANGX or COBOL SYSDEBUG side file.

 Prepare the following COBOL programs for debugging:

— Programs written for non-Language Environment COBOL.
— Programs previously compiled with the CMPR2 compiler option.

To prepare these programs, you convert the source to the newer COBOL standard and compile it with
the newer compilers. After you debug your program, you can do one of the following;:

— Make changes to your non-Language Environment COBOL source and repeat the conversion and
compilation every time you want to debug your program.

— Make changes in the converted source and stop maintaining your non-Language Environment COBOL
source.

IBM z/0S Debugger Utilities: z/OS Debugger Setup File

Setup files can save you time when you are debugging a program that needs to be restarted multiple
times. Setup files store information needed to allocate the necessary files and run a single job-step
with z/OS Debugger either in MVS batch or TSO foreground. You can create several setup files for each
program; each setup file can store information about starting and running your program in different
circumstances. To create and manage setup files, select z/0S Debugger Setup File (option 2).
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IBM z/0S Debugger Utilities: IMS TM Debugging

You can create private IMS message regions to debug test applications without interfering with other
regions by using one of two features:

 You can use predefined IMS message region templates to start a private IMS message region, assign a
specific transaction to the region, and run that transaction in the region

« You can use the IMS Transaction Isolation function to view a list of IMS transactions for Message
Processing Regions in an IMS system, and select the ones that you want to debug. You can also use this
function to clone a transaction's operating environment into a private message-processing region that is
reserved for your use. Any transactions that you register to debug are routed to this private environment
to isolate you from other users of that same transaction and environment.

For IMSplex users, you can modify the Language Environment runtime parameters table without relinking
the applications. The tools that can help you complete these tasks are found under option 4, called IMS
TM Debugging.

IBM z/0S Debugger Utilities: Load Module Analyzer

Load Module Analyzer analyzes MVS load modules or program objects to determine the language
translator (compiler or assembler) used to generate the object for each CSECT. The tool that can help
you complete this task can be found under option 5, called Load Module Analyzer.

IBM z/0S Debugger Utilities: z/0OS Debugger User Exit Data Set

This function assists you in preparing a TEST runtime option data set that is used by the z/OS Debugger
Language Environment user exit. The z/OS Debugger Language Environment user exits use this TEST
runtime option string to start a debug session. The tool that can help you complete this task is found
under option 6, called z/OS Debugger User Exit Data Set, in IBM z/0S Debugger Utilities.

IBM z/0S Debugger Utilities: Other IBM Application Delivery Foundation for
z/0S tools

This function provides an interface to the IBM File Manager ISPF functions. You can find these tools under
option 7, called Other IBM Application Delivery Foundation for z/OS tools, in IBM z/0S Debugger Utilities.

IBM z/0S Debugger Utilities: JCL for Batch Debugging

Modify the JCL for a batch job so that z/OS Debugger is started when the job is run. The tool that can help
you complete this task is found under option 8, called JCL for Batch Debugging, in IBM z/0OS Debugger
Utilities.

IBM z/0S Debugger Utilities: IMS BTS Debugging

The IMS BTS Debugging option helps you run and debug IMS BTS programs by saving, into a set up file,
the information needed to create the runtime environment for the program. IBM z/0S Debugger Utilities
uses the information in the set up file to create the appropriate JCL statements, which you can then runin
the foreground or submit as a batch job.

IBM z/0S Debugger Utilities: JCL to Setup File Conversion

The JCL to Setup File Conversion option is an alternative to the z/OS Debugger Setup File option above.
With this option, you can select from a list of JCL steps rather than from a list of JCL cards to specify what
to convert to a set up file format.

IBM z/0S Debugger Utilities: Delay Debug Profile

The Delay Debug Profile function assists you in preparing a data set that contains TEST runtime options,
and pattern match arguments. The data set is used by the z/OS Debugger delay debug mode to find a
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match of a program name or C function name (compile unit) (along with an optional load module name).
When a match is found, z/OS Debugger uses the TEST runtime option string to start a debug session. The
tool that helps you complete this task is found under Option B, called Delay Debug Profile, in IBM z/0S
Debugger Utilities.

IBM z/0S Debugger Utilities: IMS Transaction and User ID Cross Reference
Table

The IMS Transaction and User ID Cross Reference Table contains the cross reference information
between an IMS Transaction and a User ID. z/OS Debugger uses the information to find the ID of the
user who wants to debug the transaction and to construct the name of the user's debug profile data set.
This function is used when an IMS transaction runs using a generic ID as is in the case with transactions
started using the MQ or web gateway.

IBM z/0S Debugger Utilities: Non-CICS Debug Session Start and Stop
Message Viewer

The Non-CICS Debug Session Start and Stop Message Viewer allows users to browse the start and stop
messages of debug sessions. You can use it to track debug sessions and identify abnormal sessions that
are started but not terminated.

IBM z/0S Debugger Utilities: z/0S Debugger Code Coverage

The z/OS Debugger Code Coverage allows users to view the code coverage observations generated from
the z/OS Debugger session. It also provides functions to extract and merge the code observations and
generate reports.

IBM z/0S Debugger Utilities: z/0OS Debugger Deferred Breakpoints

The z/OS Debugger Deferred Breakpoints allows users to create and view a list of breakpoints prior to
starting the debug session. It reduces the time spent in the debugging session and also the system
resource usages.

IBM z/0S Debugger Utilities: IBM z/0S Debugger JCL Wizard

The IBM z/0OS Debugger JCL Wizard, an ISPF edit macro named EQAJCL, can be used to modify a JCL or
procedure member and create statements to invoke z/OS Debugger in various environments.

Starting IBM z/0S Debugger Utilities
IBM z/0S Debugger Utilities can be started in one of the following ways:

- If an option was installed to access the IBM z/0S Debugger Utilities primary options ISPF panel from an
existing panel, then select that option by using instructions from the installer.

- If the z/OS Debugger data sets were installed into your normal logon procedure, enter the following
command from the ISPF Command Shell panel (by default set as option 6):

EQASTART NATLANG (Language_1id)

- If z/OS Debugger was not installed in your ISPF environment, enter this command from the ISPF
Command Shell panel (by default set as option 6):

EX 'hlg.SEQAEXEC(EQASTART)' 'NATLANG(language_id)'

To determine which method to use on your system, contact your system administrator.

NATLANG(language_id) is optional. If you specify NATLANG(language_id), your settings are remembered
by EQASTART and become the default on subsequent starts of EQASTART when you do not specify
parameters.
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NATLANG

The NATLANG parameter specifies that national language to be used to display program messages. The
syntax of this parameter is:

(

»— NATLANG — (—<— language id —p—) >«

ENU
1

UEN
JPN

N KOR 7

language_id
One of the following IDs:
ENU
English
UEN
Uppercase English

JPN
Japanese

Feature needed: JPN is not a valid choice unless the JPN feature of z/OS Debugger has been
installed.

KOR
Korean

Feature needed: KOR is not a valid choice unless the KOR feature of z/OS Debugger has been
installed.
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Chapter 2. Debugging a program in full-screen mode:
introduction

Note: This chapter is not applicable to IBM Developer for z/OS (non-Enterprise Edition) or IBM Wazi
Developer for Red Hat CodeReady Workspaces.

Full-screen mode is the interface that z/OS Debugger provides to help you debug programs on a 3270
terminal. This topic describes the following tasks which make up a basic debugging session:

1. “Compiling or assembling your program with the proper compiler options” on page 11
2. “Starting z/OS Debugger” on page 12

3. After you start z/OS Debugger, you will see the full-screen mode interface. “The z/OS Debugger full
screen interface” on page 12 describes the parts of the interface. Then you can do any of the
following tasks:

« “Stepping through a program” on page 14

« “Running your program to a specific line” on page 14

- “Setting a breakpoint” on page 14

« “Skipping a breakpoint” on page 17

« “Clearing a breakpoint” on page 17

« “Displaying the value of a variable” on page 15

 “Displaying memory through the Memory window” on page 16

« “Changing the value of a variable” on page 17

« “Recording and replaying statements” on page 18
4. “Stopping z/OS Debugger” on page 19

Each topic directs you to other topics that provide more information.

Compiling or assembling your program with the proper compiler
options

Each programming language has a comprehensive set of compiler options. It is important to use the
correct compiler options to prepare your program for debugging. The following list describes the simplest
set of compiler options to use for each programming language:

Compiler options that you can use with C programs
The TEST and DEBUG compiler options provide suboptions to refine debugging capabilities. Which
compiler option and suboptions to choose depends on the version of the C compiler that you are
using.

Compiler options that you can use with C++ programs
The TEST and DEBUG compiler options provide suboptions to refine debugging capabilities. Which
compiler option and suboptions to choose depends on the version of the C++ compiler that you are
using.

Compiler options that you can use with COBOL programs
The TEST compiler option provides suboptions to refine debugging capabilities. Some suboptions are
used only with a specific version of COBOL. This chapter assumes the use of suboptions available to
all versions of COBOL.

Compiler options that you can use with LangX COBOL programs
When you compile your OS/VS COBOL program, the following options are required: NOTEST, SOURCE,
DMAP, PMAP, VERB, XREF, NOLST, NOBATCH, NOSYMDMP, NOCOUNT.
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When you compile your VS COBOL II program, the following options are required: NOOPTIMIZE,
NOTEST, SOURCE, MAP, XREF, and LIST (or OFFSET).

When you compile your Enterprise COBOL for z/OS V3 and V4 program, the following options are
required: NOOPTIMIZE, NOTEST, SOURCE, MAP, XREF, and LIST.

Compiler options that you can use with PL/I programs
The TEST compiler option provides suboptions to refine debugging capabilities. Some suboptions are
used only with a specific version of PL/I. This chapter assumes the use of suboptions available to all
versions of PL/I, except for PL/I for MVS or OS PL/I compilers, which must also specify the SOURCE
suboption.

Assembler options that you can use with assembler programs
When you assemble your program, you must specify the ADATA option. Specifying this option
generates a SYSADATA file, which the EQALANGX postprocessor needs to create a debug file.

See Chapter 4, “Planning your debug session,” on page 25 for instructions on how to choose the correct
combination of compiler options and suboptions to use for your situation.

Starting z/0S Debugger

There are several methods to start z/OS Debugger in full-screen mode. Each method is designed to help
you start z/OS Debugger for programs that are compiled with an assortment of compiler options and that
run in a variety of runtime environments. Part 3, “Starting z/OS Debugger,” on page 105 describes each of
these methods.

In this topic, we describe the simplest and most direct method to start z/OS Debugger for a program that
runs in Language Environment in TSO. At a TSO READY prompt, enter the following command:

CALL 'USERID1.MYLIB(MYPROGRAM)' '/TEST'

Place the slash (/) before or after the TEST runtime option, depending on the programming language you
are debugging.

The following topics can give you more information about other methods of starting z/OS Debugger:

« Chapter 14, “Starting z/OS Debugger from the IBM z/0S Debugger Utilities,” on page 117
e Chapter 13, “Writing the TEST runtime option string,” on page 107

- “Starting z/OS Debugger with CEETEST” on page 121

 “Starting z/OS Debugger with PLITEST” on page 127

 “Starting z/OS Debugger with the __ctest() function” on page 128

- “Starting z/OS Debugger for programs that start in Language Environment” on page 135
« Chapter 16, “Starting z/OS Debugger in batch mode,” on page 131

 “Starting z/OS Debugger for programs that start outside of Language Environment” on page 136
 “Starting z/OS Debugger under CICS by using DTCN” on page 142

 “Starting z/OS Debugger for CICS programs by using CADP” on page 143

« “Starting z/OS Debugger under CICS by using CEEUOPT” on page 143

 “Starting z/OS Debugger under CICS by using compiler directives” on page 144

- “Starting a debugging session in full-screen mode using the Terminal Interface Manager or a dedicated
terminal” on page 133

 “Starting z/OS Debugger from Db2 stored procedures” on page 147

The z/0S Debugger full screen interface

After you start z/OS Debugger, the z/OS Debugger screen appears:
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The default screen is divided into four sections: the session panel header and three physical windows.
The sessional panel header is the top two lines of the screen, which display the header fields and a
command line. The header fields describe the programming language and the location in the program.
The command line is where you enter z/OS Debugger commands.

A physical window is the space on the screen dedicated to the display of a specific type of debugging
information. The debugging information is organized into the following types, called logical windows:

Monitor window
Variables and their values, which you can display by entering the SET AUTOMONITOR ON and
MONITOR commands.

Source window
The source or listing file, which z/OS Debugger finds or you can specify where to find it.

Log window
The record of your interactions with z/OS Debugger and the results of those interactions.

Memory window
A section of memory, which you can display by entering the MEMORY command.

The default screen displays three physical windows, with one assigned the Monitor window, the second
assigned the Source window, and the third assigned the Log window. You can swap the Memory window
with the Log window.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks

“Entering commands on the session panel” on page 160

“Navigating through z/OS Debugger windows” on page 166

“Customizing the layout of physical windows on the session panel” on page 254

Related references

“z/0S Debugger session panel” on page 151

MEMORY command in IBM z/0S Debugger Reference and Messages

MONITOR command in IBM z/0S Debugger Reference and Messages

SET AUTOMONITOR command in IBM z/OS Debugger Reference and Messages
WINDOW SWAP command in IBM z/0S Debugger Reference and Messages
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Stepping through a program

Stepping through a program means that you run a program one line at a time. After each line is run, you
can observe changes in program flow and storage. These changes are displayed in the Monitor window,
Source window, and Log window. Use the STEP command to step through a program.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Stepping through or running your program” on page 177

Running your program to a specific line

You can run from one point in a program to another point by using one of the following methods:

- Set a breakpoint and use the GO command. This command runs your program from the point where it
stopped to the breakpoint that you set. Any breakpoints that are encountered cause your program to
stop. The RUN command is synonymous with the GO command.

e Use the GOTO command. This command resumes your program at the point that you specify in the
command. The code in between is skipped.

« Use the JUMPTO command. This command moves the point at which your program resumes running
to the statement you specify in the command; however, the program does not resume. The code in
between is skipped.

 Use the RUNTO command. This command runs your program to the point that you specify in the RUNTO
command. The RUNTO command is helpful when you haven't set a breakpoint at the point you specify in
the RUNTO command.

Refer to the following topics for more information related to the material discussed in this topic.

Related references
IBM z/0S Debugger Reference and Messages

Setting a breakpoint

In z/OS Debugger, breakpoints can indicate a stopping point in your program and a stopping point in time.
Breakpoints can also contain activities, such as instructions to run, calculations to perform, and changes
to make.

A basic breakpoint indicates a stopping point in your program. For example, to stop on line 100 of your
program, enter the following command on the command line:

AT 100

In the Log window, the message AT 100 ; appears. If line 100 is not a valid place to set a breakpoint,
the Log window displays a message similar to Statement 100 is not valid. The breakpointis also
indicated in the Source window by a reversing of the colors in the prefix area.

Breakpoints do more than just indicate a place to stop. Breakpoints can also contain instructions. For
example, the following breakpoint instructs z/OS Debugger to display the contents of the variable myvar
when z/0S Debugger reaches line 100:

AT 100 LIST myvar;

A breakpoint can contain instructions that alter the flow of the program. For example, the following
breakpoint instructs z/OS Debugger to go to label newPlace when it reaches line 100:

AT 100 GOTO newPlace ;
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A breakpoint can contain a condition, which means that z/OS Debugger stops at the breakpoint only if the
condition is met. For example, to stop at line 100 only when the value of myvar is greater than 10, enter
the following command:

AT 100 WHEN myvar > 10;

A breakpoint can contain complex instructions. In the following example, when z/OS Debugger reaches
line 100, it alters the contents of the variable myvar if the value of the variable mybool is true:

AT 100 if (mybool == TRUE) myvar = 10 ;

The syntax of the complex instruction depends on the program language that you are debugging. The
previous example assumes that you are debugging a C program. If you are debugging a COBOL program,
the same example is written as follows:

AT 100 if mybool = TRUE THEN myvar = 10 ; END-IF ;

Refer to the following topics for more information related to the material discussed in this topic.

Related references
IBM z/0S Debugger Reference and Messages

Displaying the value of a variable

After you are familiar with setting breakpoints and running through your program, you can begin
displaying the value of a variable. The value of a variable can be displayed in one of the following ways:

« One-time display (in the Log window) is useful for quickly checking the value of a variable.

For one-time display, enter the following command on the command line, where x is the name of the
variable:

LIST (x)
The Log window shows a message in the following format:

LIST (= ) ;
x = 10

Alternatively, you can enter the L prefix command in the prefix area of the Source window. In the
following line from the Source window, type in L2 in the prefix area, then press Enter to display the
value of var2:

200 varl = var2 + var3;

z/0S Debugger creates the command LIST (var2), runs it, then displays the following message in the
Log window:

LIST ( VAR2 ) ;
VAR2 = 50

You can use the L prefix command only with programs assembled or compiled with the following
assemblers or compilers:

Enterprise PL/I for z/OS, Version 3.6 or 3.7 with the PTF for APAR PK70606, or later
Enterprise COBOL (compiled with the TEST compiler option)

Assembler

Disassembly
« Continuous display (in the Monitor window) is useful for observing the value of a variable over time.
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For continuous display, enter the following command on the command line, where x is the name of the
variable:

MONITOR LIST ( x )

In the Monitor window, a line appears with the name of the variable and the current value of the variable
next to it. If the value of the variable is undefined, the variable is not initialized, or the variable does not
exist, a message appears underneath the variable name declaring the variable unusable.

Alternatively, you can enter the M prefix command in the prefix area of the Source window. In the
following line from the Source window, type in M3 in the prefix area, then press Enter to add var3 to the
Monitor window:

200 varl = var2 + var3;
z/0S Debugger creates the command MONITOR LIST (vax3), runsit, then adds var3 to the Monitor
window.

You can use the M prefix command only with programs assembled or compiled with the following
assemblers or compilers:

Enterprise PL/I for z/OS, Version 3.6 or 3.7 with the PTF for APAR PK70606, or later
Enterprise COBOL (compiled with the TEST compiler option)

Assembler

Disassembly
« A combination of one-time and continuous display, where the value of variables coded in the current
line are displayed, is useful for observing the value of variables when the variables are used.

For a combination of one-time and continuous display, enter the following command on the command
line:

SET AUTOMONITOR ON ;

After a line of code is run, the Monitor window displays the name and value of each variable on the line
of code. The SET AUTOMONITOR command can be used only with specific programming languages, as
described in IBM z/0S Debugger Reference and Messages.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks

“Displaying values of C and C++ variables or expressions” on page 298
“Displaying values of COBOL variables” on page 272

“Displaying and monitoring the value of a variable” on page 184

Related references

“Monitor window” on page 154

Description of the MONITOR COMMAND in IBM z/0S Debugger Reference and Messages
Description of the SET AUTOMONITOR COMMAND in IBM z/0S Debugger Reference and Messages

Displaying memory through the Memory window

Sometimes it is helpful to look at memory directly in a format similar to a dump. You can use the Memory
window to view memory in this format.

The Memory window is not displayed in the default screen. To display the Memory window, use the
WINDOW SWAP MEMORY LOG command. z/OS Debugger displays the Memory window in the location of
the Log window.

After you display the Memory window, you can navigate through it using the SCROLL DOWN and SCROLL
UP commands. You can modify the contents of memory by typing the new values in the hexadecimal data
area.
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Refer to the following topics for more information related to the material discussed in this topic.

Related tasks

Chapter 28, “Customizing your full-screen session,” on page 253

“Displaying the Memory window” on page 171

“Displaying and modifying memory through the Memory window” on page 194
“Scrolling through the physical windows” on page 167

Related references

“z/0S Debugger session panel” on page 151

WINDOW SWAP command in IBM z/0S Debugger Reference and Messages

Changing the value of a variable

After you see the value of a variable, you might want to change the value. If, for example, the assigned
value isn't what you expect, you can change it to the desired value. You can then continue to study the
flow of your program, postponing the analysis of why the variable wasn't set correctly.

Changing the value of a variable depends on the programming language that you are debugging. In z/OS
Debugger, the rules and methods for the assignment of values to variables are the same as programming
language rules and methods. For example, to assign a value to a C variable, use the C assignment rules
and methods:

var = 1 ;

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Assigning values to C and C++ variables” on page 299
“Assigning values to COBOL variables” on page 271

Skipping a breakpoint

Use the DISABLE command to temporarily disable a breakpoint. Use the ENABLE command to re-enable
the breakpoint.

Refer to the following topics for more information related to the material discussed in this topic.

Related references
Description of the DISABLE command in IBM z/0S Debugger Reference and Messages
Description of the ENABLE command in IBM z/0S Debugger Reference and Messages

Clearing a breakpoint

When you no longer require a breakpoint, you can clear it. Clearing it removes any of the instructions
associated with that breakpoint. For example, to clear a breakpoint on line 100 of your program, enter the
following command on the command line:

CLEAR AT 100

The Log window displays a line that says CLEAR AT 100 ; and the prefix area reverts to its original
colors. These changes indicate that the breakpoint at line 100 is gone.

Refer to the following topics for more information related to the material discussed in this topic.

Related references
Description of the CLEAR command in IBM z/0S Debugger Reference and Messages
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Recording and replaying statements

You can record and subsequently replay statements that you run. When you replay statements, you can
replay them in a forward direction or a backward direction. Table 6 on page 18 describes the sequence
in which statements are replayed when you replay them in a forward direction or a backward direction.

Table 6. The sequence in which statements are replayed.
PLAYBACK PLAYBACK
FORWARD BACKWARD
sequence sequence COBOL Statements
1 9 DISPLAY "CALC Begins."
2 8 MOVE 1 TO BUFFER-PTR.
3 7 PERFORM ACCEPT-INPUT 2 TIMES.
8 2 DISPLAY "CALC Ends."
9 1 GOBACK.
ACCEPT-INPUT.
4,6 4,6 ACCEPT INPUT-RECORD FROM A-INPUT-FILE
5,7 3,5 MOVE RECORD-HEADER TO REPROR-HEADER.

To begin recording, enter the following command:
PLAYBACK ENABLE

Statements that you run after you enter the PLAYBACK ENABLE command are recorded.
To replay the statements that you record:
1. Enter the PLAYBACK START command.

. To move backward one statement, enter the STEP command.

2
3. Repeat step 2 as many times as you can to replay another statement.
4

. To move forward (from the current statement to the next statement), enter the PLAYBACK FORWARD
command.

5. Enter the STEP command to replay another statement.

6. Repeat step 5 as many times as you want to replay another statement.

7. To move backward, enter the PLAYBACK BACKWARD command.

PLAYBACK BACKWARD and PLAYBACK FORWARD change the direction commands like STEP move in.

When you have finished replaying statements, enter the PLAYBACK STOP command. z/OS Debugger
returns you to the point at which you entered the PLAYBACK START command. You can resume normal
debugging. z/OS Debugger continues to record your statements. To replay a new set of statements, begin
at step 1.

When you finish recording and replaying statements, enter the following command:
PLAYBACK DISABLE

z/OS Debugger no longer records any statements and discards information that you recorded. The
PLAYBACK START, PLAYBACK FORWARD, PLAYBACK BACKWARD, and PLAYBACK STOP commands are
no longer available.

Refer to the following topics for more information related to the material discussed in this topic.

Related references
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Description of the PLAYBACK commands in IBM z/0S Debugger Reference and Messages

Stopping z/0S Debugger

To stop your debug session, do the following steps:

1. Enter the QUIT command.

2. In response to the message to confirm your request to stop your debug session, press "Y" and then
press Enter.

Your z/OS Debugger screen closes.

Refer to IBM z/0S Debugger Reference and Messages for more information about the QQUIT, QUIT ABEND
and QUIT DEBUG commands which can stop your debug session.

Refer to the following topics for more information related to the material discussed in this topic.
Related references

Description of the QUIT command in IBM z/0S Debugger Reference and Messages
Description of the QQUIT command in IBM z/0OS Debugger Reference and Messages
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Part 2. Preparing your program for debugging
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Chapter 3. Preparing to remote debug in standard
mode

About this task
Note: This chapter is not applicable to IBM Wazi Developer for Red Hat CodeReady Workspaces.

To prepare to remote debug in standard mode, you must compile your program with certain compiler
options.

You can specify compiler options in the following ways:

« Creating and managing property groups in the Property Group Manager (See "Resource management
with property groups.")

« Specifying the options in the COBOL and PL/I Compile Step Options window, which generates JCL
(See "COBOL and PL/I step options.")

- Editing the JCL directly.

Procedure

To add compiler options to the JCL directly, complete the following steps:
1. Open the JCL file in the Remote Systems view of the z/OS Projects perspective.
2. Specify the following options:

Table 7. Compiler options for debugging

Compiler Required options Recommended options

z/OS Cand C++ |DEBUG or DEBUG (NOHOOK) for better generated code
DEBUG (FORMAT (DWARF) )

Enterprise TEST or TEST (SEPARATE) 1

COBOL for z/OS

V6.2 and later

Enterprise TEST

COBOL for z/0OS

V5and V6.1

Enterprise SOURCE, LIST, XREF,MAP,NONU |NOTEST for better performance

COBOL forz/OS | M

V3.4 and V4

Enterprise PL/T | TEST (NOHOOK) TEST (NOHOOK, SEPARATE) for better

for z/OS V4 and performance

V5 (31-bit)

Enterprise PL/T | TEST
for z/OS V5 (64-
bit)

High Level ADATA
Assembler V1.6
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Related information
“Remote debugging in standard mode” on page 409

1 Wwith TEST the debug data is placed in a NOLOAD segment in the program object. With TEST (SEPARATE)
the debug data is placed in a separate debug file.
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Chapter 4. Planning your debug session

Before you begin debugging, create a plan that can help you make the following choices:
« The compiler or assembler options and suboptions you need to use when you compile or assemble
programs.

« The debugging mode (batch, full-screen, full-screen mode using the Terminal Interface Manager, or
remote debug mode) that you will use to interact with z/OS Debugger.

« The method or methods you can use to start z/OS Debugger.

« If you have older COBOL programs, as listed in the COBOL and CICS Command Level Conversion Aid for
05/390 & MVS & VM: User's Guide, how you want to debug them.

To help you create your plan, do the following tasks:

1. Use Table 8 on page 26 to record the compiler options and suboptions that you will use for your
programs. The table contains compiler options that can provide the most debugging capability with the
smallest program size for a general set of compilers. See “Choosing compiler options for debugging”
on page 25 for the following information:

« The prerequisites required for a compiler option and suboption.

« Additional tasks that you might need to do to make a compiler option and suboption work at your
site.

 Information about how a compiler option and suboption might affect program size and z/0S
Debugger functionality.

- If you are using other Application Delivery Foundation for z/OS tools, information on how to choose
compiler options so that you create output that can be used by the other Application Delivery
Foundation for z/OS tools.

2. Use Table 5 on page 4 to record the debugging mode you will use. See “Choosing a debugging mode”
on page 49 to learn about prerequisites and tasks you must do to make the debugging mode work.

3. Use Table 14 on page 54 to record the methods you will use to specify TEST runtime options. See
“Choosing a method or methods for starting z/OS Debugger” on page 53 to help you determine which
method will work best for your programs.

4. If you have older COBOL programs (as listed in the COBOL and CICS Command Level Conversion Aid
for 05/390 & MVS & VM: User's Guide) that you want to debug, you must decide between the following
options:

« Leave them in their old source and possibly have to debug them as LangX COBOL programs.
« Convert them to the 1985 COBOL Standard level.

See “Choosing how to debug old COBOL programs” on page 56 for more information.

After you have completed these tasks, use the information you collected to follow the instructions in
Chapter 5, “Updating your processes so you can debug programs with z/OS Debugger,” on page 59.

Choosing compiler options for debugging

Compiler options affect the size of your load module and the amount of z/OS Debugger functionality
available to you. z/OS Debugger uses information such as hooks and symbol tables to gain control of

a program, run the program statement-by-statement or line-by-line, and display information about your
program.

To learn more about how hooks and symbol tables help z/OS Debugger debug your program, read the
following topics:

« “Understanding how hooks work and why you need them” on page 48
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« “Understanding what symbol tables do and why saving them elsewhere can make your application
smaller” on page 49

To learn more about how the compiler options affect z/OS Debugger functionality, read the following
topics:

« “Choosing TEST or NOTEST compiler suboptions for COBOL programs” on page 27
« “Choosing TEST or NOTEST compiler suboptions for PL/I programs” on page 34

« “Choosing TEST or DEBUG compiler suboptions for C programs” on page 39

» “Choosing DEBUG compiler suboptions for C programs” on page 40

« “Choosing TEST or NOTEST compiler suboptions for C programs” on page 41

« “Choosing DEBUG compiler suboptions for C++ programs” on page 45

» “Choosing TEST or DEBUG compiler suboptions for C++ programs” on page 44

« “Choosing TEST or NOTEST compiler options for C++ programs” on page 46

Table 8. Record the compiler options you need to use in this table.

Compiler or assembler Compiler options you will use

Open Enterprise SDK for Go No compiler option is needed. DWARF data is always produced for Go and cannot
be turned off.

Enterprise COBOL for z/OS Version 6 Release 2 with APAR PH044851 installed or later TEST(EJPD, SEPARATE (DSNAME) , SOURCE) or
compiled with the TEST compiler option

Enterprise COBOL for z/OS Version 5 and Version 62 compiled with the TEST compiler TEST(EJPD,SOURCE) or
option

Enterprise COBOL for z/OS Version 4 compiled with the TEST compiler option TEST (NOHOOK, SEPARATE, EJPD) or

Enterprise COBOL for z/OS Version 3 or Version 4 compiled with the NOTEST compiler NOTEST,NOOPTIMIZE, SOURCE,MAP, XREF,LIST(or OFFSET) or

option 2

Enterprise COBOL for z/OS and 0S/390, Version 3 TEST (NONE,SYM, SEPARATE) or
COBOL for 0S/390 & VM TEST (NONE, SYM, SEPARATE) or
COBOL for MVS & VM TEST(ALL,SYM) or

AD/Cycle COBOL/370 Version 1 Release 1 TEST(ALL,SYM) or

VS COBOL II Version 1 Release 3 and Version 1 Release 4 (for programs compiled with NOTEST,NOOPTIMIZE, SOURCE,MAP, XREF, LIST(or OFFSET) or
the NOTEST compiler option and linked with the Language Environment library.) 3

VS COBOL II Version 1 Release 3 and Version 1 Release 4 (for programs compiled with NOTEST,NOOPTIMIZE, SOURCE,MAP, XREF ,LIST(or OFFSET) or
the NOTEST compiler option and linked with a non-Language Environment library.) 3

VS COBOL II Version 1 Release 3 and Version 1 Release 4 (for programs compiled with TEST or
the TEST compiler option and linked with the Language Environment library.)

0S/VS COBOL, Version 1 Release 2.4 3 NOTEST, SOURCE, DMAP, PMAP, VERB, XREF ,NOLST, NOBATCH, NOSYMDMP , NOCOU
NT or
Enterprise PL/I, Version 4 or Version 54 (31-bit) TEST(ALL,NOHOOK,SYM, SEPARATE) and LISTVIEW and

GONUMBER (SEPARATE) or

Enterprise PL/I, Version 3.8 or later TEST(ALL,NOHOOK,SYM,SEPARATE) and LISTVIEW or

Enterprise PL/I, Version 3.7 TEST(ALL,NOHOOK, SYM, SEPARATE, SOURCE) or
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Table 8. Record the compiler options you need to use in this table. (continued)

Compiler or assembler Compiler options you will use

Enterprise PL/I, Version 3.5 or later TEST(ALL,NOHOOK,SYM, SEPARATE) or
Enterprise PL/I, Version 3.4 TEST (ALL,NOHOOK, SYM) or

Enterprise PL/I, Version 3.1 through Version 3.3 TEST(ALL,SYM) or

PL/I for MVS & VM TEST(ALL,SYM) or

OS PL/I Version 2 Release 1, Version 2 Release 2, and Version 2 Release 3 TEST (ALL,SYM) or

C/C++ feature of z/OS, Version 2.3 or later DEBUG (FORMAT (DWARF) ,NOFILE) GOFF or
C/C++ feature of z/OS, Version 1.6 or later (31-bit) DEBUG (FORMAT (DWARF) ) or

- Cfeature of 0S/390 Version 2 Release 6 or later TEST (HOOK) or

« Cfeature of z/OS, Version 1.5 or earlier

« AD/Cycle C/370 Version 1 Release 1 TEST or
« C/C++ for MVS/ESA Version 3 Release 1 or later

« C++ feature of 0S/390 Version 2 Release 6 or later

« C++ feature of z/OS, Version 1.5 or earlier

IBM High Level Assembler (HLASM), Version 1 Release 4, Version 1 Release 5, Version1 ~ ADATA
Release 62

1. Enterprise COBOL for z/OS Version 6 Release 2 APAR PH04485: New suboptions DSNAME | NODSNAME are added to the TEST |[NOTEST (SEPARATE) option to control
whether the SYSDEBUG data set name used during compilation will or will not be stored in the object program.

. Support for Enterprise COBOL for z/OS Version 6 is a superset of that for Version 5 in z/OS Debugger.

. See Chapter 6, “Preparing a LangX COBOL program,” on page 67 for information on how to prepare a program of this type.

2
3
4. Support for Enterprise PL/I for z/OS Version 5 (31-bit) is the same as that for Version 4 in z/OS Debugger.
5

. For more information, see Chapter 7, “Preparing an assembler program,” on page 71.

Choosing TEST or NOTEST compiler suboptions for COBOL programs

This topic describes the combination of TEST compiler option and suboptions you need to specify
to obtain the debugging scenario. This topic assumes you are compiling your COBOL program with
Enterprise COBOL for z/0S, Version 3.4, or later; however, the topics provide information about
alternatives to use for older versions of the COBOL compiler.

The COBOL compiler provides the TEST compiler option and its suboptions to control the following
actions:

« The generation and placement of hooks and symbol tables.
« The placement of debug information into the object file or a separate debug file.

The following instructions help you choose the combination of TEST compiler suboptions that provide the
functionality you need to debug your program:

1. Choose a debugging scenario, keeping in mind your site's resources, from the following list:

« Scenario A: If you are compiling with Enterprise COBOL for z/OS, Version 4, you can get the most
z/0S Debugger functionality and a small program size by using TEST (NOHOOK , SEPARATE). If you
need to debug programs that are loaded into protected storage, verify that your site installed the
Authorized Debug Facility.

If you want to compile your program with the OPT (STD) or OPT(FULL) compiler option, you must
also specify the EJPD suboption of the TEST compiler option to be able to do the following tasks:

— Use the GOTO or JUMPTO commands.
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— Modify variables with predictable results.
When you use the EJPD suboption, you might lose some optimization.

If you are using other Application Delivery Foundation for z/OS tools, review the information in IBM
Application Delivery Foundation for z/0S Common Components Customization Guide and User Guide
to make sure you specify all the compiler options you need to create the files needed by all the
Application Delivery Foundation for z/OS tools.

« Scenario B: If you are compiling with any of the following compilers, you can get the most z/0S
Debugger functionality and a small program size by using TEST (NONE, SYM, SEPARATE):

Enterprise COBOL for z/OS and 0S/390, Version 3 Release 2 or later

Enterprise COBOL for z/OS and 0S/390, Version 3 Release 1 with APAR PQ63235
COBOL for 0S/390 & VM, Version 2 Release 2

COBOL for 0S5/390 & VM, Version 2 Release 1 with APAR PQ63234.

If you need to debug programs that are loaded into protected storage, verify that your site installed
the Authorized Debug Facility.

If you want to compile your program with optimization and be able to get the most z/OS Debugger
functionality, you must compile it with one of the following combination of compiler options:

— OPT(STD) TEST(NONE,SYM)
— OPT(STD) TEST(NONE,SYM, SEPARATE)
— OPT(FULL) TEST(NONE,SYM)
— OPT(FULL) TEST(NONE,SYM, SEPARATE)

For these types of programs, you can modify variables, but the results might be unpredictable.

If you are using other Application Delivery Foundation for z/OS tools, review the information in IBM
Application Delivery Foundation for z/0S Common Components Customization Guide and User Guide
to make sure you specify all the compiler options you need to create the files needed by all the
Application Delivery Foundation for z/OS tools.

« Scenario C: To get all z/OS Debugger functionality but have a larger program size and do not want
debug information in a separate debug file, compile with one of the following compiler options for
the compilers specified:

— TEST (HOOK, NOSEPARATE) with Enterprise COBOL for z/OS, Version 4.
— TEST(ALL,SYM,NOSEPARATE) with any of the following compilers:

- Enterprise COBOL for z/OS and 0S/390, Version 3 Release 2 or later

- Enterprise COBOL for z/OS and 0S/390, Version 3 Release 1 with APAR PQ63235
- COBOL for 0S/390 & VM, Version 2 Release 2

- COBOL for 0S/390 & VM, Version 2 Release 1 with APAR PQ40298

If you are using other Application Delivery Foundation for z/OS tools, review the information in IBM
Application Delivery Foundation for z/0S Common Components Customization Guide and User Guide
to make sure you specify all the compiler options you need to create the files needed by all the
Application Delivery Foundation for z/OS tools.

« Scenario D: If you are using COBOL for 0S/390 & VM, Version 2 Release 1, or earlier, and you want to
get all z/OS Debugger functionality, use TEST (ALL,SYM).

If you are using other Application Delivery Foundation for z/OS tools, review the topic in IBM
Application Delivery Foundation for z/0S Common Components Customization Guide and User Guide
that corresponds to the compiler that you are using from the following list to make sure that you
specify all the compiler options that you need to create the files needed by all the Application
Delivery Foundation for z/OS tools:

— Enterprise COBOL for z/OS Version 3 and COBOL for 0S/390 and VM programs
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— COBOL for MVS(tm) and VM programs
— VS COBOL II programs
— 0OS/VS COBOL programs

Scenario E: You can get most of z/OS Debugger's functionality by compiling with the NOTEST
compiler option and generating an EQALANGX file. This requires that you debug your program in
LangX COBOL mode.

Scenario F: You can get some z/0OS Debugger's functionality by compiling with the NOTEST compiler
option. This requires that you debug your program in disassembly mode.

If you are using other Application Delivery Foundation for z/OS tools, review the topic in IBM
Application Delivery Foundation for z/0S Common Components Customization Guide and User Guide
that corresponds to the compiler that you are using from the following list to make sure you specify
all the compiler options that you need to create the files needed by all the Application Delivery
Foundation for z/OS tools:

— Enterprise COBOL for z/OS Version 4 programs

Enterprise COBOL for z/OS Version 3 and COBOL for 0S/390 and VM programs
COBOL for MVS(tm) and VM programs

VS COBOL II programs

0OS/VS COBOL programs

Scenario G: If you are compiling with Enterprise COBOL for z/OS Version 5 or Version 6 Release

1, you can get the most z/OS Debugger functionality by using TEST (SOURCE). If you need to

debug programs that are loaded into protected storage, you must verify that your site installed the
Authorized Debug Facility. With the TEST (SOURCE) compiler option, the debug data is saved in the
program object in a NOLOAD debug segment. The debug data does not increase the size of the loaded
program. The debug data always matches the executable and is always available, so there is no need
to search the lists of data sets. The size of the program object increases but not the footprint in
memory, unless it is required to load the debug data while you are debugging a program.

Note: Do not use the binder PAGE statement when you link-edit a load module that contains more
than one Enterprise COBOL for z/OS Version 5 or later program that is compiled with a TEST
compiler option where the debug data is saved in the program object in a NOLOAD debug segment.

Scenario H: If you are compiling with Enterprise COBOL for z/OS Version 6 Release 2 or later, you can
get the most z/OS Debugger functionality by using TEST (SOURCE) or TEST (SEPARATE, SOURCE).
For Enterprise COBOL for z/OS Version 6 Release 2 with APAR PH04485 installed or later, you can
specify TEST (SEPARATE (DSNAME) , SOURCE) to store the separate debug file name, which is the
SYSDEBUG DD data set name, in the object program. If you need to debug programs that are loaded
into protected storage, you must verify that your site installed the Authorized Debug Facility.

— With the TEST (SOURCE) compiler option, the debug data is saved in the program object in a
NOLOAD debug segment. The debug data does not increase the size of the loaded program. The
debug data always matches the executable and is always available, so there is no need to search
the lists of data sets. The size of the program object increases but not the footprint in memory,
unless it is required to load the debug data when you are debugging a program.

Note: Do not use the binder PAGE statement when you link-edit a load module that contains more
than one Enterprise COBOL for z/OS Version 5 or later program that is compiled with a TEST
compiler option where the debug data is saved in the program object in a NOLOAD debug segment.
— With the TEST (SEPARATE, SOURCE) compiler option, the debug data is saved in a separate
debug file. The compiler uses the SYSDEBUG DD statement to specify the separate debug file.

- For Enterprise COBOL for z/OS Version 6 Release 2 with APAR PH04485 installed or later, you
can specify SEPARATE (DSNAME) to store the name of the separate debug file in the program
object.

- If you do not specify SEPARATE (DSNAME) or the location of the separate debug file has
changed since the compilation, specify the separate debug file location with one of the following
methods. z/OS Debugger looks for the separate debug file in the following order:
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SET SOURCE command to specify the exact location of the separate debug file

EQAUEDAT user exit

SET DEFAULT LISTINGS command

EQADEBUG DD name

« EQA_DBG_SYSDEBUG environment variable

If you use an EQAUEDAT user exit, SET DEFAULT LISTINGS command, EQADEBUG DD name,

or EQA_DBG_SYSDEBUG environment variable, specify a PDS data set or z/OS UNIX System
Services directory as the separate debug file location.

If you use a SET DEFAULT LISTINGS command, EQADEBUG DD name, or
EQA_DBG_SYSDEBUG environment variable, and if the separate debug file is not found because
the file name does not match the CU name, z/OS Debugger will do an exhaustive search of

the data sets specified by the same method to locate the matching debug file. The exhaustive
search might be slow.

2. For COBOL programs using IMS, include the IMS interface module DFSLIO00 from the IMS RESLIB
library.

3. For scenarios A, B and E, do the following steps:

a. If you use the Dynamic Debug facility to place hooks into programs that reside in read-only storage,
verify with your system administrator that the Authorized Debug facility has been installed and that
you are authorized to use it.

b. After you start z/OS Debugger, verify that you have not deactivated the Dynamic Debug facility by
entering the QUERY DYNDEBUG command.

c. Verify that the separate debug file is a non-temporary file and is available during the debug session.
The listing does not need to be saved.

4. Verify whether you need to do any of the following tasks:

« If you specify NUMBER with TEST, make sure the sequence fields in your source code all contain
numeric characters.

 You need to specify the SYM suboption of the TEST compiler option to do the following actions:

To specify labels (paragraph or section names) as targets of the GOTO command.

To reference program variables by name.

To access a variable or expression through commands like LIST or DESCRIBE.
To use the DATA suboption of the PLAYBACK ENABLE command.

You need to specify the SYM suboption to do these actions only if you are compiling with any of the
following compilers:

— Any release of Enterprise COBOL for z/OS and 0S/390, Version 3
— Any release of COBOL for 0S/390 & VM, Version 2

« The TEST compiler option and the DEBUG runtime option are mutually exclusive, with DEBUG taking
precedence. If you specify both the WITH DEBUGGING MODE clause in your SOURCE-COMPUTER
paragraph and the USE FOR DEBUGGING statement in your code, TEST is deactivated. The TEST
compiler option appears in the list of options, but a diagnostic message is issued telling you that
because of the conflict, TEST is not in effect.

« For VS COBOL II programs, if you use the TEST compiler option, you must specify:

— the SOURCE compiler option. This option is required to generate a listing file and save it at location
userid.pgmname.list.

— the RESIDENT compiler option. This option is required by Language Environment to ensure that
the necessary z/0OS Debugger routines are loaded dynamically at run time.

In addition, you must link your program with the Language Environment SCEELKED library and not
the VS COBOL II COB2L1IB library.
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After you have chosen the compiler options and suboptions, see Chapter 4, “Planning your debug
session,” on page 25 to determine the next task you must complete.

Refer to the following topics for more information related to the material discussed in this topic.

Related references

Description of the TEST compiler option in Enterprise COBOL for z/OS Programming Guide

The following table explains the effects of the NOTEST compiler option, the TEST compiler option, and
some of the suboptions of the TEST compiler option on z/OS Debugger behavior or the availability of
features, which are not described in Enterprise COBOL for z/OS Programming Guide:

Table 9. Description of the effects that the COBOL NOTEST compiler option and some of the TEST compiler
suboptions have on z/0OS Debugger.

Name of compiler
option or suboption

Description of the effect

NOTEST

= You cannot step through program statements.

» You can suspend execution of the program only at the initialization of the
main compile unit.

» You can include calls to CEETEST in your program to allow you to suspend
program execution and issue z/OS Debugger commands.

» You cannot examine or use any program variables.
» You can list storage and registers.

= The source listing produced by the compiler cannot be used; therefore,
no listing is available during a debug session. Using the SET DEFAULT
LISTINGS command cannot make a listing available.

» Because a statement table is not available, you cannot set any statement
breakpoints or use commands such as GOTO or QUERY location.

However, you can still debug your program using the disassembly view.
To learn how to use the disassembly view, see Chapter 35, “Debugging a
disassembled program,” on page 331.
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Table 9. Description of the effects that the COBOL NOTEST compiler option and some of the TEST compiler
suboptions have on z/0S Debugger. (continued)

Name of compiler
option or suboption

Description of the effect

NONE and NOHOOK

« If you use one of the following compilers, you can use the GOTO or the
JUMPTO commands when you debug a non-optimized program:

— Enterprise COBOL for z/OS, Version 4
— Any release of Enterprise COBOL for z/OS and 0S/390, Version 3
— Any release of COBOL for 0S/390 & VM, Version 2

If you compile your program by using Enterprise COBOL for z/OS Version
4.1, you can use the GOTO or JUMPTO commands when you debug an
optimized program. To enable the GOTO or JUMPTO commands, you must
specify the EJPD suboption of the TEST option. When you specify the EJPD
suboption, you might lose some optimization.

You can use the SET WARNING OFF setting to obtain limited support for
GOTO and JUMPTO when you compile with the NOEJPD suboption of the
TEST compiler option. GOTO and JUMPTO are not enabled.

» A callto CEETEST can be used at any point to start z/OS Debugger.

« NONE and NOHOOK are not available with Enterprise COBOL for z/0OS
Version 5, but when you specify the TEST compile with this compiler, it
creates an object similar to specifying NONE and NOHOOK with previous
compilers.

EJPD

You can modify variables in an optimized program that was compiled with
one the following compilers:

» Enterprise COBOL for z/0S, Version 5
» Enterprise COBOL for z/0S, Version 4
» Enterprise COBOL for z/OS and 0S/390, Version 3 Release 2 or later

Enterprise COBOL for z/OS and 0S/390, Version 3 Release 1 with APAR
PQ63235 installed

COBOL for 0S/390 & VM, Version 2 Release 2
COBOL for 0S/390 & VM, Version 2 Release 1 with APAR PQ63234 installed

However, results might be unpredictable. To obtain more predictable results,
compile your program with Enterprise COBOL for z/OS, Version 4 and 5, and
specify the EJPD suboption of the TEST compiler option. However, variables
that are declared with the VALUE clause to initialize them cannot be modified.

LOUD
The LOUD parameter is suggested, but optional. If you specify it,
additional informational and statistical messages are displayed.
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Table 9. Description of the effects that the COBOL NOTEST compiler option and some of the TEST compiler
suboptions have on z/0S Debugger. (continued)

Name of compiler
option or suboption

Description of the effect

NOSYM

» You cannot reference program variables by name.

« You cannot use commands such as LIST or DESCRIBE to access a variable
or expression.

« You cannot use commands such as CALL variable to branch to another
program, or GOTO to branch to another label (paragraph or section name).

If you are compiling with Enterprise COBOL for z/OS, Version 4, the compiler
ignores SYM or NOSYM and always creates a symbol table.

This option is not available with Enterprise COBOL for z/OS Version 5.

STMT

» The COBOL compiler generates compiled-in hooks for date processing
statements only when the DATEPROC compiler option is specified. A date
processing statement is any statement that references a date field, or any
EVALUATE or SEARCH statement WHEN phrase that references a date field.

» You can set breakpoints at all statements and step through your program.

« z/OS Debugger cannot gain control at path points unless they are also at
statement boundaries.

» Branching to all statements and labels using the z/OS Debugger command
GOTO is allowed.

If you are compiling with Enterprise COBOL for z/OS, Version 4, the compiler
treats the STMT suboption as if it were the HOOK suboption, which is
equivalent to the ALL suboption for any release of Enterprise COBOL for z/OS
and 0S/390, Version 3, or COBOL for 0S/390 & VM, Version 2.

This option is not available with Enterprise COBOL for z/OS Version 5.

PATH

» z/OS Debugger can gain control only at path points and block entry and
exit points. If you attempt to step through your program, z/OS Debugger
gains control only at statements that coincide with path points, giving the
appearance that not all statements are executed.

« Acall to CEETEST can be used at any point to start z/OS Debugger.

» The z/OS Debugger command GOTO is valid for all statements and labels
coinciding with path points.

If you are compiling with Enterprise COBOL for z/OS, Version 4, the compiler
treats the PATH suboption as if it were the HOOK suboption, which is
equivalent to the ALL suboption for any release of Enterprise COBOL for z/OS
and 0S/390, Version 3, or COBOL for 0S/390 & VM, Version 2.

This option is not available with Enterprise COBOL for z/OS Version 5.
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Table 9. Description of the effects that the COBOL NOTEST compiler option and some of the TEST compiler
suboptions have on z/0S Debugger. (continued)

Name of compiler
option or suboption

Description of the effect

BLOCK

» z/0S Debugger gains control at entry and exit of your program, methods,
and nested programs.

= z/OS Debugger can be explicitly started at any point with a call to CEETEST.

« Issuing a command such as STEP causes your program to run until it
reaches the next entry or exit point.

» GOTO can be used to branch to statements that coincide with block entry
and exit points.

If you are compiling with Enterprise COBOL for z/OS, Version 4, the compiler
treats the BLOCK suboption as if it were the HOOK suboption, which is
equivalent to the ALL suboption for any release of Enterprise COBOL for z/OS
and 0S/390, Version 3, or COBOL for 0S/390 & VM, Version 2.

This option is not available with Enterprise COBOL for z/OS Version 5.

ALL

» You can set breakpoints at all statements and path points, and step through
your program.

= z/OS Debugger can gain control of the program at all statements, path
points, date processing statements, labels, and block entry and exit points,
allowing you to enter z/OS Debugger commands.

» Branching to statements and labels using the z/OS Debugger command
GOTO is allowed.

If you are compiling with Enterprise COBOL for z/OS, Version 4, the compiler
treats the ALL suboption as if it were the HOOK suboption, which is equivalent
to the ALL suboption for any release of Enterprise COBOL for z/OS and OS/
390, Version 3, or COBOL for 0S/390 & VM, Version 2.

This option is not available with Enterprise COBOL for z/OS Version 5, but
when you specify the TEST compile with this compiler, it creates an object
similar to specifying ALL with the exception that compiled-in hooks are not
available.

Choosing TEST or NOTEST compiler suboptions for PL/I programs

This topic describes the combination of TEST compiler option and suboptions you need to specify to
obtain the desired debugging scenario. This topic assumes you are compiling your PL/I program with
Enterprise PL/I for z/OS, Version 3.5, or later; however, the topics provide information about alternatives
to use for older versions of the PL/I compiler.

The PL/I compiler provides the TEST compiler option and its suboptions to control the following actions:

« The generation and placement of hooks and symbol tables.

« The placement of debug information into the object file or separate debug file.

z/0OS Debugger does not support debugging optimized PL/I programs. Do not use compiler options other

than NOOPTIMIZE,
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The following instructions help you choose the combination of TEST compiler suboptions that provide the
functionality you need to debug your program:

1. Choose a debugging scenario, keeping in mind your site's resources, from the following list:

« Scenario A: If you are using Enterprise PL/I for z/OS, Version 3.8 or later, and you
want to get the most z/OS Debugger functionality and a small program size, use
TEST(ALL,NOHOOK,SYM, SEPARATE) and the LISTVIEW (SOURCE) compiler option. If you need to
debug programs that are loaded into protected storage, verify that your site installed the Authorized
Debug Facility.

Consider the following options:

— If you are using Enterprise PL/I for z/OS, Version 4 or later, you can specify the
GONUMBER (SEPARATE) compiler option, which can help make the program size smaller. You must
install the PTF for APAR PM19445 on Language Environment, Version 1.10 to Version 1.12.

— You can specify any of the LISTVIEW sub-options (SOURCE, AFTERALL, AFTERCICS,
AFTERMACRO, or AFTERSQL), as described in Enterprise PL/I for z/0S Programming Guide, to
display either the original source or the source after the specified preprocessor.

— If you are debugging in full-screen mode and you want to debug programs with INCLUDE files that
have executable code, specify the LISTVIEW(AFTERMACRO) compiler option and, if you do not
specify the MACRO compiler option, specify the PP (MACRO (INCONLY) ) compiler option.

— If you are debugging in remote debug mode and you want to automonitor variables in INCLUDE
files, specify the LISTVIEW (AFTERMACRO) compiler option and, if you do not specify the MACRO
compiler option, specify the PP (MACRO (INCONLY) ) compiler option.

If you are using other Application Delivery Foundation for z/OS tools, see topic Enterprise PL/I
Version 3.5 and Version 3.6 programs in IBM Application Delivery Foundation for z/0S Common
Components Customization Guide and User Guide to make sure you specify all the compiler options
you need to create the files needed by all the Application Delivery Foundation for z/OS tools.

« Scenario B: If you are using Enterprise PL/I for z/OS, Version 3.7, and you
want to get the most z/OS Debugger functionality and a small program size, use
TEST(ALL,NOHOOK,SYM, SEPARATE, SOURCE). If you need to debug programs that are loaded into
protected storage, verify that your site installed the Authorized Debug Facility.

Consider the following options:

— You can substitute SOURCE with AFTERALL, AFTERCICS, AFTERMACRO, or AFTERSQL, as
described in Enterprise PL/I for z/0OS Programming Guide.

— If you are debugging in full-screen mode and you want to debug programs with INCLUDE files that
have executable code, specify the TEST (ALL,NOHOOK, SYM, SEPARATE , AFTERMACRO) compiler
options and, if you do not specify the MACRO compiler option, specify the PP (MACRO (INCONLY))
compiler option.

— If you are debugging in remote debug mode and you want to automonitor variables in INCLUDE
files, specify the TEST (ALL,NOHOOK, SYM, SEPARATE , AFTERMACRO) compiler options and, if
you do not specify the MACRO compiler option, specify the PP (MACRO (INCONLY) ) compiler
option.

If you are using other Application Delivery Foundation for z/OS tools, see topic Enterprise PL/I
Version 3.5 and Version 3.6 programs in IBM Application Delivery Foundation for z/0S Common
Components Customization Guide and User Guide to make sure you specify all the compiler options
you need to create the files needed by all the Application Delivery Foundation for z/OS tools.

« Scenario C: If you are using Enterprise PL/I for z/OS, Version 3.5 or 3.6, and you want to get most
z/0S Debugger functionality and a small program size, use TEST (ALL, NOHOOK, SYM, SEPARATE). If
you need to debug programs that are loaded into protected storage, verify that your site installed the
Authorized Debug Facility.

If you are using other Application Delivery Foundation for z/OS tools, see topic Enterprise PL/I
Version 3.5 and Version 3.6 programs in IBM Application Delivery Foundation for z/0S Common
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Components Customization Guide and User Guide to make sure you specify all the compiler options
you need to create the files needed by all the Application Delivery Foundation for z/OS tools.

Scenario D: If you are using Enterprise PL/I for z/OS, Version 3.4, and you want to debug your
program without compiled-in hooks, use TEST (ALL,NOHOOK, SYM). If you need to debug programs
that are loaded into protected storage, verify that your site installed the Authorized Debug Facility.

If you are using other Application Delivery Foundation for z/OS tools, see topic Enterprise

PL/I Version 3.4 and earlier programs in IBM Application Delivery Foundation for z/0S Common
Components Customization Guide and User Guide to make sure you specify all the compiler options
you need to create the files needed by all the Application Delivery Foundation for z/OS tools.

Scenario E: If you are using Enterprise PL/I for z/OS, Version 3.3 or earlier, and you want to get all
z/0S Debugger functionality, use TEST (ALL,SYM).

If you are using other Application Delivery Foundation for z/OS tools, see topic Enterprise PL/I
Version 3.4 and earlier programs or PL/I for MVS(tm) and VM and OS PL/I programs in IBM
Application Delivery Foundation for z/0S Common Components Customization Guide and User Guide
to make sure you specify all the compiler options you need to create the files needed by all the
Application Delivery Foundation for z/OS tools.

Scenario F: You can get some z/0OS Debugger functionality by compiling with the NOTEST compiler
option. This requires that you debug your program in disassembly mode.

If you are using other Application Delivery Foundation for z/OS tools, review the topic in IBM
Application Delivery Foundation for z/0S Common Components Customization Guide and User Guide
that corresponds to the compiler that you are using from the following list to make sure you

specify all the compiler options you need to create the files needed by all the Application Delivery
Foundation for z/OS tools:

— Enterprise PL/I Version 3.5 and Version 3.6 programs
— Enterprise PL/I Version 3.4 and earlier programs
— PL/I for MVS(tm) and VM and OS PL/I programs

2. For scenarios A, B, C, E, and F, do the following steps:

a. If you use the Dynamic Debug facility to place hooks into programs that reside in read-only storage,
verify with your system administrator that the Authorized Debug facility has been installed and that
you are authorized to use it.

b. After you start z/OS Debugger, verify that you have not deactivated the Dynamic Debug facility by
entering the QUERY DYNDEBUG command.

c. Verify that the separate debug file is a non-temporary file and is available during the debug session.
3. Verify whether you need to do any of the following tasks:

« When you compile a program, do not associate SYSIN with an in-stream data set (for example //
SYSIN DD *) because z/OS Debugger requires access to a permanent data set for the source of the
program you are debugging.

« If you are compiling a PL/I for MVS & VM or OS PL/I program and to be able to view your listing
while debugging in full-screen mode, you must compile the program with the SOURCE compiler
option. The SOURCE compiler option is required to generate a listing file. You must direct the listing
to a non-temporary file that is available during the debug session. During a debug session, z/0S
Debugger displays the first file it finds named userid.pgmname.list in the Source window. In
addition, you must link your program with the Language Environment SCEELKED library; do not use
the OS PL/I PLIBASE or SIBMBASE library.

If z/OS Debugger cannot find the listing at this location, see “Changing which file appears in the
Source window” on page 159.

After you have chosen the compiler options and suboptions, see Chapter 4, “Planning your debug
session,” on page 25 to determine the next task you must complete.
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Table 10. Description of the effects that the PL/I NOTEST compiler option and the TEST compiler
suboptions have on z/0S Debugger.

Name of compiler
option or suboption

Description of the effect

NOTEST

Some behaviors or features change when you debug a PL/I program compiled
with the NOTEST compiler option. The following list describes these changes:

» You can list storage and registers.

» You can include calls to PLITEST or CEETEST in your program so you can
suspend running your program and issue z/OS Debugger commands.

» You cannot step through program statements. You can suspend running
your program only at the initialization of the main compile unit.

» You cannot examine or use any program variables.

« Because hooks at the statement level are not inserted, you cannot set
any statement breakpoints or use commands such as GOTO or QUERY
LOCATION.

» The source listing produced by the compiler cannot be used; therefore, no
listing is available during a debug session.

However, you can still debug your program using the disassembly view.
To learn how to use the disassembly view, see Chapter 35, “Debugging a
disassembled program,” on page 331.

NOHOOK

Some behaviors or features change when you debug a PL/I program compiled
with the NOHOOK suboption of the TEST compiler option. The following list
describes these changes:

» For z/OS Debugger to generate overlay hooks, one of the suboptions ALL,
PATH, STMT or BLOCK must be in effect, but HOOK need not be specified,
and NOHOOK would be recommended.

» If NOHOOK is specified, ENTRY and EXIT breakpoints are the only PATH
breakpoints at which z/OS Debugger stops.

NONE

When you compile a PL/I program with the NONE suboption of the TEST
compiler option, you can start z/OS Debugger at any point in your program by
writing a call to PLITEST or CEETEST in your program.

SYM

Some behaviors or features change when you debug a PL/I program compiled
with the SYM suboption of the TEST compiler option. The following list
describes these changes:

 You can reference all program variables by name, which allows you to
examine them or use them in expressions and use the DATA parameter of
the PLAYBACK ENABLE command.

» Enables support for the SET AUTOMONITOR ON command.
» Enables the support for labels as GOTO targets.
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Table 10. Description of the effects that the PL/I NOTEST compiler option and the TEST compiler
suboptions have on z/0S Debugger. (continued)

Name of compiler
option or suboption

Description of the effect

NOSYM

Some behaviors or features change when you debug a PL/I program compiled
with the NOSYM suboption of the TEST compiler option. The following list
describes these changes:

» You cannot reference program variables by name.

« You cannot use commands such as LIST or DESCRIBE to access a variable
or expression.

« You cannot use commands such as CALL variable to branch to another
program, or GOTO to branch to another label (procedure or block name).

BLOCK

Some behaviors or features change when you debug a PL/I program compiled
with the BLOCK suboption of the TEST compiler option. The following list
describes these changes:

» Enables z/OS Debugger to gain control at block boundaries: block entry and
block exit.

« When Dynamic Debug is not active and you use the HOOK compiler option,
you can gain control only at the entry and exit points of your program and
all entry and exit points of internal program blocks. When you enter the
STEP command, for example, your program runs until it reaches the next
block entry or exit point.

« When Dynamic Debug is active, you can set breakpoints at all statements
and step through your program.

» You cannot gain control at path points unless you also specify PATH.

» Acall to PLITEST or CEETEST can be used to start z/OS Debugger at any
point in your program.

» Hooks are not inserted into an empty ON-unit or an ON-unit consisting of a
single GOTO statement.

STMT

Some behaviors or features change when you debug a PL/I program compiled
with the STMT suboption of the TEST compiler option. The following list
describes these changes:

» You can set breakpoints at all statements and step through your program.

= z/OS Debugger cannot gain control at path points unless they are also at
statement boundaries, unless you also specify PATH.

« Branching to all statements and labels using the z/OS Debugger command
GOTO is allowed.
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Table 10. Description of the effects that the PL/I NOTEST compiler option and the TEST compiler
suboptions have on z/0S Debugger. (continued)

Name of compiler
option or suboption Description of the effect

ALL

Some behaviors or features change when you debug a PL/I program compiled
with the ALL suboption of the TEST compiler option. The following list
describes these changes:

» You can set breakpoints at all statements and path points, and STEP
through your program.

» z/OS Debugger can gain control of the program at all statements, path
points, labels, and block entry and exit points, allowing you to enter z/OS
Debugger commands.

« Enables branching to statements and labels using the z/OS Debugger
command GOTO.

Refer to the following topics for more information related to the material discussed in this topic.

Related references
Description of the TEST compiler option in Enterprise PL/I for z/0S Programming Guide.

Choosing TEST or DEBUG compiler suboptions for C programs

This topic describes the combination of TEST or DEBUG compiler options and suboptions you need to
specify to obtain the desired debugging scenario. This topic assumes you are compiling your C program
with z/OS C/C++, Version 1.6, or later; however, the topics provide information about alternatives to use
for older versions of the C compiler.

Choosing between TEST and DEBUG compiler options

I

f you are compiling with z/OS C/C++, Version 1.5 or earlier, you must choose the TEST compiler option.

The C/C++ compiler option DEBUG was introduced with z/OS C/C++ Version 1.5. z/OS Debugger supports

t

he DEBUG compiler option in z/OS C/C++ Version 1.6 or later. The DEBUG compiler option replaces the

TEST compiler option that was available with previous versions of the compiler.

I

f you are compiling with z/OS C/C++, Version 1.6 or later, choose the DEBUG compiler option and take

advantage of the following benefits:

For C++ programs, you can specify the HOOK (NOBLOCK) compiler option, which can improve debug
performance.

For C and C++ programs, if you specify the FORMAT (DWARF) suboption of the DEBUG compiler option,
the load modules are smaller; however, you must save the . dbg file in addition to the source file. z/OS
Debugger needs both of these files to debug your program.

For C and C++ programs compiled with z/OS XL C/C++, Version 1.10 or later, if you specify the
FORMAT (DWARF) suboption of the DEBUG compiler option, the load modules are smaller and you can
create .mdbg files with captured source. z/OS Debugger needs only the . mdbg file to debug your
program.

For C and C++ programs compiled with z/OS XL C/C++, Version 2.3 or later, if you specify the

FORMAT (DWARF) and NOFILE suboptions of the DEBUG compiler option, along with the compiler option
GOFF, the program objects are larger but you do not need to save the . dbg file. z/OS Debugger needs
only the source file to debug your program.
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Choosing DEBUG compiler suboptions for C programs

This topic describes the debugging scenarios available, and how to create a particular debugging scenario
by choosing the correct DEBUG compiler suboptions.

The C compiler provides the DEBUG compiler option and its suboptions to control the following actions:

« The generation and placement of hooks and symbol tables.
« The placement of debug information into the object file or separate debug file.

z/0OS Debugger does not support debugging optimized C programs. Do not use any OPTIMIZE compiler
options other than NOOPTIMIZE or OPTIMIZE(O).

The following instructions help you choose the combination of DEBUG compiler suboptions that provide
the functionality you need to debug your program:

1. Choose a debugging scenario, keeping in mind your site's resources, from the following list:

« Scenario A: To get the most z/OS Debugger functionality, a smaller program size, and better
performance, use one of the following combinations:

DEBUG (FORMAT (DWARF) , HOOK (LINE, NOBLOCK, PATH) ,SYMBOL ,FILE(file_location))

The compiler options are the same whether you use only .dbg files or also use .mdbg files.

« Scenario B: To get all z/OS Debugger functionality but have a larger program size and do not want the
debug information in a separate file, use the following combination:

DEBUG (FORMAT (ISD) ,HOOK(LINE,NOBLOCK,PATH) ,SYMBOL)

Scenario C: You can get some z/0S Debugger functionality by compiling with the NODEBUG compiler
option. This requires that you debug your program in disassembly mode.

Scenario D: If you are compiling with z/OS C/C++ Version 2.3 or later, use the following combination
to get the most z/OS Debugger functionality with no separate file for the debug information:

DEBUG (FORMAT (DWARF) ,NOFILE,HOOK(LINE,NOBLOCK,PATH),SYMBOL) GOFF

The debug data does not increase the size of the loaded program. The size of the program object
increases but not the footprint in memory, unless it is required to load the debug data when you are
debugging a program. The debug data always matches the executable and is always available, so
there is no need to search the lists of data sets.

For all scenarios, if you are using Application Delivery Foundation for z/OS tools, see topic z/0S

XL C and C++ programs in IBM Application Delivery Foundation for z/0S Common Components
Customization Guide and User Guide to make sure you specify all the compiler options you need to
create the files needed by all the Application Delivery Foundation for z/OS tools.

2. For the scenario you selected, verify that you have the following resources:
 For scenario A, do the following tasks:
— If you create an .mdbg file, do the following tasks:

a. Specify YES for the EQAOPTS MDBG command (which requires z/OS Debugger to search for
a .dbg file in a .mdbg file)2.

b. Verify that the .dbg files are non-temporary files.

c. Create the .mdbg file with captured source by using the -c option for the dbgld command or the
CAPSRC option on the CDADBGLD utility.

d. Verify that the .mdbg file is a non-temporary file.

2 In situations where you can specify environment variables, you can set the environment variable
EQA_USE_MDBG to YES or NO, which overrides any setting (including the default setting) of the EQAOPTS
MDBG command.
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— If you use only .dbg files, verify that the .dbg files are non-temporary files and specify NO for the
EQAOPTS MDBG commands3.

« For scenario C, do the following steps:

a. If you are running on z/OS Version 1.6 or Version 1.7, verify that Language Environment PTF for
APAR PK12833 is installed.

b. If you use the Dynamic Debug facility to place hooks into programs that reside in read-only
storage, verify with your system administrator that the Authorized Debug facility has been
installed and that you are authorized to use it.

c. After you start z/OS Debugger, verify that you have not deactivated the Dynamic Debug facility by
entering the QUERY DYNDEBUG command.

3. Verify whether you need to do any of the following tasks:

« You can specify any combination of the C DEBUG suboptions in any order. The default suboptions are
BLOCK, LINE, PATH, and SYMBOL.

« When you compile a program, do not associate SYSIN with an in-stream data set (for example //
SYSIN DD *) because z/0OS Debugger requires access to a permanent data set for the source of the
program you are debugging.

« z/OS Debugger does not support the LP64 compiler option. You must specify or have in effect the
ILP32 compiler option.

« If you specify the OPTIMIZE compiler option with a level higher than 0, then no hooks are generated
for line, block or path points, and no symbol table is generated. Only hooks for function entry and exit
points are generated for optimized programs. The TEST compiler option has the same restriction.

« You cannot call user-defined functions from the command line.
Refer to the following topics for more information related to the material discussed in this topic.

Related references
Description of the DEBUG compiler option in z/0S XL C/C++ User's Guide

Choosing TEST or NOTEST compiler suboptions for C programs

This topic describes the debugging scenarios available, and how to create a particular debugging scenario
by choosing the correct TEST compiler suboptions.

The C compiler provides the TEST compiler option and its suboptions to control the generation and
placement of hooks and symbol tables.

z/0OS Debugger does not support debugging optimized C programs. Do not use compiler options other
than NOOPTIMIZE,

The following instructions help you choose the combination of TEST compiler suboptions that provide the
functionality you need to debug your program:

1. Choose a debugging scenario, keeping in mind your site's resources, from the following list:

 Scenario A: To get all z/OS Debugger functionality but have a larger program size (compared to using
DEBUG (FORMAT (DWARF) )), use TEST (ALL,HOOK, SYMBOL).

« Scenario B: You can get some z/0S Debugger functionality by compiling with the NOTEST compiler
option. This requires that you debug your program in disassembly mode.

« Scenario C: If you are debugging programs running in ALCS, you must compile with the HOOK
suboption of the TEST compiler option.

For all scenarios, if you are using other Application Delivery Foundation for z/OS tools, see topic
z/0S XL C and C++ programs in IBM Application Delivery Foundation for z/0S Common Components

3 In situations where you can specify environment variables, you can set the environment variable
EQA_USE_MDBG to YES or NO, which overrides any setting (including the default setting) of the EQAOPTS
MDBG command.
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Customization Guide and User Guide to make sure you specify all the compiler options you need to
create the files needed by all the Application Delivery Foundation for z/OS tools.

2. For scenario B, do the following steps:

a. If you are running on z/0S Version 1.6 or Version 1.7, verify that Language Environment PTF for
APAR PK12833 is installed.

b. If you use the Dynamic Debug facility to place hooks into programs that reside in read-only storage,
verify with your system administrator that the Authorized Debug facility has been installed and that
you are authorized to use it.

c. After you start z/OS Debugger, verify that you have not deactivated the Dynamic Debug facility by
entering the SET DYNDEBUG OFF command.

3. Verify whether you need to do any of the following tasks:

« When you compile a program, do not associate SYSIN with an in-stream data set (for example //
SYSIN DD *) because z/0OS Debugger requires access to a permanent data set for the source of the
program you are debugging.

« If you are using #fpragma statements to specify your TEST or NOTEST compiler options, see
“Compiling your C program with the #pragma statement” on page 43.

« The C TEST compiler option implicitly specifies the GONUMBER compiler option, which causes the
compiler to generate line number tables that correspond to the input source file. You can explicitly
remove this option by specifying NOGONUMBER. When the TEST and NOGONUMBER options are
specified together, z/OS Debugger does not display the current execution line as you step through
your code.

» Programs that are compiled with both the TEST compiler option and either the OPT (1) or OPT(2)
compiler option do not have hooks at line, block, and path points, or generate a symbol table,
regardless of the TEST suboptions specified. Only hooks for function entry and exit points are
generated for optimized programs.

« You can specify any number of TEST suboptions, including conflicting suboptions (for example, both
PATH and NOPATH). The last suboptions that are specified take effect. For example, if you specify
TEST(BLOCK, NOBLOCK, BLOCK, NOLINE, LINE), what takes effectis TEST(BLOCK, LINE)
because BLOCK and LINE are specified last.

« No duplicate hooks are generated even if two similar TEST suboptions are specified. For example,
if you specify TEST(BLOCK, PATH), the BLOCK suboption causes the generation of hooks at entry
and exit points. The PATH suboption also causes the generation of hooks at entry and exit points.
However, only one hook is generated at each entry and exit point.

Table 11. Description of the effects that the C NOTEST compiler option and the TEST compiler suboptions
have on z/0OS Debugger.

Name of compiler
option or suboption Description of the effect

NOTEST

The following list explains the effect the NOTEST compiler option will have
on how z/0S Debugger behaves or the availability of features, which are not
described in z/0S XL C/C++ User's Guide:

» You cannot step through program statements. You can suspend execution
of the program only at the initialization of the main compile unit.

» You cannot examine or use any program variables.

 You can list storage and registers.

» You cannot use the z/OS Debugger command GOTO.

However, you can still debug your program using the disassembly view.

To learn how to use the disassembly view, see Chapter 35, “Debugging a
disassembled program,” on page 331.
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Table 11. Description of the effects that the C NOTEST compiler option and the TEST compiler suboptions
have on z/0OS Debugger. (continued)

Name of compiler
option or suboption Description of the effect

TEST

The following list explains the effect some of the suboptions of the TEST
compiler option will have on how z/OS Debugger behaves or the availability of
features, which are not described in z/0S XL C/C++ User's Guide:

» The maximum number of lines in a single source file cannot exceed
131,072.

« The maximum number of include files that have executable statements
cannot exceed 1024.

NOSYM

The following list explains the effect the NOSYM suboption of the TEST
compiler option will have on how z/0OS Debugger behaves or the availability of
features, which are not described in z/0S XL C/C++ User's Guide.

« You cannot reference program variables by name.

« You cannot use commands such as LIST or DESCRIBE to access a variable
or expression.

« You cannot use commands such as CALL or GOTO to branch to another
label (paragraph or section name).

Refer to the following topics for more information related to the material discussed in this topic.

Related references
Description of the TEST compiler option in z/0S XL C/C++ User's Guide

Compiling your C program with the #pragma statement

The TEST/NOTEST compiler option can be specified either when you compile your program or directly in
your program, using a #fpragma.

This #fpragma must appear before any executable code in your program.

The following example generates symbol table information, symbol information for nested blocks, and
hooks at line numbers:

{#pragma options (test(SYM,BLOCK,LINE))

This is equivalent to TEST (SYM, BLOCK, LINE, PATH).

You can also use a #pragma to specify runtime options.

Delay debug mode for C requires the FUNCEVENT(ENTRYCALL) compiler
suboption

You must specify the FUNCEVENT (ENTRYCALL) compiler option when you compile your programs for
delay debug usage.
Usage notes:

« The FUNCEVENT (ENTRYCALL) compiler option is available in the z/OS 2.1 XL C/C++ compiler with the
PTF for APAR P119326 applied.

« The z/OS 2.1 Language Environment with the PTF for APAR PI12415 applied must be available on the
target system where the C programs are executed.

Chapter 4. Planning your debug session 43



« If your C application runs on UNIX System Services with imported functions from a DLL module and
you want to delay the starting of a debug session until one of those functions is called, the DLL module
name must be the same as the load library name.

Rules for the placement of hooks in functions and nested blocks

The following rules apply to the placement of hooks for getting in and out of functions and nested blocks:
« The hook for function entry is placed before any initialization or statements for the function.

- The hook for function exit is placed just before actual function return.

« The hook for nested block entry is placed before any statements or initialization for the block.
« The hook for nested block exit is placed after all statements for the block.

Refer to the following topics for more information related to the material discussed in this topic.

Related references
z/OS XL C/C++ User's Guide

Rules for placement of hooks in statements and path points
The following rules apply to the placement of hooks for statements and path points:

« Label hooks are placed before the code and all other statement or path point hooks for the statement.
« The statement hook is placed before the code and path point hook for the statement.
« A path point hook for a statement is placed before the code for the statement.

Refer to the following topics for more information related to the material discussed in this topic.

Related references
z/OS XL C/C++ User's Guide

Choosing TEST or DEBUG compiler suboptions for C++ programs

This topic describes the combination of TEST or DEBUG compiler options and suboptions you need to
specify to obtain the desired debugging scenario. This topic assumes you are compiling your C++ program
with z/OS C/C++, Version 1.6, or later; however, the topics provide information about alternatives to use
for older versions of the C++ compiler.

Choosing between TEST and DEBUG compiler options
If you are compiling with z/OS C/C++, Version 1.5 or earlier, you must choose the TEST compiler option.

The C/C++ compiler option DEBUG was introduced with z/OS C/C++ Version 1.5. z/OS Debugger supports
the DEBUG compiler option in z/OS C/C++ Version 1.6 or later. The DEBUG compiler option replaces the
TEST compiler option that was available with previous versions of the compiler.

If you are compiling with z/OS C/C++, Version 1.6 or later, choose the DEBUG compiler option and take
advantage of the following benefits:

« For C++ programs, you can specify the HOOK (NOBLOCK) compiler option, which can improve debug
performance.

« For C and C++ programes, if you specify the FORMAT (DWARF) suboption of the DEBUG compiler option,
the load modules are smaller; however, you must save the . dbg file in addition to the source file. z/0OS
Debugger needs both of these files to debug your program.

e For C and C++ programs compiled with z/OS XL C/C++, Version 1.10 or later, if you specify the
FORMAT (DWARF) suboption of the DEBUG compiler option, the load modules are smaller and you can
create .mdbg files with captured source. z/OS Debugger needs only the . mdbg file to debug your
program.

« For C and C++ programs compiled with z/OS XL C/C++, Version 2.3 or later, if you specify the
FORMAT (DWARF) and NOFILE suboptions of the DEBUG compiler option, along with the compiler option
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GOFF, the program objects are larger but you do not need to save the . dbg file. z/OS Debugger needs
only the source file to debug your program.

Choosing DEBUG compiler suboptions for C++ programs

This topic describes the debugging scenarios available, and how to create a particular debugging scenario
by choosing the correct DEBUG compiler suboptions.

The C++ compiler provides the DEBUG compiler option and its suboptions to control the following actions:

« The generation and placement of hooks and symbol tables.
« The placement of debug information into the object file or separate debug file.

z/0OS Debugger does not support debugging optimized C programs. Do not use any OPTIMIZE compiler
options other than NOOPTIMIZE or OPTIMIZE(O).

The following instructions help you choose the combination of DEBUG compiler suboptions that provide
the functionality you need to debug your program:

1. Choose a debugging scenario, keeping in mind your site's resources, from the following list:

« Scenario A: To get the most z/OS Debugger functionality, a smaller program size, and better
performance, use one of the following combinations:

DEBUG (FORMAT (DWARF) , HOOK (LINE, NOBLOCK, PATH) ,SYMBOL ,FILE(file_location))

The compiler options are the same whether you use only .dbg files or also use .mdbg files.

« Scenario B: To get all z/OS Debugger functionality but have a larger program size and do not want the
debug information in a separate file, use the following combination:

DEBUG (FORMAT (ISD) , HOOK (LINE, NOBLOCK, PATH) , SYMBOL)

« Scenario C: You can get some z/0OS Debugger functionality by compiling with the NODEBUG compiler
option. This requires that you debug your program in disassembly mode.

« Scenario D: If you are compiling with z/OS C/C++ Version 2.3 or later, use the following combination
to get the most z/OS Debugger functionality with no separate file for the debug information:

DEBUG (FORMAT (DWARF) ,NOFILE,HOOK(LINE,NOBLOCK,PATH),SYMBOL) GOFF

The debug data does not increase the size of the loaded program. The size of the program object
increases but not the footprint in memory, unless it is required to load the debug data when you are
debugging a program. The debug data always matches the executable and is always available, so
there is no need to search the lists of data sets.

For all scenarios, if you are using other Application Delivery Foundation for z/OS tools, see IBM
Application Delivery Foundation for z/70S Common Components Customization Guide and User Guide
to make sure you specify all the compiler options you need to create the files needed by all the
Application Delivery Foundation for z/OS tools.

2. For the scenario you selected, verify that you have the following resources:
 For scenario A, do the following tasks:
— If you create an .mdbg file, do the following tasks:

a. Specify YES for the EQAOPTS MDBG command (which requires z/OS Debugger to search for
a .dbg file in a .mdbg file)?.

b. Verify that the .dbg files are non-temporary files.

4 In situations where you can specify environment variables, you can set the environment variable
EQA_USE_MDBG to YES or NO, which overrides any setting (including the default setting) of the EQAOPTS
MDBG command.
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c. Create the .mdbg file with captured source by using the -c option for the dbgld command or the
CAPSRC option on the CDADBGLD utility.

d. Verify that the .mdbg file is a non-temporary file.

— If you use only .dbg files, verify that the .dbg files are non-temporary files and specify NO for the
EQAOPTS MDBG command®.

 For scenario C, do the following steps:
a. If you are running on z/OS Version 1.6 or Version 1.7, verify that Language Environment PTF for
APAR PK12833 is installed.

b. If you use the Dynamic Debug facility to place hooks into programs that reside in read-only
storage, verify with your system administrator that you are authorized to do so

c. After you start z/OS Debugger, verify that you have not deactivated the Dynamic Debug facility by
entering the QUERY DYNDEBUG command.

3. Verify whether you need to do any of the following tasks:
« You can specify any combination of the C++ DEBUG suboptions in any order. The default suboptions
are BLOCK, LINE, PATH, and SYM.

« When you compile a program, do not associate SYSIN with an in-stream data set (for example //
SYSIN DD *) because z/0OS Debugger requires access to a permanent data set for the source of the
program you are debugging.

« z/OS Debugger does not support the LP64 compiler option. You must specify or have in effect the
ILP32 compiler option.

- If you specify the OPTIMIZE compiler option with a level higher than 0, then no hooks are generated
for line, block or path points, and no symbol table is generated. Only hooks for function entry and exit
points are generated for optimized programs. The TEST compiler option has the same restriction.

« You cannot call user defined functions from the command line.

After you have chosen the compiler options and suboptions, see Chapter 4, “Planning your debug
session,” on page 25 to determine the next task you must complete.

Refer to the following topics for more information related to the material discussed in this topic.

Related references
Description of the DEBUG compiler option in z/0S XL C/C++ User's Guide

Choosing TEST or NOTEST compiler options for C++ programs

This topic describes the debugging scenarios available, and how to create a particular debugging scenario
by choosing the correct TEST compiler suboptions.

The C++ compiler provides the TEST compiler option and its suboptions to control the generation and
placement of hooks and symbol tables.

z/0S Debugger does not support debugging optimized C++ programs. Do not use compiler options other
than NOOPTIMIZE,

The following instructions help you choose the combination of TEST compiler suboptions that provide the
functionality you need to debug your program:

1. Choose a debugging scenario, keeping in mind your site's resources, from the following list:

« Scenario A: To get all z/OS Debugger functionality but have a larger program size (compared to using
DEBUG (FORMAT (DWARF) )), use TEST.

« Scenario B: You can get some z/OS Debugger functionality by compiling with the NOTEST compiler
option. This requires that you debug your program in disassembly mode.

5 In situations where you can specify environment variables, you can set the environment variable
EQA_USE_MDBG to YES or NO, which overrides any setting (including the default setting) of the EQAOPTS
MDBG command.
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 Scenario C: If you are debugging programs running in ALCS, you must compile with the HOOK
suboption of the TEST compiler option.

For all scenarios, if you are using other Application Delivery Foundation for z/OS tools, see IBM
Application Delivery Foundation for z/0S Common Components Customization Guide and User Guide
to make sure you specify all the compiler options you need to create the files needed by all the
Application Delivery Foundation for z/OS tools.

2. Verify whether you need to do any of the following tasks:

« When you compile a program, do not associate SYSIN with an in-stream data set (for example //
SYSIN DD *) because z/0OS Debugger requires access to a permanent data set for the source of the
program you are debugging.

e The C++ TEST compiler option implicitly specifies the GONUMBER compiler option, which causes
the compiler to generate line number tables that correspond to the input source file. You can
explicitly remove this option by specifying NOGONUMBER. When the TEST and NOGONUMBER options
are specified together, z/OS Debugger does not display the current execution line as you step
through your code.

« Programs that are compiled with both the TEST compiler option and either the OPT (1) or OPT(2)
compiler option do not have hooks at line, block, and path points, or generate a symbol table. Only
hooks for function entry and exit points are generated for optimized programs.

After you have chosen the compiler options and suboptions, see Chapter 4, “Planning your debug
session,” on page 25 to determine the next task you must complete.

Table 12. Description of the effects that the C++ NOTEST and TEST compiler option have on z/0S
Debugger.

Name of compiler
option or suboption Description of the effect

NOTEST

The following list explains the effect of the NOTEST compiler has on z/0S
Debugger behavior, which are not described in z/0S XL C/C++ User's Guide:

» You cannot step through program statements. You can suspend execution
of the program only at the initialization of the main compile unit.

» You cannot examine or use any program variables.

 You can list storage and registers.

» You cannot use the z/OS Debugger command GOTO.

However, you can still debug your program using the disassembly view.

To learn how to use the disassembly view, see Chapter 35, “Debugging a
disassembled program,” on page 331.

TEST

The following list explains the effect the TEST compiler has on z/0OS
Debugger behavior, which are not described in z/0S XL C/C++ User's Guide:

« The maximum number of lines in a single source file cannot exceed
131,072.

« The maximum number of include files that have executable statements
cannot exceed 1024.

Refer to the following topics for more information related to the material discussed in this topic.

Related references
Description of the TEST compiler option in z/0S XL C/C++ User's Guide
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Rules for the placement of hooks in functions and nested blocks
The following rules apply to the placement of hooks for functions and nested blocks:

« The hook for function entry is placed before any initialization or statements for the function.

« The hook for function exit is placed just before actual function return.

« The hook for nested block entry is placed before any statements or initialization for the block.
« The hook for nested block exit is placed after all statements for the block.

Refer to the following topics for more information related to the material discussed in this topic.

Related references
z/0S XL C/C++ User's Guide

Rules for the placement of hooks in statements and path points
The following rules apply to the placement of hooks for statements and path points:

« Label hooks are placed before the code and all other statement or path point hooks for the statement.
« The statement hook is placed before the code and path point hook for the statement.
« A path point hook for a statement is placed before the code for the statement.

Refer to the following topics for more information related to the material discussed in this topic.

Related references
z/OS XL C/C++ User's Guide

Understanding how hooks work and why you need them

Hooks enable you to set breakpoints. Hooks are instructions that can be inserted into a program by

a compiler at compile time. Hooks can be placed at the entrances and exits of blocks, at statement
boundaries, and at points in the program where program flow might change between statement
boundaries (called path points). If you compile a program with the TEST compiler option and specify any
suboption except NONE or NOHOOK, the compiler inserts hooks into your program (except for Enterprise
COBOL for z/OS Version 5, which never generates compiled in hooks).

How the Dynamic Debug facility can help you get maximum performance
without hooks

In the following situations, you can compile or create a program without hooks. Then, you can use the
Dynamic Debug facility to insert hooks at runtime whenever you set a breakpoint or enter the STEP
command:

« Assembler, disassembly, and LangX COBOL programs do not contain hooks.
« Enterprise COBOL for z/OS Version 5 always generates programs without hooks.

- If you use Enterprise COBOL for z/OS, Version 4, you can compile your programs without hooks by using
the TEST (NOHOOK) compiler option.

« If you use one of the following compilers, you can compile your programs without hooks by using the
TEST (NONE) compiler option:

— Enterprise COBOL for z/OS and 0S/390, Version 3
— COBOL for 0S/390 & VM, Version 2 Release 2
— COBOL for 0S/390 & VM, Version 2 Release 1, with APAR PQ40298

« If you use the Enterprise PL/I for z/OS, Version 3.4 or later, compiler, you can compile your programs
without hooks by using the TEST (NOHOOK) compiler option.

The Dynamic Debug facility can also help improve the performance of z/OS Debugger while debugging
programs compiled with any of the following compilers:
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- any COBOL compiler supported by z/OS Debugger
« any PL/I compiler supported by z/OS Debugger
« any C/C++ compiler supported by z/OS Debugger

When you compile with one the following compilers and have the compiler insert hooks, you can enhance
the program's performance while you debug it by using the Dynamic Debug facility:

« any COBOL compiler supported by z/OS Debugger
« any PL/I compiler supported by z/OS Debugger
« any C/C++ compiler supported by z/OS Debugger

When you start z/OS Debugger, the Dynamic Debug facility is activated unless you change the default by
using the DYNDEBUG EQAOPTS command. If the DYNDEBUG EQAOPTS command was used to change the
default to DYNDEBUG OFF, you can activate it by using the SET DYNDEBUG ON z/OS Debugger command.
Note that the SET DYNDEBUG ON z/OS Debugger command must be issued before you enter the STEP or
GO command. If the Dynamic Debug facility is not active, z/OS Debugger uses the hooks inserted by the
compiler, instead of the hooks inserted by the Dynamic Debug facility.

Understanding what symbol tables do and why saving them elsewhere can
make your application smaller
The symbol table contains descriptions of variables, their attributes, and their location in storage. z/OS
Debugger uses these descriptions when it references variables. The symbol tables can be stored in the

object file of the program or in a separate debug file. You can save symbol tables in a separate debug file if
you compile or assemble your programs with one of the following compilers or assemble:

« Enterprise COBOL for z/OS, Version 4

« Enterprise COBOL for z/OS and 0S/390, Version 3

« COBOL for 0S/390 & VM, Version 2 Release 2

« COBOL for 0S5/390 & VM, Version 2 Release 1 with APAR PQ40298
- OS/VS COBOL Version 1, Release 2.4

« Enterprise PL/I for z/OS, Version 3 Release 5 or later

« High Level Assembler for MVS & VM & VSE, Release 4 or later

Saving symbol tables in a separate debug file can reduce the size of the load module for your program.

For C and C++ programs, debug tables can be saved in a separate debug file (.dbg file) by specifying the
FORMAT (DWARF) suboption of the DEBUG compiler option. z/OS Debugger supports the DEBUG compiler
option shipped with z/OS C/C++ Version 1.6 or later.

Programs compiled with the Enterprise COBOL for z/OS Version 5 compiler, Version 6 Release 1 compiler
or Version 6 Release 2 and above compiler with the TEST (NOSEPARATE) compiler option have all of their
debug information (including the symbol table) stored in a NOLOAD segment of the program object. This
segment is only loaded into memory when you are debugging the program object.

Choosing a debugging mode

Use the following list to determine which debugging mode to use for your programs:

For TSO programs
Choose full-screen mode. If you want to use a supported remote debugger, choose remote debug
mode.

For JES batch programs
If you want to interact with your batch program, choose full-screen mode using the Terminal Interface
Manager. If you want to interact with your batch program using a supported remote debugger, choose
remote debug mode. If you don't want to interact with your batch program, use batch mode and
specify commands through a commands file and review results in a log file.
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For UNIX System Services programs
Choose full-screen mode using the Terminal Interface Manager. If you want to use a supported
remote debugger, choose remote debug mode.

For CICS programs
If you want to interact with z/OS Debugger on a 3270 device, choose full-screen mode and one of the
following terminal modes:

« Single terminal mode: The application program and z/OS Debugger share the same terminal. Use
this terminal mode to debug a transaction that interacts with a 3270 terminal. When you create your
CADP or DTCN profile, set the Display Device to the terminal ID that the application program uses.

« Screen control mode: z/OS Debugger displays its screens on a terminal running the DTSC
transaction.

If you use screen control mode, the DTSC transaction runs in the same region as your application
program on a terminal of your choice, and displays z/OS Debugger screens on behalf of the task you
are debugging, which might not have its own terminal.

Use screen control mode to debug application programs which are not typically associated with a
terminal, and which are running in an MRO environment.

Screen control mode works in the following manner:

1. Enter DTSC on the terminal that you want to use to display z/OS Debugger. This terminal can be
connected directly to the region where the application program runs, or connected to the region
with CRTE or Transaction Routing. If you use Transaction Routing, you must ensure that DTSC
runs in the same region as the application program using it.

2. Set the Display Device in your DTCN or CADP profile to the terminal running the DTSC
transaction.

3. Start the application program.
4. Press Enter on the terminal running the DTSC transaction to connect to z/OS Debugger.

 Separate terminal mode (formerly called Dual Terminal Mode): z/OS Debugger dynamically starts
the CDT# transaction on a terminal.

Use separate terminal mode to debug application programs which are not typically associated with
a terminal, and your terminal is connected directly to the region running your application program.

Separate terminal mode works in the following manner:

1. Set the Display Device in your DTCN or CADP profile to an available terminal and that terminal
can be located by the CICS region running z/OS Debugger.

2. Start the application program.

If you want to debug your program with a remote debugger, select remote debug mode. Make note of
the TCP/IP address of your remote debugger because you will need it when you update your CADP or
DTCN profile.

If you do not use single terminal mode and your program sends a screen to the terminal without the
WAIT option, CICS Terminal Control holds that screen until the program runs an EXEC CICS SEND or
EXEC CICS RECEIVE statement.

If you want to debug programs that use Distributed Program Link (DPL), you can select one of the
following debugging modes:

« Select remote debug mode and use the remote debugger to debug both the DPL client and DPL
server.

« Select full screen mode and use two 3270 terminals, one for the DPL client and one for the DPL
server.

You can connect the 3270 terminal to the DPL server in one of the following ways:

— Directly to the server region.
— To the client region. If you choose this option, use one of the following terminal modes:

50 IBM z/OS Debugger: User's Guide



- Screen Control Mode with DTSC running on a terminal that is connected to the server with CRTE

- Separate Terminal Mode with the terminal connected to the client region and configure the
server region so that it looks for the terminal in the client region. To configure the server region,
see "Separate terminal mode terminal connects to a TOR and application runs in an AOR" in the
IBM z/0S Debugger Customization Guide.

For Db2 programs
Choose full-screen mode using the Terminal Interface Manager. If you want to use a supported
remote debugger, choose remote debug mode.

For Db2 Stored Procedures
Choose full-screen mode using the Terminal Interface Manager. If you want to use a supported
remote debugger, choose remote debug mode.

For IMS TM programs
Choose full-screen mode using the Terminal Interface Manager. If you want to use a supported
remote debugger, choose remote debug mode.

For IMS batch programs
If you want to interact with your IMS batch programs, choose full-screen mode using the Terminal
Interface Manager. If you want to interact with your IMS batch programs with a supported remote
debugger, choose remote debug mode. If you do not want to interact with your IMS batch program,
choose batch mode and specify commands through a commands file and review results in a log file.

For IMS BTS programs
If you want your program and your debugging session to run on a single screen, choose full-screen
mode. If you want your BTS data to display on your TSO terminal and your debugging session to
display on another terminal, choose full-screen mode using the Terminal Interface Manager. If you
want your BTS data to display on your TSO terminal and your debugging session to display on a
supported remote debugger, choose remote debug mode.

For ALCS programs
You must choose remote debug mode.

Refer to the following topics for more information related to the material discussed in this topic.

Related references
IMS/VS Batch Terminal Simulator Program Reference and Operations Manual

Debugging in browse mode

When you debug in some production environments, it might be necessary to restrict your ability to change
storage contents and execution flow. Debugging in browse mode enables you to debug your programs
while restricting your ability to change storage contents and execution flow. z/OS Debugger uses the
RACF® authority of the current user, an EQAOPTS command, or both to determine whether to operate in
browse mode.

When you debug in browse mode, you can not do the following actions:

« Modify the contents of memory or registers
« Alter the sequence of program execution

You can use the QUERY BROWSE MODE command to determine if browse mode is active.

For information on how to install and control browse mode, see IBM z/0S Debugger Customization Guide.

Browse mode debugging in full screen, line, and batch mode

If you are debugging in full screen, line, or batch mode; browse mode is active; and you enter any of the
following commands, z/OS Debugger displays a message that the command is not permitted in browse
mode:

« ALLOCATE command
- Assignment command (assembler and disassembly)
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« Assignment command (LangX COBOL)
« Assignment command (PL/I)

« CALL 9%CECI command

« CALL entry_name (COBOL)
« CALL %FMcommand

« CALL 9%HOGAN command

« CLEAR LOG command

« COMPUTE command

- FREE command

- GO BYPASS command

« GOTO command

« GOTO LABEL command

« INPUT command

« JUMPTO command

« JUMPTO LABEL command

« MEMORY command (z/OS Debugger displays the Memory window, but you cannot modify anything)
« MOVE command

« QUIT command

« QUIT expression command
* QQUIT command

« SET INTERCEPT command

« SET command (COBOL)

« STORAGE command

« SYSTEM command

e TRIGGER command

« TSO command

If you enter a command with an expression or condition that might alter any storage, register, or similar
data, or the command invokes any user-written function or alters the sequence of execution, z/OS
Debugger displays a message that the command is not permitted in browse mode:

« do/while

« DO command (PL/I)

« EVALUATE command (COBOL)

« expression command (C and C++)
« for command (C and C++)

e %IF command

« IF command

e LIST expression command

« switch command

« while command

Browse mode debugging in remote debug mode

When you use the remote debugger and browse mode is active, the remote debugger does not allow you
to do the following actions:

« JumpTo Location — Source window RMB action
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- Change Value — Expression, Variable, and Registers RMB action
- Typing over memory in the Memory window

In addition, the remote debugger enforces following restrictions:

« Change Value — the remote debugger does not allow Registers RMB action and displays an error
message

« Terminate Button — the program terminates with an abend (instead, click on Disconnect to continue
running the program without the debugger)

Also, the remote debugger does not allow you to enter the following Debug Console commands:
« JUMPTO (and JUMPTO in the Action field of the Add a Breakpoint window)

« SET INTERCEPT

« QUIT

If an abend occurs while debugging in remote debug mode and browse mode is active, the remote
debugger does not give you any continuation options. You can not continue program execution after the
abend occurs.

Controlling browse mode

Browse mode can be controlled (activated or deactivated) by changing RACF access, specifying the
EQAOPTS BROWSE command, both of these, or neither of these. To control browse mode through RACF
access, change your RACF access to the following RACF Facilities:

« For CICS: EQADTOOL.BROWSE.CICS
» For non-CICS: EQADTOOL.BROWSE.MVS

To control browse mode through an EQAOPTS command, specify either ON or OFF for the EQAOPTS
BROWSE command.

The following table shows how combinations of these control methods (by RACF access or by the
EQAOPTS BROWSE command) can activate or deactivate browse mode. For instructions using these
controls see IBM z/0S Debugger Customization Guide.

Table 13. How different combinations of RACF access and the EQAOPTS BROWSE command activate or
deactivate browse mode.

Setting of the EQAOPTS BROWSE command

Not set (use RACF ON OFF
status)

Status of RACF access

facility (access) not
defined

normal mode (browse
mode is not active)

browse mode is active

normal mode

ACCESS=NONE

Cannot use z/0S
Debugger

Cannot use z/0S
Debugger

Cannot use z/0S
Debugger

ACCESS=READ

browse mode is active

browse mode is active

browse mode is active

normal mode

browse mode is active

normal mode

ACCESS=UPDATE (or
higher)

Choosing a method or methods for starting z/0S Debugger

Table 14 on page 54 indicates that there are several different methods to start z/OS Debugger for each
type of program. In this topic, you will read about the circumstances in which each applicable method
works for each type of program. Then you can select which method would work best for your site. After
you complete this topic, you will have selected the methods that work best for your programs.
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Table 14. Methods for specifying the TEST runtime options and the subsystems that support these methods.
UNIX Db2 stored Db2 stored
System procedures procedures IMS
Services (PROGRAM (PROGRAM batc | IMS
TSO JESbatch |1 CICS Db2 TYPE=MAIN) TYPE=SUB) IMSTM | h BTS
Use the DFSBXITA user exit X X X
Use the CADP transaction X
Use the DTCN transaction X
Use the Db2 catalog x3 X
From within a program by coding a call to X X X X X X X X X X
CEETEST, __ctest(), or PLITEST
Through CEEUOPT or CEEROPT X X X x2 X2 x2:3 X X X
Use the CEEOPTS DD statement in JCL or X X X X X X
CEEOPTS allocation in TSO
Use the parameters on the EXEC statement X
when you start your program
Use the parameters on the RUN statement when X
you start your program
Use the parameters on the CALL statement X
when you start your program
Through the EQASET transaction? x4
Through the EQANMDBG program?® X5 x5 x5 | x5
Use the EQAD3CXT user exit routine X X X X X X
Note:
1. Go programs only run under UNIX System Services, with the following limitations:
« __ctest() might not work as expected when cgo is in use.
« CEEOPTS allocation cannot be used.
2. You cannot use CEEROPT to specify TEST runtime options.
3. The Db2 catalog method always takes precedence over CEEUOPT.
4. This method is only for non-Language Environment assembler programs.
5. This method is only for non-Language Environment programs.
6. This method is only for Db2 stored procedures invoked with the call_sub function.
7. EQAD3CXT also supports Db2 stored procedures (PROGRAM TYPE=SUB) if you set the RRTN_SW flag as x'01".

For each subsystem, Table 14 on page 54 shows that you can choose from several different methods of
specifying the TEST runtime options. The following list can help you select the method that best applies
to your situation, ordered by flexibility and convenience:

For TSO programs

 For programs that start in Language Environment, specify the TEST runtime options using the
CEEOPTS allocation in TSO for the most flexible method of specifying the runtime options.

- Specify the TEST runtime options using the parameters on the CALL statement if you have a small
number of runtime options or need to invoke EQANMDBG for a non-Language Environment program.

« If you specify the TEST runtime options by coding a call to CEETEST, __ctest(), or PLITEST, you will
have to recompile your program every time you want to change the options.

For JES batch programs

 For programs that start in Language Environment, specify the TEST runtime options using the
CEEOPTS DD statement in your JCL for the most flexible method of specifying runtime options.

« Specify the TEST runtime options using the parameters on the EXEC statement option if you have
a small number of runtime options or need to invoke EQANMDBG for a non-Language Environment
program.

« If you specify the TEST runtime options by coding a call to CEETEST, __ctest(), or PLITEST, you will
have to recompile your program every time you want to change the options.
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For UNIX System Services programs

« Specify the TEST runtime options by setting the _CEE_RUNOPTS environment variable.
« If you specify the TEST runtime options by coding a call to CEETEST, __ctest(), or PLITEST, you will
have to recompile your program every time you want to change the options.

For CICS programs

« Specify the TEST runtime options using either the DTCN or CADP transaction to create and store a
profile that contains the TEST runtime options.

« If you specify the TEST runtime options by coding a call to CEETEST, __ctest(), or PLITEST, you will
have to recompile your program every time you want to change the options.

For Db2 programs

« Specify the TEST runtime options using the CEEOPTS DD statement in JCL or CEEOPTS allocation in
TSO for the most flexible method of specifying runtime options.

« Specify the TEST runtime options using the parameters on the RUN statement option if you have a
small number of runtime options.

« If you specify the TEST runtime options by coding a call to CEETEST, __ctest(), or PLITEST, you will
have to recompile your program every time you want to change the options.

For Db2 stored procedures that have the PROGRAM TYPE of MAIN

« Specify the TEST runtime options using the Language Environment EQAD3CXT user exit routine. You
can run the stored procedure with your own set of suboptions. Another user can run or debug the
stored procedure with a separate set of suboptions. Therefore, multiple users can run or debug the
stored procedure at the same time.

- If the exit routine is not available at your site, specify the TEST runtime options using the Db2
catalog. However, you are limited to specifying one specific set of suboptions, which means that
every user that runs or debugs that stored procedure uses the same set of suboptions.

If you implement both methods, the Language Environment exit routine takes precedence over the
Db2 catalog.

For Db2 stored procedures that have the PROGRAM TYPE of SUB

 For programs invoked with the call_sub function, specify the TEST runtime options using the
Language Environment EQAD3CXT exit routine. You can run or debug the Db2 stored procedure with
your own set of suboptions, while another user can run or debug the Db2 stored procedure with a
separate set of suboptions.

- If the exit routine is not available at your site, specify the TEST runtime options using the Db2
catalog. You are limited to specifying one set of suboptions, which means that every user that runs
or debugs that stored procedure uses the same set of suboptions.

If you implement both methods, the Language Environment exit routine takes precedence over the
Db2 catalog.

For programs invoked by any other method, specify the TEST runtime options using the Db2 catalog.
You are limited to specifying one set of suboptions, which means that every user that runs or debugs
that stored procedure uses the same set of suboptions.

For IMS TM programs

« Specify the TEST runtime options using the Language Environment EQAD3CXT user exit routine.

« If your program is a non-Language Environment program, issue the EQASET transaction to setup
your debugging preference.
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If the EQAD3CXT user exit routine is not available at your site, specify the TEST runtime options
using the DFSBXITA user exit routine.

If the EQAD3CXT or DFSBXITA user exit routines are not available at your site, specify the TEST
runtime options using CEEUOPT or CEEROPT.

If none of the previous options is available at your site, specify the TEST runtime options by coding a
call to CEETEST, __ctest(), or PLITEST. However, you will have to recompile your program every time
you want to change the options.

For IMS batch programs

For programs that start in Language Environment, specify the TEST runtime options using the
CEEOPTS allocation in JCL because this method can be the most flexible method.

Specify the TEST runtime options using the EQAD3CXT user exit routine.

If your program is a non-Language Environment program, use the EQANMDBG program to start your
debugging session.

If the EQAD3CXT user exit routine is not available at your site, specify the TEST runtime
options using the DFSBXITA user exit routine; however, you must specify PROGRAM rather than
TRANSACTION.

If the EQAD3CXT or DFSBXITA user exit routines are not available at your site, specify the TEST
runtime options using CEEUOPT or CEEROPT.

If none of the previous options is available at your site, specify the TEST runtime options by coding a
call to CEETEST, __ctest(), or PLITEST. However, you will have to recompile your program every time
you want to change the options.

For IMS BTS programs

For programs that start in Language Environment, specify the TEST runtime options using the
CEEOPTS allocation in JCL because this method can be the most flexible method.

Specify the TEST runtime options using the EQAD3CXT user exit routine.

If your program is a non-Language Environment program, use the EQANIAFE application front-
end program to start your debug session. For more information, see “Debugging non-Language
Environment IMS BTS programs” on page 344.

If the EQAD3CXT user exit routine is not available at your site, specify the TEST runtime options
using the DFSBXITA user exit routine.

If the EQAD3CXT or DFSBXITA user exit routines are not available at your site, specify the TEST
runtime options using CEEUOPT or CEEROPT.

If none of the previous options is available at your site, specify the TEST runtime options by coding a
call to CEETEST, __ctest(), or PLITEST. However, you will have to recompile your program every time
you want to change the options.

After you have identified the method or methods you will use to start z/OS Debugger, see Chapter 4,
“Planning your debug session,” on page 25 to determine the next task you must complete.

Choosing how to debug old COBOL programs

Programs compiled with the OS/VS COBOL compiler can be debugged by doing one of the following;:

« Debug them as LangX COBOL programs.

« Convert them to the 1985 COBOL Standard level and compile them with the Enterprise COBOL for z/OS
and 0S/390 or COBOL for 0S/390 & VM compiler. You can use the Load Module Analyzer to identify
0S/VS COBOL programs in a load module, then use COBOL and CICS Command Level Conversion Aid
(CCCA) to convert the programs.

To convert an OS/VS COBOL program to 1985 COBOL Standard, do the following steps:
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1. Identify the OS/VS COBOL programs in your load module by using the Load Module Analyzer. For

instructions on using Load Module Analyzer, see Appendix I, “z/OS Debugger Load Module Analyzer,”
on page 509.
. Convert your OS/VS COBOL source by using COBOL and CICS Command Level Conversion Aid (CCCA).

For instructions on using CCCA, see COBOL and CICS Command Level Conversion Aid for 0S/390 & MVS
& VM User's Guide.

. Compile the new source with either the Enterprise COBOL for z/OS and 0S/390 or COBOL for 0S/390 &
VM.

You can combine steps 2 and 3 by using the Convert and Compile option of IBM z/OS Debugger
Utilities.

4. Debug the object module by using z/OS Debugger.

After you convert and debug your program, you can do one of the following options:

Continue to use the OS/VS COBOL compiler. Every time you want to debug your program, you need to do
the steps described in this section.

Use the new source that was produced by the steps described in this section. You can compile the
source and debug it without repeating the steps described in this section.

CCCA can use any level of COBOL source program as input, including VS COBOL II, COBOL for MVS & VM,
and COBOL for 0S/390 & VM programs that were previously compiled with the CMPR2 compiler option.

Creating deferred breakpoints for COBOL and PL/I programs

Creating a list of breakpoints before starting the z/OS Debugger session reduces system resource usage
and the time spent in the debugging session.

To create and use the deferred breakpoints, complete the following steps:

Create breakpoints and save the definitions in a file-based repository using the Create breakpoints
option in the z/OS Debugger Deferred Breakpoints selection in DTU. You can also use IBM Fault Analyzer
to create breakpoints. See IBM Fault Analyzer User's Guide and Reference for details.

View the breakpoints in the repository and save the definitions in a commands file in the z/OS Debugger
command format using the View breakpoints option in the z/OS Debugger Deferred Breakpoints
selection in DTU.

Set the breakpoints that are defined in the commands file during the debug session by using one of
the methods where the commands file is accepted like a commands file, a preference file, or a USE
command.

The breakpoint types supported are AT STATEMENT and AT LABEL.

The following programming languages and side file configurations are supported:

Table 15. The supported programming languages and side file configurations

Programming language Side file Compiled with
Enterprise COBOL V4 or earlier LANGX NOTEST

Enterprise COBOL V4 or earlier SYSDEBUG TEST (SEPARATE)
Enterprise COBOL V5 Program Object TEST (SOURCE)
Enterprise PL/I SYSDEBUG TEST (SYM,SEPARATE)
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Chapter 5. Updating your processes so you can debug
programs with z/0OS Debugger

After you have completed the tasks in Chapter 4, “Planning your debug session,” on page 25, you can use
the information you have collected to update the following processes:

« Your compilation and linking processes so that programs are compiled with the correct compiler options
and suboptions and that the required files are saved (for example, the separate debug file).

« Your library or promotion processes so that files containing information that z/OS Debugger needs to
debug your programs are available.

« Your libraries or security systems so that you have access to the files that z/OS Debugger needs to
debug your programs. For example, if you have RACF security measures, you might need to update
them so that z/OS Debugger can access the files it needs.

For more information about how to update these processes, see the following topics:

« “Update your compilation, assembly, and linking process” on page 59

« “Update your library and promotion process” on page 64

« “Make the modifications necessary to implement your preferred method of starting z/OS Debugger” on
page 64

Update your compilation, assembly, and linking process

This topic describes the changes you must make to your compilation, assembly, and linking process

to implement the choices you made in Chapter 4, “Planning your debug session,” on page 25. If you

are familiar with managing JCL and with your site's compilation or assembly process, see “Compiling
your program without using IBM z/0S Debugger Utilities” on page 59 for instructions on the specific
changes you need to make. If your site uses IBM z/OS Debugger Utilities to manage these processes, see
“Compiling your program by using IBM z/0S Debugger Utilities” on page 61 for instructions on how to
use the Program Preparation option to update these processes.

Compiling your program without using IBM z/0S Debugger Utilities

Create or modify JCL so that it includes all the statements you need to compile or assemble your
programs, then properly link any libraries. The following list describes the changes you need to make:

« Specify the correct compiler options and suboptions that you chose from Table 8 on page 26.

For each compiler, there might be additional updates you might need to make so that z/OS Debugger
starts. The following list describes these updates:

— If you are compiling an Enterprise PL/I program on an HFS or zFS file system, see “Compiling a
Enterprise PL/I program on an HFS or zFS file system” on page 62.

— If you are compiling a C program on an HFS or zFS file system, see “Compiling a C program on an HFS
or zFS file system” on page 63.

— If you are compiling a C program with c89 or c++, see “Compiling your C program with c89 or c++” on
page 62.

— If you are compiling a C++ program on an HFS or zFS file system, see “Compiling a C++ program on
an HFS or zFS file system” on page 63.

« Specify the statements to save the files that z/OS Debugger needs. Table 16 on page 60 can help you
identify which file you need to save for a particular compiler option. For example, if you are compiling a
COBOL program with the SEPARATE suboption of the TEST compiler option, make sure you specify the
DD statement with the name of the separate debug file.
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- If you are using other Application Delivery Foundation for z/OS tools, see IBM Application Delivery
Foundation for z/0S Common Components Customization Guide and User Guide that correspond to the
compilers or assembler that you are using. Those topics contain instructions on other updates you must
make to your compilation, assembler, and linking processes.

« If YES is specified for the EQAOPT MDBG command (which requires z/OS Debugger to search for a .dbg
file in a .mdbg file)®, verify that the .mdbg file is a non-temporary file and is available during the debug
session. Ensure that the .mdbg file was created with captured source by using the -c option for the
dbgld command or the CAPSRC option on the CDADBGLD utility.

« For LangX COBOL programs, write JCL that generates the EQALANGX file, as described in “Creating the
EQALANGX file for LangX COBOL programs” on page 68.

« For assembler programs, write a SYSADATA DD statement that generates the EQALANGX files, as
described in “Creating the EQALANGX file for an assembler program” on page 71.

« For Db2 programs, specify the correct Db2 preprocessor and coprocessor, as described in “Processing
SQL statements” on page 75.

Table 16. Files that you need to save when compiling with a particular compiler option or suboption

Programming | Compiler suboption or
language assembler option File you need to save
COBOL

SEPARATE separate debug file

any other listing7

NOTEST listing”
LangX COBOL

“Compiling your 0S/VS COBOL | EQALANGX

program ” on page 67

“Compiling your VS COBOL IT

program ” on page 68

“Compiling your Enterprise

COBOL program ” on page 68

any other listing file containing pseudo-assembler code
PL/I

SEPARATE separate debug file

any other (pre-Enterprise PL/I) |listing file

any other (Enterprise PL/I) source file that was used as input to the compiler

NOTEST listing file containing pseudo-assembler code
C/C++

DEBUG (DWARF) the .dbg file and source file

If you are using an .mdbg file that stores the source file,
then save that .mdbg file.
TEST source file that was used as input to the compiler

6 In situations where you can specify environment variables, you can set the environment variable
EQA_USE_MDBG to YES or NO, which overrides any setting (including the default setting) of the EQAOPTS
MDBG command.

7 Tt is except for Enterprise COBOL for z/OS Version 5.
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Table 16. Files that you need to save when compiling with a particular compiler option or suboption (continued)

Programming | Compiler suboption or
language assembler option File you need to save

NOTEST listing file containing pseudo-assembler code
assembler

ADATA EQALANGX

no debug information saved listing file containing pseudo-assembler code

After you complete this task, see “Update your library and promotion process” on page 64.

Compiling your program by using IBM z/0S Debugger Utilities

Note: This section is not applicable to IBM Developer for z/OS (non-Enterprise Edition) or IBM Wazi
Developer for Red Hat CodeReady Workspaces.

z/0S Debugger Utilities provides several utilities than can help you compile your programs and start z/OS
Debugger. The steps described in this topic apply to the following category of compilers and assemblers:

« Enterprise PL/I

« Enterprise COBOL
« C/C++

« Assembler

If you are using IBM z/0OS Debugger Utilities to prepare your program and start z/OS Debugger, read
Appendix C, “Examples: Preparing programs and modifying setup files with IBM z/0S Debugger Utilities,”
on page 417, which describes how to prepare a sample program and start z/OS Debugger by using

IBM z/OS Debugger Utilities. After you read the sample and understand how to use IBM z/0OS Debugger
Utilities, do the following steps:

1. Start IBM z/0S Debugger Utilities.

2. Typein "1" to select Program Preparation, then press Enter.
3. Type in the number that corresponds to the compiler you want to use, then press Enter.
4

. Type in the information about the program you are compiling and select the appropriate options for
the CICS and Db2/SQL fields.

If the program source is a sequential data set and the Db2 precompiler is selected, make sure the
DBRMLIB data set field in panel EQAPPC1B, EQAPPC2B, EQAPPC3B, EQAPPC4B, or EQAPPC5B is a
partitioned data set with a member name. For example, DEBUG . TEST.DBRMLIB(PROG1).

Type in the backslash character (/") in the Enter / to edit options and data set name patterns field,
then press Enter.

5. Using the information you collected in Table 8 on page 26, fill out the fields with the appropriate
values. After you have made all the changes you want to make, press PF3 to save this information and
return to the previous panel.

6. Review the choices you made. Press Enter.
7. Verify your selections, then press Enter.

8. After the compilation is done, a panel is displayed. If there were errors in the compilation, review the
messages and make any changes. Return to step 1 to repeat the compilation.

9. Press PF3 until you return to the Program Preparation panel.
10. In the Program Preparation panel, type in "L", then press Enter.

11. In the Link Edit panel, specify whether you want the link edit to run in the foreground or background.
Specify the name of other libraries you need to link to your program. After you are done making all
your changes, press Enter.
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12. Verify any selections, then press Enter.

13. After the link edit is done, if there were errors in the link edit, review the messages and make any
changes. Return to step 1 to repeat the process.

14. Press PF3 until you return to the main IBM z/0OS Debugger Utilities panel.

After you complete this task, see “Update your library and promotion process” on page 64.

Compiling a Enterprise PL/I program on an HFS or zFS file system

If you are compiling and launching Enterprise PL/I programs on an HFS or zFS file system, you must do
one of the following:

« Compile and launch the programs from the same location, or
- specify the full path name when you compile the programs.

By default, the Enterprise PL/I compiler stores the relative path and file names in the object file. When
you start a debug session, if the source is not in the same location as where the program is launched, z/0OS
Debugger does not locate the source. To avoid this problem, specify the full path name for the source
when you compile the program. For example, if you execute the following series of commands, z/OS
Debugger does not find the source because it is located in another directory (/u/myid/mypgm):

1. Change to the directory where your program resides and compile the program.

cd /u/myid/mypgm
pli -g "//TEST.LOAD(HELLO)" hello.pli

2. Exit UNIX System Services and return to the TSO READY prompt.
3. Launch the program with the TEST run-time option.

call TEST.LOAD(HELLO) 'test/'

z/0S Debugger does find the source if you change the compile command to:
pli -g "//TEST.LOAD(HELLO)" /u/myid/mypgm/hello.pli

The same restriction applies to programs that you compile to run in a CICS environment.

Compiling your C program with c89 or c++
If you build your application using the c89 or c++, do the following steps:

1. Compile your source code as usual, but specify the —g option to generate debugging information. The
—g option is equivalent to the TEST compiler option under TSO or MVS batch. For example, to compile
the C source file fred. c from the u,/mike,’app directory, specify:

cd S/u/mike,/app
c89 -g -o ",’PROJ.LOAD(FRED)" fred.c
Note: The quotation marks (") in the command line above are required.

2. Set up your TSO environment, as described in “Compiling your program without using IBM z/0S
Debugger Utilities” on page 59 or “Compiling your program by using IBM z/0S Debugger Utilities” on
page 61.

3. Debug the program under TSO by entering the following:

FRED TEST ENVAR('PWD=,/u,/mike,app') ./ asis
Note: The apostrophes (') in the command line above are required. ENVAR (' PWD=,’u,/mike.’app ")

sets the environment variable PWD to the path from where the source files were compiled. z/0S
Debugger uses this information to determine from where it should read the source files.
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If you are creating .mdbg files, capture the source files into the .mdbg file by specify the -c option with
the dbgld command, or the CAPSRC option with the CDADBGLD utility. To learn how to use the dbgld
command and the CDADBGLD utility, see z/0S XL C/C++ User's Guide. z/OS Debugger needs access to
the .mdbg file to debug your program.

Compiling a C program on an HFS or zFS file system

If you are compiling and launching programs on an HFS or zFS file system, you must do one of the
following:

« Compile and launch the programs from the same location.
« Specify the full path name when you compile the programs.

By default, the C compiler stores the relative path and file names of the source files in the object file.
When you start a debug session, if the source is not in the same location as where the program is
launched, z/OS Debugger does not find the source. To avoid this problem, specify the full path name of
the source when you compile the program. For example, if you execute the following series of commands,
z/0S Debugger does not find the source because it is located in another directory (/u/myid/mypgm):

1. Change to the directory where your program resides and compile the program.

cd /u/myid/mypgm
c89 -g -o "//TEST.LOAD(HELLO)" hello.c

2. Exit UNIX System Services and return to the TSO READY prompt.
3. Launch the program with the TEST run-time option.

call TEST.LOAD(HELLO) 'test/'
z/0OS Debugger finds the source if you change the compile command to:
c89 -g -o "//TEST.LOAD(HELLO)" /u/myid/mypgm/hello.c

The same restriction applies to programs that you compile to run in a CICS environment.

If you are creating .mdbg files, capture the source files into the .mdbg file by specify the -c option with
the dbgld command, or the CAPSRC option with the CDADBGLD utility. To learn how to use the dbgld
command and the CDADBGLD utility, see z/0S XL C/C++ User's Guide. z/OS Debugger needs access to
the .mdbg file to debug your program.

Compiling a C++ program on an HFS or zFS file system

If you are compiling and launching programs on an HFS or zFS file system, you must do one of the
following:

« Compile and launch the programs from the same location, or
- specify the full path name when you compile the programs.

By default, the C++ compiler stores the relative path and file names of the source files in the object

file. When you start a debug session, if the source is not in the same location as where the program is
launched, z/OS Debugger does not locate the source. To avoid this problem, specify the full path name of
the source when you compile the program. For example, if you execute the following series of commands,
z/0S Debugger does not find the source because it is located in another directory (/u/myid/mypgm):

1. Change to the directory where your program resides and compile the program.

cd /u/myid/mypgm
c++ -g -0 "//TEST.LOAD(HELLO)" hello.cpp

2. Exit UNIX System Services and return to the TSO READY prompt.
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3. Launch the program with the TEST run-time option.
call TEST.LOAD(HELLO) 'test/'
z/0S Debugger finds the source if you change the compile command to:
c++ -g -0 "//TEST.LOAD(HELLO)" /u/myid/mypgm/hello.cpp

The same restriction applies to programs that you compile to run in a CICS environment.

If you are creating .mdbg files, capture the source files into the .mdbg file by specify the -c option with
the dbgld command, or the CAPSRC option with the CDADBGLD utility. To learn how to use the dbgld
command and the CDADBGLD utility, see z/0S XL C/C++ User's Guide. z/OS Debugger needs access to
the .mdbg file to debug your program.

Update your library and promotion process

If you use a library to maintain your program and a promotion process to move programs through levels
of quality and testing, you might have to update these processes to ensure that z/OS Debugger can find
the files it needs to obtain information about your programs. For example, if your final production level
does not have access to the same libraries as your development level, and you want to be able to debug
programs that are in the final product level, you might need to update the environment in your final
production level so that it can access to the following resources:

« All the data sets required to debug your program, for example, the source file, listing file, separate
debug file, or EQALANGX file.

« Access to all the libraries required by your program or z/OS Debugger.

If you are using other Application Delivery Foundation for z/OS tools, see IBM Application Delivery
Foundation for z/0S Common Components Customization Guide and User Guide that correspond to the
compilers or assembler that you are using. Those topics give instructions on which files to move through
your levels so that the Application Delivery Foundation for z/OS tools can find the files they need.

If you manage your source code with a library system that requires you specify the SUBSYS=ssss
parameter when you allocate a data set, you or your site need to specify the EQAOPTS SUBSYS command,
which provides the value for ssss. You must do this for the following types of programs:

- Enterprise PL/I program that was compiled without the SEPARATE suboption of TEST compiler option
« C/C++ programs

This support is not available for CICS programs. To learn how to specify EQAOPTS commands, see the
IBM z/0S Debugger Reference and Messages or the IBM z/0S Debugger Customization Guide.

Make the modifications necessary to implement your preferred
method of starting z/0S Debugger

In this topic, you will use the information you gathered after completing 2 in Chapter 4, “Planning your
debug session,” on page 25 and “Choosing a method or methods for starting z/OS Debugger” on page 53
to write the TEST runtime options string, then save that string in the appropriate location.

You might have to write several different TEST runtime options strings. For example, the TEST runtime
options string that you write for your CICS programs might not be the same TEST runtime options string
you can use for your IMS programs. For this situation, you might want to use Table 17 on page 64 to
record the string you want to use for each type of program you are debugging.

Table 17. Record the TEST runtime options strings you need for your site

Test runtime options string (for example,
TEST(ALL, , ,MFI%SYSTEMO1.TRMLUOO1:))

TSO
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Table 17. Record the TEST runtime options strings you need for your site (continued)

Test runtime options string (for example,
TEST(ALL, , ,MFI%SYSTEMO1.TRMLUOO1:))

JES batch

UNIX System
Services

CICS
Db2

Db2 stored
procedures
(PROGRAM
TYPE=MAIN)

Db2 stored
procedures
(PROGRAM
TYPE=SUB)

IMSTM
IMS batch
IMS BTS

If you are not familiar with the format of the TEST runtime option string, see the following topics:

« Description of the TEST runtime option in IBM z/0S Debugger Reference and Messages
« Chapter 13, “Writing the TEST runtime option string,” on page 107

After you have written the TEST runtime option strings, you need to save them in the appropriate location.
Using the information you recorded in Table 14 on page 54, review the following list, which directs you to
the instructions on where and how to save the TEST runtime options strings:

Through the EQAD3CXT user exit routine
See Chapter 12, “Specifying the TEST runtime options through the Language Environment user exit,”
on page 97.

Through the DFSBXITA user exit routine
See “Setting up the DFSBXITA user exit routine” on page 96.

Using the CADP transaction
See “Creating and storing debugging profiles with CADP” on page 92.

Using the DTCN transaction
See “Creating and storing a DTCN profile” on page 82.

Using the Db2 catalog
See Chapter 9, “Preparing a Db2 stored procedures program,” on page 79.

By coding a call to CEETEST, __ctest(), or PLITEST
See one of the following topics:

- “Starting z/OS Debugger with CEETEST” on page 121
 “Starting z/OS Debugger with the __ctest() function” on page 128
 “Starting z/OS Debugger with PLITEST” on page 127

Through CEEUOPT or CEEROPT
See one of the following topics:

« “Starting z/OS Debugger under CICS by using CEEUOPT” on page 143
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« “Linking Db2 programs for debugging” on page 76

 “Starting z/OS Debugger under IMS by using CEEUOPT or CEEROPT” on page 95
Using the CEEOPTS DD statement in JCL or CEEOPTS allocation in TSO

Use the JCL for Batch Debugging option in IBM z/OS Debugger Utilities.

Using the parms on the EXEC statement when you start your program
When you specify the EXEC statement, include the TEST runtime option as a parameter.

Use the parms on the RUN statement when you start your program
When you specify the RUN statement, include the TEST runtime option as a parameter.

Using the parms on the CALL statement when you start your program
See the example in “Starting z/OS Debugger” on page 12.

Through the EQASET transaction
See “Running the EQASET transaction for non-Language Environment IMS MPPs” on page 346.

Through the EQANMDBG program
See “Starting z/OS Debugger for programs that start outside of Language Environment” on page 136.
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Chapter 6. Preparing a LangX COBOL program

Note: This chapter is not applicable to IBM Wazi Developer for Red Hat CodeReady Workspaces.

This chapter describes how to prepare a LangX COBOL program that you can debug with z/OS Debugger.
The term LangX COBOL refers to any of the following programs:

A program compiled with the IBM OS/VS COBOL compiler.

« A program compiled with the IBM VS COBOL II compiler with the NOTEST compiler option.

« A program compiled with the IBM Enterprise COBOL for z/OS Version 3 or Version 4 compiler with the
NOTEST compiler option.

To prepare a LangX COBOL program, you must do the following steps:

1. Compile your program with the IBM 0OS/VS COBOL, the IBM VS COBOL II, or the IBM Enterprise COBOL
compiler using the proper options.

2. Create the EQALANGX file.
3. Link-edit your program.
As you read through the information in this document, remember that 0S/VS COBOL programs are

non-Language Environment programs, even though you might have used Language Environment libraries
to link and run your program.

VS COBOL II programs are non-Language Environment programs when you link them with the non-
Language Environment library. VS COBOL II programs are Language Environment programs when you link
them with the Language Environment library.

Enterprise COBOL programs are always Language Environment programs. Note that COBOL DLL's cannot
be debugged as LangX COBOL programs.

Read the information regarding non-Language Environment programs for instructions on how to start z/OS
Debugger and debug non-Language Environment COBOL programs, unless information specific to LangX
COBOL is provided.

Compiling your 0S/VS COBOL program

You must compile your OS/VS COBOL program with the IBM 0S/VS COBOL compiler and use the following
options:

« NOTEST

« SOURCE

- DMAP

- PMAP

- VERB

« XREF

« NOLST

« NOBATCH

« NOSYMDMP
« NOCOUNT

If you are using other Application Delivery Foundation for z/OS tools (for example, Application
Performance Analyzer), you might need to specify additional compiler options. To understand how the
Application Delivery Foundation for z/OS tools work together, see IBM Application Delivery Foundation
for z/0S Common Components Customization Guide and User Guide. To learn which additional compiler
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options you might need to specify, see IBM Application Delivery Foundation for z/0S Common Components
Customization Guide and User Guide.

Compiling your VS COBOL II program

You must compile your VS COBOL II program with the IBM VS COBOL II compiler and use the following
options:

« NOTEST

NOOPTIMIZE

- SOURCE

« MAP

« XREF

e LIST or OFFSET

If you are using other Application Delivery Foundation for z/OS tools (for example, Application
Performance Analyzer), you might need to specify additional compiler options. To understand how the
Application Delivery Foundation for z/OS tools work together, see IBM Application Delivery Foundation

for z/0S Common Components Customization Guide and User Guide. To learn which additional compiler
options you might need to specify, see IBM Application Delivery Foundation for z/0S Common Components
Customization Guide and User Guide.

Compiling your Enterprise COBOL program

You must compile your Enterprise COBOL program with the IBM Enterprise COBOL compiler and use the
following options:

* NOTEST
NOOPTIMIZE
SOURCE

« MAP

« XREF

LIST

Creating the EQALANGX file for LangX COBOL programs

Note: The EQALANGX program is part of IBM Application Delivery Foundation for z/0OS Common
Components, which is not shipped with IBM Wazi Developer for Red Hat CodeReady Workspaces.

Use the EQALANGX program to create the EQALANGX file. The EQALANGX program is an alias of
IPVLANGX, which is shipped as part of the ADFz Common Components. It is in IPV.SIPVMODA. It is
the same as the IDILANGX alias that Fault Analyzer uses and the CAZLANGX alias that Application
Performance Analyzer uses. The module names can be used interchangeably.

For further information about the xxxLANGX program, look for IDILANGX in the Fault Analyzer User's
Guide and Reference. For return codes and messages, look for IPVLANGX in the IBM Application Delivery
Foundation for z/0S Common Components Customization Guide and User Guide.

To create the EQALANGX file, do the following steps:

1. Create JCL similar to the following:

//XTRACT EXEC PGM=EQALANGX,REGION=32M,

// PARM='(COBOL ERROR LOUD'

//STEPLIB DD DISP=SHR,DSN=IPV.SIPVMODA

//LISTING DD DISP=SHR,DSN=yourid.langxcompiler.listing
//IDILANGX DD DISP=0LD,DSN=yourid.EQALANGX
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The following list describes the variables used in this example and the parameters you can use with
the EQALANGX program:

PARM=

COBOL
The COBOL parameter indicates that a LangX COBOL module is being processed.

ERROR
The ERROR parameter is suggested, but optional. If you specify it, additional information is
displayed when an error is detected.

LOUD
The LOUD parameter is suggested, but optional. If you specify it, additional informational and
statistical messages are displayed.

64K CREF
The 64K and CREF parameters are optional. Previously, these options were required.

The messages displayed by specifying the ERROR and LOUD parameters are Write To Operator or
Write To Programmer (WTO or WTP) messages. See the IBM Application Delivery Foundation for
z/0S Common Components Customization Guide and User Guide for detailed information about the
messages and return codes displayed by the IPVLANGX program.

IPV.SIPVMODA
The name of the data set that contains the ADFz Common Components load modules. If the ADFz
Common Components load modules are in a system linklib data set, you can omit the following
line:

//STEPLIB DD DISP=SHR,DSN=IPV.SIPVMODA

yourid.langxcompiler.listing
The name of the listing data set generated by the IBM 0S/VS COBOL, IBM VS COBOL II, or IBM
Enterprise COBOL compiler. If this is a partitioned data set, the member name must be specified.
For information about the characteristics of this data set, see IBM 0S/VS COBOL Compiler and
Library Programmer's Guide, VS COBOL II Application Programming Guide for MVS and CMS, or
Enterprise COBOL for z/OS Programming Guide.

yourid.EQALANGX
The name of the data set where the EQALANGX debug file is to be placed. This data set must have
variable block record format (RECFM=VB) and a logical record length of 1562 (LRECL=1562).

z/0S Debugger searches for the EQALANGX debug file in a partitioned data set with the name
yourid. EQALANGX and a member name that matches the name of the program. If you want the
member name of the EQALANGX debug file to match the name of the program, you do not need to
specify a member name on the DD statement.

2. Submit the JCL and verify that the EQALANGX file is created in the location you specified on the
IDILANGX DD statement.

Link-editing your program

You can link-edit your program by using your normal link-edit procedures.

After you link-edit your program, you can run your program and start z/OS Debugger.
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Chapter 7. Preparing an assembler program

To debug an assembler program with the full capabilities of z/OS Debugger, you need to prepare the
program.

1. Assemble your program with the proper options.
2. Create the EQALANGX file.
3. Link-edit your program.

If you use IBM z/OS Debugger Utilities to prepare your assembler program, you can do steps 1 and 2 in
one step.

Before you assemble your program

When you debug an assembler program, you can use most of the z/OS Debugger commands. There are
three differences between debugging an assembler program and debugging programs written in other
programming languages supported by z/OS Debugger:

« After you assemble your program, you must create a debug information file, also called the EQALANGX
file. z/OS Debugger uses this file to obtain information about your assembler program.

« z/OS Debugger assumes all compile units are written in some high-level language (HLL). You must
inform z/OS Debugger that a compile unit is an assembler compile unit and instruct z/OS Debugger to
load the assembler compile unit's debug information. Do this by entering the LOADDEBUGDATA (or LDD)
command.

« Assembler does not have language elements you can use to write expressions. z/OS Debugger provides
assembler-like language elements you can use to write expressions for z/OS Debugger commands that
require an expression. See IBM z/0S Debugger Reference and Messages for a description of the syntax of
the assembler-like language.

After you verify that your assembler program meets these requirements, prepare your assembler program
by doing the following tasks:

1. “Assembling your program” on page 71.
2. “Creating the EQALANGKX file for an assembler program” on page 71.

“Assembling your program and creating EQALANGX” on page 72 describes how to prepare an assembler
program by using IBM z/0S Debugger Utilities.

Assembling your program

If you assemble your program without using IBM z/OS Debugger Utilities, you must use the High Level
Assembler (HLASM) and specify a SYSADATA DD statement and the ADATA option. This causes the
assembler to create a SYSADATA file. The SYSADATA file is required to generate the debug information
(the EQALANGX file) used by z/OS Debugger.

If you are using other Application Delivery Foundation for z/OS tools, see IBM Application Delivery
Foundation for z/0S Common Components Customization Guide and User Guide to make sure you specify
all the assembler options you need to create the files needed by all the Application Delivery Foundation
for z/OS tools.

Creating the EQALANGX file for an assembler program

Note: The EQALANGX program is part of IBM Application Delivery Foundation for z/OS Common
Components, which is not shipped with IBM Wazi Developer for Red Hat CodeReady Workspaces.

Use the EQALANGX program to create the EQALANGX file. The EQALANGX program is an alias of
IPVLANGX, which is shipped as part of the ADFz Common Components. It is in IPV.SIPVMODA. It is
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the same as the IDILANGX alias that Fault Analyzer uses and the CAZLANGX alias that Application
Performance Analyzer uses. The module names can be used interchangeably.

For further information about the xxxLANGX program, look for IDILANGX in the Fault Analyzer User's
Guide and Reference. For return codes and messages, look for IPVLANGX in the IBM Application Delivery
Foundation for z/0S Common Components Customization Guide and User Guide.

To create the EQALANGX files without using IBM z/0S Debugger Utilities, use JCL similar to the following:

//XTRACT EXEC PGM=EQALANGX,REGION=32M,

// PARM='(ASM ERROR LOUD'

//STEPLIB DD DISP=SHR,DSN=IPV.SIPVMODA
//SYSADATA DD DISP=SHR,DSN=yourid.sysadata
//IDILANGX DD DISP=0LD,DSN=yourid.EQALANGX

The following list describes the variables used in this example the parameters you can use with the
EQALANGX program:

PARM=

(ASM
Indicates that an assembler module is being processed.

ERROR
This parameter is suggested but optional. If you specify it, additional information is displayed
when an error is detected.

LOUD
The LOUD parameter is suggested, but optional. If you specify it, additional informational and
statistical messages are displayed.

The messages displayed by specifying the ERROR and LOUD parameters are Write To Operator or
Write To Programmer (WTO or WTP) messages. See the IBM Application Delivery Foundation for
z/0S Common Components Customization Guide and User Guide for detailed information about the
messages and return codes displayed by the IPVLANGX program.

IPV.SIPVMODA
The name of the data set that contains the ADFz Common Components load modules. If the ADFz
Common Components load modules are in a system linklib data set, you can omit the following line:

//STEPLIB DD DISP=SHR,DSN=IPV.SIPVMODA

yourid.sysadata
The name of the data set containing the SYSADATA output from the assembler. If this is a partitioned
data set, the member name must be specified. For information about the characteristics of this data
set, see HLASM Programmer's Guide.

yourid.EQALANGX
The name of the data set where the EQALANGX debug file is to be placed. This data set must have
variable block record format (RECFM=VB) and a logical record length of 1562 (LRECL=1562).

z/0S Debugger searches for the EQALANGX debug file in a partitioned data set with the name
yourid.EQALANGX and a member name that matches the name of the first CSECT in the assembly.
If you want the member name of the EQALANGX debug file to match the first CSECT in the assembly,
you do not need to specify a member name on the DD statement. Otherwise, you must specify a
member name on the DD statement. In this case, you must use the SET SOURCE command to direct
z/0S Debugger to the member containing the EQALANGX data.

z/0S Debugger does not support debugging of Private Code (unnamed CSECT).

Assembling your program and creating EQALANGX

Note: This section is not applicable to IBM Developer for z/OS (non-Enterprise Edition) or IBM Wazi
Developer for Red Hat CodeReady Workspaces.
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You can assemble your program and create the EQALANGX file at the same time by using IBM z/0S
Debugger Utilities. Do the following:

1. Start IBM z/0S Debugger Utilities. The IBM z/0S Debugger Utilities panelis displayed.
2. Select option 1, "Program Preparation" . The z/0S Debugger Program Preparation panelis
displayed.

3. Select option 5, "Assemble". The z/0S Debugger Program Preparation - High Level
Assembler panelis displayed. In this panel, specify the name of the source file and the assemble
options that are used by High Level Assembler (HLASM) to assemble the program.

If option 5 is not available, contact your system administrator.

4. Press Enter. The High Level Assembler - Verify Selections panelis displayed. Verify that
the information on the panel is correct and then press Enter.

5. If any of the output data sets you specified do not existed, you are asked to verify the options used to
create them.

6. If you specified that the processing be completed by batch, the JCL created to run the batch job is
displayed. Verify that the JCL is correct, type Submit in the command line, press Enter and then press
PF3.

7. After the processing is completed, the High Level Assembler - View Outputs panelis
displayed. This panel displays the return code of each process completed and enables you to view,
edit, or browse the input and output data sets.

To read more information about a field in any panel, place the cursor in the input field and press PF1. To
read more information about a panel, place the cursor anywhere on the panel that is not an input field and
press PF1.

After you assemble your program and create the EQALANGX file, you can link-edit your program.

Link-editing your program

You can link-edit your program by using your normal link-edit procedures or you can use IBM z/0S
Debugger Utilities by doing the following:

Note: z/OS Debugger Utilities is not available in IBM Developer for z/OS (non-Enterprise Edition), IBM
Wazi Developer for Red Hat CodeReady Workspaces.

1. From the z/0S Debugger Program Preparation panel, select option L, "Link Edit". The z/0S
Debugger Program Preparation - Link Edit panelis displayed. In this panel, specify the
input data sets and link edit options that you need the linker to use.

2. Press Enter. The Link Edit - Verify Selections panelis displayed. Verify that the information
on the panel is correct and then press Enter.

3. If any of the output data sets you specified do not exist, you are asked to verify the options used to
create them. Press Enter after you verify the options.

4. If you specified that the processing be completed by batch, the JCL created to run the batch job is
displayed. Verify that the JCL is correct and press PF3.

5. After the processing is completed, the Link Edit - View Outputs panelis displayed. This panel
displays the return code of each process completed and enables you to view, edit, or browse the input
and output data sets.

To read more information about a field in any panel, place the cursor in the input field and press PF1. To
read more information about a panel, place the cursor anywhere on the panel that is not an input field and
press PF1.

After you link-edit your program, you can run your program and start z/OS Debugger.
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Restrictions for link-editing your assembler program

z/0OS Debugger cannot find the EQALANGX member when you change the name with a CHANGE
link statement. For example, the message "EQALANGX debug file cannot be found for PGM1TEST" is
displayed when you use the following link statements:

CHANGE PGMTEST1 (PGMATEST)
INCLUDE LINKLIB(PGMTEST1)

74 1BM z/0OS Debugger: User's Guide



Chapter 8. Preparing a Db2 program

You do not need to use any special coding techniques to debug Db2 programs with z/OS Debugger.
The following sections describe the tasks you need to do to prepare a Db2 program for debugging:

1. “Processing SQL statements” on page 75.
2. “Linking Db2 programs for debugging” on page 76.
3. “Binding Db2 programs for debugging” on page 77.

Refer to the following topics for more information related to the material discussed in this topic.

Related references
DB2° UDB for z/0S Application Programming and SQL Guide

Processing SQL statements

You must run your program through the Db2 preprocessor or coprocessor, which processes SQL
statements, either before or as part of the compilation. In this section, we describe how and when each
compiler uses the Db2 preprocessor or coprocessor. Then you can choose the right method so that you
can debug the program with z/OS Debugger.

« If you are preparing a COBOL program using a compiler earlier than Enterprise COBOL for z/OS and
0S/390 Version 2 Release 2, use the Db2 precompiler. Then compile your program as described in the
appropriate section for your programming language.

- If you are preparing a COBOL program using Enterprise COBOL for z/OS and 0OS/390 Version 2 Release 2
or later, do one of the following tasks:

— Use the Db2 precompiler. Then compile your program as described in the appropriate section for your
programming language.

— Use the SQL compiler option so that the SQL statements are processed by the Db2 coprocessor
during compilation. Save the program listing if you compiled with the NOSEPARATE suboption of the
TEST compiler option or the separate debug file if you compiled with the SEPARATE suboption of the
TEST compiler option.

« If you are preparing a PL/I program using a compiler earlier than Enterprise PL/I for z/OS and
0S/390 Version 3 Release 1, use the Db2 precompiler. Then compile your program as described in
the appropriate section for your programming language.

« The following table describes your options for specific PL/I compilers.

If you are using any of the following PL/I
compilers: Choose one of the following tasks:

— Enterprise PL/I for z/OS and 0S/390 Version 3 |- Use the Db2 precompiler. Save the program
Release 1 through Version 3 Release 4 source files generated by the Db2 precompiler,

— Enterprise PL/I for z/OS, Version 3.5 or which z/OS Debugger uses to debug your

later, and you do not specify the SEPARATE program. Then compile your program as

suboption of the TEST compiler option described in the appropriate section for your

programming language.

— Use the PP(SQL:(‘option,...")) compiler option so
that the SQL statements are processed by the
Db2 coprocessor during compilation. Save the
program source file that you used as input to
the compiler.

« If you are preparing a program using Enterprise PL/I for z/OS, Version 3.5 or later, and you specify the
SEPARATE suboption of the TEST compiler option, do one of the following tasks:
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— Use the Db2 precompiler. Compile the program source files generated by the Db2 precompiler with
the appropriate compiler options, as described in “Choosing TEST or NOTEST compiler suboptions for
PL/I programs” on page 34, select scenario B. Save the separate debug file created by the compiler.

— Use the PP(SQL:(‘option,...")) compiler option so that the SQL statements are processed by the Db2
coprocessor during compilation. Save the separate debug file created by the compiler.

« If you are preparing a C or C++ program using a compiler earlier than C/C++ for z/OS Version 1 Release
5, use the Db2 precompiler. Save the program source files generated by the Db2 precompiler, which
z/0S Debugger uses to debug your program. Then compile your program as described in the appropriate
section for your programming language.

« If you are preparing a C or C++ program using C/C++ for z/OS Version 1 Release 5 or later, do one of the
following tasks:

— Use the Db2 precompiler. Save the program source files generated by the Db2 precompiler, which
z/0S Debugger uses to debug your program. Then compile your program as described in the
appropriate section for your programming language.

— Specify the SQL compiler option so that the SQL statements are processed by the Db2 coprocessor
during compilation. Save the program source file that you used as input to the compiler.

- If you are using an assembler program, first run your program through the Db2 precompiler, then
assemble your program using the output of the Db2 precompiler. Generate a EQALANGX file from the
assembler output and save the EQALANGX file.

Important: Ensure that your program source, separate debug file, or program listing is stored in a
permanent data set that is available to z/OS Debugger.

To enhance the performance of z/OS Debugger, use a large block size when you save these files. If you are
using COBOL or Enterprise PL/I separate debug files, it is important that you allocate these files with the
correct attributes to optimize the performance of z/OS Debugger. Use the following attributes for the PDS
that contains the COBOL or PL/I separate debug file:

- RECFM=FB
- LRECL=1024
« BLKSIZE set so the system determines the optimal size

Refer to the following topics for more information related to the material discussed in this topic.

Related references
DB2 UDB for 0S5/390 Application Programming and SQL Guide

Linking Db2 programs for debugging

To debug Db2 programs, you must link the output from the compiler into your program load library. You
can include the user runtime options module, CEEUOPT, by doing the following:

1. Find the user runtime options program CEEUOPT in the Language Environment SCEESAMP library.
2. Change the NOTEST parameter into the desired TEST parameter. For example:

old: NOTEST=(ALL,*,PROMPT,INSPPREF),
new: TEST=(,*,;,*),

If you are using remote debug mode, specify the TCPIP suboption, as in the following example:
TEST=(,,, TCPIP&&9. 2404 .79%8001 : %)

Note: Double ampersand is required.

If you are using full-screen mode using a dedicated terminal without Terminal Interface Manager,
specify the MFI suboption with a VTAM LU name, as in the following example:

Test=(,, ,MFI%TRMLUGO1)
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If you are using full-screen mode using the Terminal Interface Manager, specify the VTAM suboption
with your user ID, as in the following example:

Test=(,,,VTAMXUSERABCD)

3. Assemble the CEEUOPT program and keep the object code.
4. Link-edit the CEEUOPT object code with any program to start z/OS Debugger.

The modified assembler program, CEEUOPT, is shown below.

*/****************************************************************/

%*/* LICENSED MATERIALS - PROPERTY OF IBM */
*/* */
*/* 5694-A01 */
*/* */
*/* (C) COPYRIGHT IBM CORP. 1991, 2001 */
*/* */
*/* US GOVERNMENT USERS RESTRICTED RIGHTS - USE, */
*/* DUPLICATION OR DISCLOSURE RESTRICTED BY GSA ADP */
* /% SCHEDULE CONTRACT WITH IBM CORP. */
*/* */
*/* STATUS = HLE7705 */

Kk [ ko ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok ok k ko
CEEUOPT CSECT
CEEUOPT AMODE ANY
CEEUOPT RMODE ANY
CEEXOPT TEST=(,*,;,*)
END

The user runtime options program can be assembled with predefined TEST runtime options to establish
defaults for one or more applications. Link-editing an application with this program results in the default
options when that application is started.

If your system programmer has not already done so, include all the proper libraries in the SYSLIB
concatenation. For example, the ISPLOAD library for ISPLINK calls, and the Db2 DSNLOAD library for the
Db2 interface modules (DSNxxxx).

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
Chapter 15, “Starting z/OS Debugger from a program,” on page 121

Binding Db2 programs for debugging

Before you can run your Db2 program, you must run a Db2 bind in order to bind your program with the
relevant DBRM output from the precompiler step. No special requirements are needed for z/OS Debugger.
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Chapter 9. Preparing a Db2 stored procedures
program

This topic describes the information you need to collect and the steps you must take to prepare a Db2
stored procedure for debugging with z/OS Debugger. z/OS Debugger can debug stored procedures where
PROGRAM TYPE is MAIN or SUB; the preparation steps are the same.

Before you begin, verify that you can use the supported debugging modes. z/OS Debugger can debug
stored procedures written in assembler, C, C++, COBOL and Enterprise PL/I in any of the following
debugging modes:

« remote debug

« full-screen mode using the Terminal Interface Manager
- batch

Review the topic "Creating a stored procedure" in the Db2 Application Programming and SQL Guide
to verify that your stored procedure complies with the format and restrictions for external stored
procedures. z/OS Debugger supports debugging only external stored procedures.

To prepare a Db2 stored procedure, do the following steps:

1. Verify that your Db2 system administrator has completed the tasks described in section Preparing
your environment to debug a Db2 stored procedures" of IBM z/0S Debugger Customization Guide.
The Db2 system administrator must define the address space where the stored procedure runs, give
Db2 programs the appropriate RACF read authorizations, and recycle the address space so that the
updates take effect.

2. If you are not familiar with the parameters used to create the Db2 stored procedure you want to
debug, you can enter the SELECT statement, as illustrated in the following example, to obtain this
information:

SELECT PROGRAM_TYPE,STAYRESIDENT,RUNOPTS, LANGUAGE
FROM SYSIBM.SYSROUTINES
WHERE NAME='name_of_Db2_stored_procedure';

3. For stored procedures of program type SUB that are not invoked by the call_sub function, verify
that when your system programmer or Db2 system administrator defines the WLM address space, the
value for NUMTCB is set to 1. NUMTCB specifies the maximum number of Task Control Blocks (TCBs)
that can run concurrently in a WLM address space. If the stored procedure might run in a TCB other
than the one it was started in, you will not able to debug that stored procedure. Setting the value of
NUMTCB to 1 ensures that the stored procedure is not run in a different TCB.

4. When you define your stored procedure, verify the following items:

 Specify the correct value for the LANGUAGE parameter and the PROGRAM TYPE parameter. For C,
C++, COBOL or Enterprise PL/I, the PROGRAM TYPE can be either MAIN or SUB. For assembler, the
PROGRAM TYPE must be MAIN.

« For stored procedures of program type SUB that are not invoked by the call_sub function,
determine if other users might run the stored procedure while you are debugging it. If other users
might run the stored procedure, you can not debug it.

« For stored procedures of program type SUB that are invoked by the call_sub function, review the
following options:

— If you plan to specify the TEST runtime options through the Language Environment EQAD3CXT
exit routine, specify STAY RESIDENT NO.

— If you plan to specify the TEST runtime options through the Db2 catalog, you can specify either
YES or NO for STAY RESIDENT.
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5. Compile or assemble your program, as described in Part 2, “Preparing your program for debugging,” on
page 21. For Enterprise PL/I programs, also specify the RENT compiler option.

6. Review the following list to determine how to specify the TEST runtime options:

« For stored procedures of program type MAIN, you can specify the TEST runtime option either
through the Language Environment EQAD3CXT exit routine, or through the Db2 catalog. If you use
both methods, the Language Environment EQAD3CXT exit routine take precedence over the Db2
catalog.

« For stored procedures of program type SUB that are invoked by the call_sub function, you can
specify the TEST runtime option either through the Language Environment EQAD3CXT exit routine
or through the Db2 catalog. If you choose to use the Language Environment EQAD3CXT exit routine,
you must specify the NOTEST runtime option for the RUN OPTIONS parameter when you define the
stored procedure.

- For stored procedures of program type SUB that are not invoked by the call_sub function, you can
specify the TEST runtime option through the Db2 catalog or from within a program by coding a call to
CEETEST, __ctest(), or PLITEST.

7. To specify the TEST runtime options through the Language Environment EQAD3CXT exit routine,
prepare a copy of the EQAD3CXT user exit as described in Chapter 12, “Specifying the TEST runtime
options through the Language Environment user exit,” on page 97.

Remember that if you want to debug an existing stored procedure of program type SUB that is
invoked by the call_sub function, you must modify the stored procedure so that it uses the NOTEST
runtime option for the RUN OPTIONS parameter. The following example shows how to use the ALTER
PROCEDURE statement to make this modification:

ALTER PROCEDURE name_of_Db2_stored_procedure RUN OPTIONS 'NOTEST';

8. To specify the TEST runtime options through the Db2 catalog, do the following steps:

a. If you have not created the stored procedure, write the stored procedure using the CREATE
PROCEDURE statement. You can use the following example as a guide:

CREATE PROCEDURE SPROC1
LANGUAGE COBOL
EXTERNAL NAME SPROC1
PARAMETER STYLE GENERAL
WLM ENVIRONMENT WLMENV1
RUN OPTIONS 'TEST(,,,TCPIP&9.112.27.99%8001:%)"
PROGRAM TYPE SUB;

This example creates a stored procedure for a COBOL program called SPROC1, the program type is
SUB, it runs in a WLM address space called WLMENV1, and it is debugged in remote debug mode.

b. If you need to modify an existing stored procedure, use the ALTER PROCEDURE statement. You can
use the following example as a guide:

The IP address for the remote debugger changed from 9.112.27.99 t0 9.112.27.21. To modify the
stored procedure, enter the following statement:

ALTER PROCEDURE name_of_Db2_stored_procedure
RUN OPTIONS 'TEST(,,,TCPIP&9.112.27.21%8001:%)";

c. Verify that the stored procedure is defined correctly by entering the SELECT statement. For
example, you can enter the following SELECT statement:

SELECT * FROM SYSIBM.SYSROUTINES;
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Chapter 10. Preparing a CICS program

To prepare a CICS program for debugging, you must do the following tasks:

1. Complete the program preparation tasks for COBOL, PL/I, C, C++, assembler, or LangX COBOL, as
described in the following sections:

“Choosing TEST or NOTEST compiler suboptions for COBOL programs” on page 27
“Choosing TEST or NOTEST compiler suboptions for PL/I programs” on page 34
“Choosing TEST or DEBUG compiler suboptions for C programs” on page 39
“Choosing TEST or DEBUG compiler suboptions for C++ programs” on page 44
Chapter 7, “Preparing an assembler program,” on page 71

Chapter 6, “Preparing a LangX COBOL program,” on page 67

2. Determine if your site uses CADP or DTCN debugging profiles and verify that your system has been
configured to use the chosen debugging profile.

3. Determine if you need to link edit EQADCCXT into your program by reviewing the instructions in
“Link-editing EQADCCXT into your program” on page 81.

4. Do one of the following tasks:

« If your site is using DTCN debugging profiles, create and store a DTCN debugging profile. Instructions
for creating a DTCN debugging profile are in “Creating and storing a DTCN profile” on page 82.

- If you are using CICS Transaction Server for z/OS Version 2 Release 3 or later and your site uses
CADP to manage debugging profiles, create and store a CADP debugging profile. See “Creating and
storing debugging profiles with CADP” on page 92 for more information about using CADP.

Link-editing EQADCCXT into your program

z/0S Debugger provides an Language Environment CEEBXITA assembler exit called EQADCCXT to help
you activate, by using the DTCN transaction, a debugging session under CICS. You do not need to use this
exit if you are running any of the following options:

 You are running under CICS Transaction Server for z/OS Version 2 Release 3 or later and you use the
CADP transaction to define debug profiles.

« You are using the DTCN transaction and you are debugging non-Language Environment Assembler
programs.

 You are using the DTCN transaction and you are debugging COBOL programs, or PL/I programs in the
following situation:

— Compiled with Enterprise PL/I for z/OS, Version 3 Release 4 with the PTF for APAR PK03264 applied,
or later

— Running with Language Environment Version 1 Release 6 with the PTF for APAR PK0O3093 applied, or
later

When you use EQADCCXT, be aware of the following conditions:

- If your site does not use an Language Environment assembler exit (CEEBXITA), then link-edit member
EQADCCXT, which contains the CSECT CEEBXITA and is in library hlqg.SEQAMOD, into your main
program.

« If your site uses an existing CEEBXITA, the EQADCCXT exit provided by z/OS Debugger must be merged
with it. The source for EQADCCXT is in hlg.SEQASAMP (EQADCCXT). Link the merged exit into your
main program.

After you link-edit your program, use the DTCN transaction to create a profile that specifies the
combination of resources that you want to debug. See “Creating and storing a DTCN profile” on page
82.
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Creating and storing a DTCN profile

You can create and store DTCN profiles, or CICS profiles, in the following ways:

- By using the DTCN transaction. The rest of the information in these topics describe how to do this.

« By creating a CICS profile from the z/OS Debugger Profiles view. For more information about creating a
debug configuration for a CICS application, see topic "Creating a debug profile for a CICS application" in
IBM Documentation.

The DTCN transaction stores debugging profiles in a repository. The repository can be either a CICS
temporary storage queue or a VSAM file. The following list describes the differences between using a
CICS temporary storage queue or a VSAM file:

« If you don't log on to CICS or you log on as the default user, you cannot use a VSAM file. You must use a
CICS temporary storage queue.

« If you use a CICS temporary storage queue, the profile will be deleted if the terminal that created the
profile has been disconnected or the CICS region is terminated. If you use a VSAM file, the profile will
persist through disconnections or CICS region restarts.

- If you use a CICS temporary storage queue, there can be only one profile on a single terminal. If you use
a VSAM file, there can be multiple profiles, each created by a different user, on a single terminal.

z/0OS Debugger determines which storage method is used based on the presence of a debugging profile
VSAM file. If z/OS Debugger finds a debugging profile VSAM file allocated to the CICS region, it assumes
you are using a VSAM file as the repository. If it doesn't find a debugging profile VSAM file, it assumes you
are using a CICS temporary storage queue as the repository. See the IBM z/0S Debugger Customization
Guide or contact your system programmer for more information about how the VSAM files are created and
managed.

If the repository is a temporary storage queue, each profile is retained in the repository until one of the
following events occurs:

« The profile is explicitly deleted by the terminal that entered it.

« DTCN detects that the terminal which created the profile has been disconnected.

- The CICS region is terminated.

If the repository is a VSAM file, each profile is retained until it is explicitly deleted. The DTCN transaction

uses the user ID to identify a profile. Therefore, each user ID can have only one profile stored in the VSAM
file.

Profiles are either active or inactive. If a profile is active, DTCN tries to match it with a transaction that
uses the resources specified in the profile. DTCN does not try to match a transaction with an inactive
profile. To make a profile active or inactive, use the z/OS Debugger CICS Control - Primary Menu panel
(the main DTCN panel) to make the profile active or inactive, then save it. If the repository is a VSAM file,
when DTCN detects that the terminal is disconnected, it makes the profile inactive.

To create and store a DTCN profile:

1. Log on to a CICS terminal and enter the transaction ID DTCN. The DTCN transaction displays the main
DTCN screen, z/OS Debugger CICS Control - Primary Menu, shown below.
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DTCN z/0S Debugger CICS Control - Primary Menu SO7CICPD
* VSAM storage method *

Select the combination of resources to debug (see Help for more information)

Terminal Id ==> 0090

Transaction Id ==>

LoadMod: :>CU(s) ==> > ==> >
==> > ==> >
=> > ==> >
==> 1> ==> >

User Id ==> CICSUSER

NetName ==>

IP Name/Address ==>

Select type and ID of debug display device

Session Type ==> MFI MFI, TCP, DIR, DTC, DBM

Port Number ==> TCP Port

Display Id ==> 0090

Generated String: TEST(ERROR, '*',PROMPT, 'MFI%0090:x")
Repository String: No string currently saved in repository
Profile Status: No Profile Saved. Press PF4 to save current settings.

PF1=HELP 2=GHELP 3=EXIT 4=SAVE 5=ACT/INACT 6=DEL 7=SHOW 8=ADV 9=0PT 10=CUR TRM

Line ] displays a message to indicate that DTCN will store the profile in a temporary storage queue
orin a VSAM file. Some of the entry fields are filled in with values from one of the following sources:

- If the temporary storage queue is the type of repository, the fields are filled in with default values
that start z/OS Debugger, in full-screen mode, for tasks running on this terminal.

- If a VSAM file is the type of repository and a profile exists for the current user, the fields are filled in
with data found in that profile. If a VSAM file is the type of repository and a profile does not exist for
the current user, the fields are filled in with default values that start z/OS Debugger, in full-screen
mode, for tasks running on this terminal.

If you do not want to change these fields, you can skip the next two steps and proceed to step “4” on
page 83. If you want to change the settings on this panel, continue to the next step.

. Specify the combination of resources that identify the transaction or program that you want to debug.
For more information about these fields, do one of the following tasks:

« Read “Description of fields on the DTCN Primary Menu screen” on page 86.

« Place the cursor next to the field and press PF1 to display the online help.

. Specify the type of debugging session you want to run and the ID of the device that displays the
debugging session. For more information about these fields, do one of the following tasks:

« Read “Description of fields on the DTCN Primary Menu screen” on page 86.

» Place the cursor next to the field and press PF1 to display the online help.

. Specify the TEST runtime options, other runtime options, commands file, preferences file, and
EQAOPTS file that you want to use for the debugging session by pressing PF9 to display the
secondary options menu, which looks like the following example:

DTCN z/0S Debugger CICS Control - Menu 2 SO7CICPD
Select z/0S Debugger options

Test Option ==> TEST Test/Notest

Test Level ==> ERROR All/Error/None

Commands File ==> %

Prompt Level ==> PROMPT

Preference File ==> *
EQAOPTS File ==>

Any other valid Language Environment options
==>

PF1=HELP 2=GHELP 3=RETURN
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Some of the entry fields are filled in with default values that start z/OS Debugger, in full-screen mode,
for tasks running on this terminal. If you do not want to change the defaults, you can skip the rest

of this step and proceed to step “5” on page 84. If you want to change the settings on this panel,
continue with this step.

5. Press PF3 to return to the main DTCN panel.

6. If you want to use data passed through COMMAREA or containers to help identify transactions and
programs that you want to debug, press PF8. The Advanced Options panel is displayed, which looks
like the following example:

DTCN z/0S Debugger CICS Control - Advanced Options SO7CICPD

Select advanced program interruption criteria:

Commarea Offset ==> 0
Commarea Data ==>
Container Name ==>
Container Offset ==> 0
Container Data ==>
URM Debugging ==> NO

Default offset and data representation is decimal/character.
See Help for more information.

PF1=HELP 2=GHELP 3=RETURN

You can specify data in the COMMAREA or containers, but not both. You can also use this panel to
indicate whether you want to debug user replaceable modules (URMs). For more information about
these fields, do one of the following tasks:

« Read “Description of fields on the DTCN Primary Menu screen” on page 86.

« Place the cursor next to the field and press PF1 to display the online help.
7. Press PF3 to return to the main DTCN panel.

8. Press PF4 to save the profile. DTCN performs data verification on the data that you entered in the
DTCN panel. When DTCN discovers an error, it places the cursor in the erroneous field and displays a
message. You can use context-sensitive help (PF1) to find what is wrong with the input.

9. Press PF5 to change the status from active to inactive, or from inactive to active. A profile has three
possible states:

No profile saved
A profile has not yet been created for this terminal.

Active
The profile is active for pattern matching.

Inactive
Pattern matching is skipped for this profile.

10. After you save the profile in the repository, DTCN shows the saved TEST string in the display field
Repository String. If you are satisfied with the saved profile, press PF3 to exit DTCN.

Now, any tasks that run in the CICS system and match the resources that you specified in the previous
steps will start z/OS Debugger.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Displaying a list of active DTCN profiles and managing DTCN profiles” on page 85
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Related references
“Description of fields on the DTCN Primary Menu screen” on page 86
Description of the DTCD transaction in IBM z/0S Debugger Customization Guide

Displaying a list of active DTCN profiles and managing DTCN profiles
To display all of the active DTCN profiles in the CICS region, do the following steps:

1. If you have not started the DTCN transaction, Log on to a CICS terminal and enter the transaction ID
DTCN. The DTCN transaction displays the main DTCN screen, z/OS Debugger CICS Control - Primary
Menu.

2. Press PF7. The z/OS Debugger CICS Control - All Sessions screen displays, shown below.

DTCN z/0S Debugger CICS Control - All Sessions SO7CICPD
Overtype "_" with "D" to delete, "A" to activate, "I" to inactivate a profile.

Owner Sta Term Tzxan User Id NetName Applid Display Id

_ 0090 ACT 0090 TRN1  USER1 0072 SO7CICPD 0090
LoadMod: : >CU(s) CIC9060 1> CS9060 CBLAC?3 1> %9361
28> 1>
> >
> >
IP Name/Addr
The column titles are defined below:
Owner
The ID of the terminal that created the profile by using DTCN.
Sta
Indicates if the profile is active (ACT) or inactive (INA).
Term
The value that was entered on the main DTCN screen in the Terminal Id field.
Tran
The value that was entered on the main DTCN screen in the Transaction Id field.
User Id
The value that was entered on the main DTCN screen in the User Id field.
Netname
The value the entered on the main DTCN screen in the Netname field.
Applid
The application identifier associated with this profile.
Display Id
Identifies the target destination for z/OS Debugger information.
LoadMod(s)
The values that were entered on the main DTCN screen in the LoadMod(s) field.
CU(s)
The values that were entered on the main DTCN screen in the CU(s) field.
IP Name/Addr

The value that was entered on the main DTCN screen in the IP Name/Address field.

DTCN also reads the Language Environment NOTEST option supplied to the CICS region in CEECOPT or
CEEROPT. You can supply suboptions, such as the name of a preferences file, with the NOTEST option
to supply additional defaults to DTCN.

3. To delete a profile, move your cursor to the underscore character (_) that is next to the profile you want
to delete. Type in "D" and then press Enter.
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4. To make a profile inactive, move your cursor to the underscore character () that is next to the profile
you want to make inactive. Type in "I" and then press Enter.

5. To make a profile active, move your cursor to the underscore character (_) that is next to the profile
you want to make active. Type in "A" and then press Enter.

6. To leave this panel and return to the DTCN primary menu, press PF3.
Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Creating and storing a DTCN profile” on page 82

Description of fields on the DTCN Primary Menu screen
This topic describes the fields that are displayed on the DTCN Primary Menu screen.

The following list describes the resources you can specify to help identify the program or transaction that
you want to debug:

Terminal Id
Specify the CICS terminal identifier associated with the transaction you want to debug. By default,
DTCN sets the ID by one of the following rules:

- If the type of repository is a VSAM file and the current user ID has a saved profile, DTCN fills in
the field with the terminal ID that is in the repository. You can change the terminal ID to the ID of
the terminal you are currently running on, by placing your cursor on the terminal ID field and then
pressing PF10. Press PF4 to save the profile with this new value.

« If the type of repository is a VSAM file and the current user ID does not have a saved profile, the
terminal ID field is filled in with the ID of the terminal you are currently running on.

If the type of repository is a temporary storage queue, the terminal ID field is filled in with the ID of
the terminal you are currently running on.

If the CICS transaction or program that you want to debug is not associated with a specific terminal
(for example, the request to start a debug session comes from a browser), make this field blank.

If YES is specified for the EQAOPTS DTCNFORCETERMID command, you must specify a terminal
identifier. To learn about the EQAOPTS DTCNFORCETERMID command, see the topic "EQAOPTS

commands" in the IBM z/0S Debugger Customization Guide or IBM z/0S Debugger Reference and
Messages.

Transaction Id
Specify the CICS transaction to debug. If you specify a transaction ID without any other resource,
z/0S Debugger is started every time any of the following situations occurs:
 You run the transaction.
 The first program run by the transaction is started.
« Any other user runs the transaction.
« Any enabled DFH* module is the first program run by the transaction.

To start z/OS Debugger at the desired program that the transaction runs, specify the program name in
the Program Id(s) field.

If YES is specified for the EQAOPTS DTCNFORCETRANID command, you must specify a transaction ID.
To learn about the EQAOPTS DTCNFORCETRANID command, see the topic "EQAOPTS commands" in
the IBM z/0S Debugger Customization Guide or IBM z/0S Debugger Reference and Messages.
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LoadMod::>CU(s)
Specify the resource pair or pairs, consisting of a load module name and a compile unit (CU) name
that you want to debug. Type in the load module name after the ==> and the corresponding CU name
after the : : >. You can specify any of the following names:

LoadMod

The name of a load module that you want to debug. The load module must comply with the
following requirements:

» For z/OS Debugger initialization, the load module can be any CICS load module if it is invoked as
an Language Environment enclave or over a CICS Link Level. This includes the following types of
load modules:

— The initial load module in a transaction.
— A load module invoked by CICS LINK or XCTL.

- Any non-Language Environment assembler load module which is loaded through an EXEC CICS
LOAD command.

Ccu

The name of the compile unit (CU) that you want to debug. The CU must comply with the following
requirements:

- Any CICS CU if it is invoked as an Language Environment enclave or over a CICS Link Level. This
includes the following types of CUs:

— The initial CU in a transaction
— A CU invoked by CICS LINK or XCTL

« Any COBOL CU, even if it is a nested CU or a subprogram within a composite load module,
invoked by a static or dynamic CALL.

« Any Enterprise PL/I for z/OS Version 3 Release 4 CU (with the PTF for APAR PK03264 applied),
or later, running with Language Environment Version 1 Release 6 (with the PTF for APAR
PK03093 applied), or later, even if it is a nested CU or a subprogram within a composite load
module, invoked as a static or dynamic CALL.

« Any non-Language Environment assembler CU which is loaded through an EXEC CICS LOAD
command.

Usage Notes®:

If you specify a LoadMod and leave the corresponding CU field blank, the CU field defaults to an
asterisk (*).

If you specify a CU and leave the corresponding LoadMod field blank, the LoadMod field defaults to
an asterisk (*).

If you leave all LoadMod and CU fields blank and you set the Prompt Level on the "z/OS Debugger
CICS Control - Menu 2" to PROMPT, z/0OS Debugger initializes for the first program invoked.

If you migrate from a version of z/OS Debugger prior to Version 10.1, you can obtain the same
behavior produced by the DTCN Program Id resource by usingthe LoadMod: : >CU resource pair
and specifying only the CU resource. The LoadMod resource defaults to an asterisk (*).

You can specify wildcard characters (*) and (?).

If z/OS Debugger was started by another program before the EXEC CICS LOAD command that
starts this non-Language Environment assembler program, you need to enter one of the following
commands so that z/OS Debugger gains control of this program:

- LDD
— SET ASSEMBLER ON
— SET DISASSEMBLY ON

When you specify a CU for C/C++ and Enterprise PL/I programs (languages that use a fully qualified
data set name as the compile unit name), you must specify the correct part of the compile unit
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name in the CU field. Use the following rules to determine which part of the compile unit name you
need to specify:

— If you are using a PDS or PDSE, you must specify the member name. For example, if the
compile unit names are DEV1.TEST.ENTPLI.SOURCE(ABC) and DEV1.TEST.C.SOURCE(XYZ), you
must specify ABC and XYZ in the program ID field.

— If you are using a sequential data set, specify one of the following:

- The last qualifier of the sequential data set. For example, if the compile unit names are
DEV1.TEST.ENTPLI.SOURCE.ABC and DEV1.TEST.C.SOURCE.XYZ, you must specify ABC and
XYZ in the program ID field.

- Wildcards. For example, if the compile unit names are DEV1.TEST.ENTPLI.ABC.SOURCE and
DEV1.TEST.C.XYZ.SOURCE, you must specify *ABC* and *XYZ* in the program ID field.

— If you compiled your PL/I program with the following compiler and it is running in the following
environment, you need to use the package name or the main procedure name:

- Enterprise PL/I for z/OS, Version 3.5, with the PTFs for APARs PK35230 and PK35489 applied,
or Enterprise PL/I for z/OS, Version 3.6 or later

- Language Environment, Version 1.6 through 1.8 with the PTF for APAR PK33738 applied, or
later

« Specifying a CICS program in the LoadMod::>CU field is similar to setting a breakpoint by using the
AT ENTRY command and z/OS Debugger stops each time you enter LoadMod::>CU.

- If z/OS Debugger is already running and it cannot find the separate debug file, then z/OS Debugger
does not stop at the CICS program specified in the LoadMod::>CU field. Use the AT APPEARANCE or
AT ENTRY command to stop at this CICS program.

« If YES is specified for the EQAOPTS DTCNFORCELOADMODID command, you must specify a value
for the LoadMod field. To learn about the EQAOPTS DTCNFORCELOADMODID command, see the
topic "EQAOPTS commands" in the IBM z/0S Debugger Customization Guide or IBM z/0S Debugger
Reference and Messages.

« If YES is specified for the EQAOPTS DTCNFORCEPROGID or DTCNFORCECUID commands, you
must specify a value for the CU field. To learn about the EQAOPTS DTCNFORCEPROGID or
DTCNFORCECUID commands, see the topic "EQAOPTS commands" in the IBM z/0S Debugger
Customization Guide or IBM z/0S Debugger Reference and Messages.

User Id
Specify the user identifier associated with the transaction you want to debug. The following list can
help you decide what to enter in this field:

- If the useridentifier is the same one that is currently running DTCN, use the default user identifier.

- If the useridentifier is different than the one currently running DTCN and you know the user
identifier, enter that user identifier.

- If you do not know the user identifier or the transaction is not associated with a user identifier,
specify the wild character or blanks.

If YES is specified for the EQAOPTS DTCNFORCEUSERID command, you must specify a user identifier.
To learn about the EQAOPTS DTCNFORCEUSERID command, see the topic "EQAOPTS commands" in
the IBM z/0S Debugger Customization Guide or IBM z/0S Debugger Reference and Messages.

NetName
Specify the four character name of a CICS terminal or a CICS system that you want to use to run your
debugging session. This name is used by VTAM to identify the CICS terminal or system.

If YES is specified for the EQAOPTS DTCNFORCENETNAME command, you must specify a value for the
NetName field. To learn about the EQAOPTS DTCNFORCENETNAME command, see the topic "EQAOPTS
commands" in the IBM z/0S Debugger Customization Guide or IBM z/0S Debugger Reference and
Messages.
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IP Name/Address
The client IP name or IP address that is associated with a CICS application. All IP names are treated
as upper case. Wildcards (* and ?) are permitted. z/OS Debugger is invoked for every task that is
started for that client.

If YES is specified for the EQAOPTS DTCNFORCEIP command, you must specify an IP address. To
learn about the EQAOPTS DTCNFORCEIP command, see the topic "EQAOPTS commands" in the IBM
z/0S Debugger Customization Guide or IBM z/0S Debugger Reference and Messages.

The following list describes the fields that you can use to indicate which type of debugging session you
want to run.

Session Type
Select one of the following options:
MFI
Indicates that z/OS Debugger initializes on a 3270 type of terminal.
TCP
Indicates that you want to interact with z/OS Debugger using a remote debugger in Debug Tool
compatibility mode connected with a TCP/IP host name or address.

z/0OS Debugger is progressing towards one remote debug mode based on Debug Tool compatibility
mode. In support of this direction, TCP is the preferred option to debug CICS transactions with a
remote IDE.

DIR
Indicates that you want to interact with z/OS Debugger using a remote debugger in standard mode
connected with a TCP/IP host name or address.
Standard mode is not available in IBM Wazi Developer for Red Hat CodeReady Workspaces.

DTC
Indicates that you want to interact with z/OS Debugger using a remote debugger in Debug Tool
compatibility mode connected with a z/OS Debugger Debug Manager userid.

z/0S Debugger is progressing towards one remote debug mode based on Debug Tool compatibility
mode. In support of this direction, DTC is the preferred option to debug CICS transactions using
Debug Manager with a remote IDE.

DBM
Indicates that you want to interact with z/OS Debugger using a remote debugger in standard mode
connected with a z/OS Debugger Debug Manager userid.
Standard mode is not available in IBM Wazi Developer for Red Hat CodeReady Workspaces.

RDS
Indicates that you want to start a debug session with IBM Z Open Debug using Remote Debug
Service.

Port Number
Specifies the TCP/IP port number that the debug daemon is listening for debug or code coverage
sessions. The debug daemon default port is 8001. If you entered DTC or DBM in the Session Type
field, this field must be left blank.

Note: Code coverage is not supported by IBM Wazi Developer for Red Hat CodeReady Workspaces.

Display Id
Identifies the target destination for z/OS Debugger.

If you entered DTC or DBM in the Session Type field, enter the userid that your workstation is using to
connect to the z/OS remote system.

If you entered TCP or DIR in the Session Type field, determine the IP address or host name of the
workstation that is running the remote debugger. Change the value in the Display Id field by doing the
following steps:

1. Place your cursor on the Display Id field.
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2. Type in the IP address or host name of the workstation that is running the remote debugger.
3. To save the profile with this new value, press PF4.

If you entered MFI in the Session Type field, DTCN fills in the Display Id field according to the
following rules:

- If the type of repository is a VSAM file and the current user ID has a saved profile, DTCN fills in the
field with the display ID that is in the repository.

- If the type of repository is a VSAM file and the current user ID does not have a saved profile, DTCN
fills in the field with the ID of the terminal you are currently running on.

- If the type of repository is a temporary storage queue, DTCN fills in the field with the ID of the
terminal you are currently running on.

You can use one of the following terminal modes to display z/OS Debugger on a 3270 terminal:

- Single terminal mode: z/OS Debugger and the application program share the same terminal. To use
this mode, enter the ID of the terminal being used by your application program or move the cursor
to the Display ID field and press PF10.

« Screen control mode: z/OS Debugger displays its screens on a terminal which is running the DTSC
transaction. To use this mode, start the DTSC transaction on a terminal and specify that terminal’s
ID in the Display ID field.

« Separate terminal mode: z/OS Debugger displays its screens on a terminal which is available for
use (not associated with any transaction) and can be located by CICS. To use this mode, specify the
terminal’s ID in the Display ID field.

Description of fields on the DTCN Menu 2 screen

The following list describes the fields that you can use to specify the TEST runtime options, other runtime
options, commands file, and preferences file that you want to use for the debugging session:

Test Option
TESTNOTEST specifies the conditions under which z/OS Debugger assumes control during the
initialization of your application.

Test Level
ALL/ERRORMNONE specifies what conditions need to be met for z/OS Debugger to gain control.

Commands File
A valid fully qualified data set name that specifies the commands file for this run. Do not enclose
the name of the data set in quotation marks (") or apostrophes (*). The CICS region must have read
authorization to the commands file.

If you leave this field blank and have a value for a default user commands file set through the
EQAOPTS COMMANDSDSN command, z/OS Debugger does the following tasks to find a commands file:

1. z/OS Debugger constructs the name of a data set from the naming pattern specified in the
command.

2. z/0S Debugger locates the data set.

3. If the data set contains a member with a name that matches the name of the initial load module in
the first enclave, it processes that member as a commands file.

If you do not want specify a commands file, and want to prevent z/OS Debugger from using the file
specified by the EQAOPTS COMMANDSDSN command, specify NULLFILE for the commands file.

To learn how to specify the EQAOPTS COMMANDSDSN command, see the topic "EQAOPTS commands"
in either the IBM z/0S Debugger Customization Guide or IBM z/0S Debugger Reference and Messages.

Prompt Level
Specifies whether z/OS Debugger is started at Language Environment initialization.
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Preferences File
A valid fully qualified data set name that specifies the preferences file for this run. Do not enclose
the name of the data set in quotation marks (") or apostrophes (*). The CICS region must have read
authorization to the preferences file.

If you leave this field blank and have a value for a default user preferences file set through the

EQAOPTS PREFERENCESDSN command, z/OS Debugger does the following tasks to find a preferences

file:

1. z/OS Debugger constructs the name of a data set from the naming pattern specified in the
command.

2. z/OS Debugger locates the data set and processes it as a preferences file.

If you do not want to specify a preferences file, and want to prevent z/OS Debugger from using the file
specified by the EQAOPTS PREFERENCESDSN command, specify NULLFILE for the preferences file.

To learn how to specify the EQAOPTS PREFERENCESDSN command, see the topic "EQAOPTS
commands" in either the IBM z/0S Debugger Customization Guide or IBM z/0S Debugger Reference
and Messages.

EQAOPTS File
A valid fully qualified data set name that specifies the EQAOPTS file for this run. Do not enclose
the name of the data set in quotation marks (") or apostrophes (*). The CICS region must have read
authorization to the EQAOPTS file.

Any other valid Language Environment Options
You can change any Language Environment option that your site has defined as overrideable
except the STACK option. For additional information about Language Environment options, see z/0S
Language Environment Programming Reference or contact your CICS system programmer.

Description of fields on the DTCN Advanced Options screen

The following list describes the fields that you can use to specify the data passed through COMMAREA or
containers that can help identify transactions and programs that you want to debug;:

Commarea offset
Specifies the offset of data within a commarea passed to a program on invocation. You can specify the
offset in decimal format (for example, 13) or in hexadecimal format (for example, X'D'"). If you specify
data in hexadecimal format, you must specify an even number of hexadecimal digits.

Commarea data
Specifies the data within a commarea that is passed to a program on invocation. You can specify the
data in character format (for example, "ABC") or in hexadecimal format (for example, X'C1C2C3").

Container name
Specifies the name of a container within the current channel passed to a program on invocation.
Container names are case sensitive.

Container offset
Specifies the offset of data in the named container passed to a program in the current channel on
invocation. You can specify the offset in decimal format (for example, 13) or in hexadecimal format
(for example, X'D").

Container data
Specified the data in the named container passed to a program in the current channel on invocation.
You can specify the data in character format (for example, "ABC") or in hexadecimal format (for
example, X'C1C2C3"). If you specify data in hexadecimal format, you must specify an even number of
hexadecimal digits.

URM debugging
Specifies whether you want z/OS Debugger to include the debugging of URMs as part of the debug
session. Choose from the following options:

YES
z/0S Debugger debugs URMs which match normal z/OS Debugger debugging criteria.
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NO
z/0OS Debugger excludes URMs form debugging sessions.

Creating and storing debugging profiles with CADP

CADP is an interactive transaction supplied by CICS Transaction Server for z/OS Version 2 Release 3, or
later. CADP helps you maintain persistent debugging profiles. These profiles contain a pattern of CICS
resource names that identify a task that you want to debug. When CICS programs are started, CICS tries
to match the executing resources to find a profile whose resources match those that are specified in a
CADP profile. During this pattern matching, CICS selects the best matching profile, which is the one with
greatest number of resources that match the active task.

Before using CADP, verify that you have done the following tasks:

« Compiled and linked your program as described in Chapter 10, “Preparing a CICS program,” on page 81.

« Verified that your site uses CADP and that all the tasks required to customize z/OS Debugger so that
it can debug CICS programs described in IBM z/0S Debugger Customization Guide are completed.
In particular, verify that the DEBUGTOOL system initialization parameter is set to YES so that z/0S
Debugger uses the CADP profile repository instead of the DTCN profile repository to find a matching
debugging profile.

See CICS Supplied Transactions for instructions on how to use the CADP utility transaction. If you are
going to debug user-replaceable modules (URMs), specify ENVAR ("INCLUDEURM=YES") in the Other
Language Environment Options field.

Refer to the following topics for more information related to the material discussed in this topic.

Related references
CICS Application Programming Guide for a description of debugging profiles.

Starting z/0S Debugger for non-Language Environment programs
under CICS

You can start z/OS Debugger to debug a program that does not run in the Language Environment run time
by using the existing debug profile maintenance transactions DTCN and CADP. You must use DTCN with
versions of CICS prior to CICS Transaction Server for z/OS Version 2 Release 3.

To debug CICS non-Language Environment programs, the z/OS Debugger non-Language Environment
Exits must have been previously started.

To debug non-Language Environment assembler programs or non-Language Environment COBOL
programs that run under CICS, you must start the required z/OS Debugger global user exits before

you start the programs. z/OS Debugger provides the following global user exits to help you debug non-
Language Environment applications: XPCFTCH, XEIIN, XEIOUT, XPCTA, and XPCHAIR. The exits can be
started by using either the DTCX transaction (provided by z/OS Debugger), or using a PLTPI program
that runs during CICS region startup. DTCXXO activates the non-Language Environment Exits for z/OS
Debugger in CICS. DTCXXF inactivates the non-Language Environment Exits for z/OS Debugger in CICS.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
IBM z/0S Debugger Customization Guide

Passing runtime parameters to z/0S Debugger for non-Language
Environment programs under CICS
When you define your debugging profile using the DTCN Options Panel (PF9) or the CADP Create/Modify
Debugging Profile Panel, you can pass a limited set of runtime options that will take effect during your

debugging session when you debug programs that do not run in Language Environment. You can pass the
following runtime options:
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TEST/NOTEST: must be TEST
TEST LEVEL: must be ALL

- Commands file

« Prompt Level: must be PROMPT
Preferences file

You can also specify the following runtime options in a TEST string:

— NATLANG: to specify the National Language used to communicate with z/OS Debugger
— COUNTRY: to specify a Country Code for z/OS Debugger
— TRAP: to specify whether z/OS Debugger is to intercept Abends

Refer to the following topics for more information related to the material discussed in this topic.

Related references
IBM z/0S Debugger Reference and Messages
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Chapter 11. Preparing an IMS program

To prepare an IMS program, do the following tasks:

1. Verify that Chapter 4, “Planning your debug session,” on page 25 and Chapter 5, “Updating your
processes so you can debug programs with z/OS Debugger,” on page 59 have been completed.

2. Contact your system programmer to find out the preferred method for starting z/OS Debugger and
which of the following methods you need to use to specify TEST runtime options:

« Specifying the TEST runtime options in a data set, which is then extracted by a customized version
of the Language Environment user exit routine CEEBXITA. See Chapter 12, “Specifying the TEST
runtime options through the Language Environment user exit,” on page 97 for instructions.

« Specifying the TEST runtime options in a CEEUOPT (application level, which you link-edit to your
application program) or CEEROPT modaule, (region level). See “Starting z/OS Debugger under IMS by
using CEEUOPT or CEEROPT” on page 95 for instructions.

« Specifying the TEST runtime options through the EQASET transaction for non-Language Environment
assembler programs running in IMS TM. See “Running the EQASET transaction for non-Language
Environment IMS MPPs” on page 346 for instructions.

- “Managing runtime options for IMSplex users by using IBM z/OS Debugger Utilities” on page 95.

Starting z/0S Debugger under IMS by using CEEUOPT or CEEROPT

You can specify your TEST runtime options by using CEEUOPT (which is an assembler module that uses
the CEEXOPT macro to set application level defaults, and is link-edited into an application program) or
CEEROPT (which is an assembler module that uses the CEEXOPT macro to set region level defaults).
Every time your application program runs, z/OS Debugger is started.

To use CEEUOPT to specify your TEST runtime options, do the following steps:

1. Code an assembler program that includes a CEEXOPT macro invocation that specifies your application
program's runtime options.

2. Assemble the program.

3. Link-edit the program into your application program by specifying an INCLUDE
LibraryDDname(CEEUOPT-member name)

4. Place your application program in the load library used by IMS.
To use CEEROPT to specify your TEST runtime options, do the following steps:

1. Code an assembler program that includes a CEEXOPT macro invocation that specifies your region's
runtime options.

2. Assemble the program.

3. Link-edit the program into a load module named CEEROPT by specifying an INCLUDE
LibraryDDname(CEEROPT-member name)

4. Place the CEEROPT load module into the load library used by IMS.

Managing runtime options for IMSplex users by using IBM z/0S
Debugger Utilities

Note: This section is not applicable to IBM Developer for z/OS (non-Enterprise Edition) or IBM Wazi
Developer for Red Hat CodeReady Workspaces.

This topic describes how to add, delete, or modify TEST runtime options that are stored in the IMS
Language Environment runtime parameter repository. To manage the items in this repository, do the
following steps:
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1. From the main IBM z/0S Debugger Utilities panel (EQA@PRIM), type 4 in the Option line and press
Enter.

2. In the Manage IMS Programs panel (EQAPRIS), type 1 in the Option line and press Enter.

3. In the Manage LE Runtime Options in IMS panel (EQAPRI), type in the IMSplex ID and optional
qualifiers. IBM z/0S Debugger Utilities uses this information to search through the IMS Language
Environment runtime parameter repository and find the entries that most closely match the
information you typed in. You can use wild cards (* and %) to increase the chances of a match. After
you type in your search criteria, press Enter.

4. In the Edit LE Runtime Options Entries in IMS panel (EQAPRIM), a table displays all the entries found
in the IMS Language Environment runtime parameter repository that most closely match your search
criteria. You can do the following tasks in this panel:

« Delete an entry.

« Add a new entry.

« Edit an existing entry.

- Copy an existing entry.

For more information about a command or field, press PF1 to display a help panel.

5. After you finish making your changes, press PF3 to save your changes and close the panel that is
displayed. If necessary, press the PF3 repeatedly to close other panels until you reach the Manage IMS
Programs panel (EQAPRIS).

Setting up the DFSBXITA user exit routine

To make the debug session use the options you specified in the Manage LE Runtime Options in IMS
function, you must use the DFSBXITA user exit supplied by IMS. This exit contains a copy of the Language
Environment CEEBXITA user exit that is customized for IMS. The DFSBXITA user exit either replaces the
exit supplied by Language Environment in CEEBINIT, or is placed in your load module.

« To make the user exit available installation-wide, do a replace link edit of the IMS CEEBXITA into the
CEEBINIT load module in your system hlqg.SCEERUN Language Environment runtime library.

- To make the user exit available region-wide, copy the CEEBINIT in your hlg.SCEERUN library into a
private library, and then do a replace link edit of the IMS CEEBXITA into the CEEBINIT load module in
your private library. Then place your private library in the STEPLIB DD concatenation sequence before
the system h1q.SCEERUN data set in the MPR region startup job.

« To make the user exit available to a specific application, link the IMS CEEBXITA into your load module.
The user exit runs only when the application is run.

The following sample JCL describes how to do a replace link edit of the IMS CEEBXITA into a CEEBINIT
load module:

INCLUDE MYOBJ(CEEBXITA)

REPLACE CEEBXITA

INCLUDE SYSLIB(CEEBINIT)

ORDER CEEBINIT MODE AMODE(24),RMODE(24)
ENTRY CEEBINIT

ALIAS CEEBLIBM

NAME CEEBINIT(R)

When you assembled the IMS user exit DFSBXITA, if you named the resulting object member DFSBXITA,
replace CEEBXITA on line [fil}] with DFSBXITA.
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Chapter 12. Specifying the TEST runtime options
through the Language Environment user exit

z/0S Debugger provides a customized version of the Language Environment user exit (CEEBXITA). The
user exit returns a TEST runtime option when called by the Language Environment initialization logic. z/OS
Debugger provides a user exit that supports three different environments. This topic is also described in
IBM z/0S Debugger Customization Guide with information specific to system programmers.

The user exit extracts the TEST runtime option from a user controlled data set with a name that is
constructed from a naming pattern. The naming pattern can include the following tokens:

&USERID
z/0S Debugger replaces the &USERID token with the user ID of the current user. Each user can
specify an individual TEST runtime option when debugging an application. This token is optional.

&PGMNAME
z/0S Debugger replaces the &PGMNAME token with the name of the main program (load module). Each
program can have its own TEST runtime options. This token is optional.

z/0S Debugger provides the user exit in two forms:

« Aload module. The load modules for the three environments are in the hlg.SEQAMOD data set. Use this
load module if you want the default naming patterns and message display level. The default naming
pattern is &USERID.DBGTOOL . EQAUOPTS and the default message display level is X'00'.

« Sample assembler user exit that you can edit. The assembler user exits for the three environments are
in the hlg.SEQASAMP data set. You can also merge this source with an existing version of CEEBXITA.
Use this source code if you want naming patterns or message display levels that are different than the
default values.

z/0OS Debugger provides a customized version of the Language Environment user exit named EQAD3CXT.
The following table shows the environments in which this user exit can be used. The EQAD3CXT user exit
determines the runtime environment internally and can be used in multiple environments.

Table 18. Language Environment user exits for various environments

Environment User exit name

The following types of Db2 stored procedures that run in WLM- EQAD3CXT
established address spaces:

. type MAIN?

. type SUB2

IMS TM3 and BTS4 EQAD3CXT
Batch EQAD3CXT
Note:

1. EQAD3CXT is supported for DB2 version 7 or later. If Db2 RUNOPTS is specified, EQAD3CXT takes
precedence over Db2 RUNOPTS.

2. If you have installed the PTF for APAR PM15192 for Language Environment Version 1.10 to Version
1.12, or have Language Environment Version 1.13 or higher, the type SUB stored procedure is invoked
by the call_sub function and EQAD3CXT is not needed.

3. For IMS TM, if you do not sign on to the IMS terminal, you might need to run the EQASET transaction
with the TSOID option. For instructions on how to run the EQASET transaction, see "Debugging
Language Environment IMS MPPs without issuing /SIGN ON" in the IBM z/0S Debugger User's Guide.
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4. For BTS, you need to specify Environment command (./E) with the user ID of the I0 PCB. For example,
if the user ID is ECSVT2, then the Environment command is . /E USERID=ECSVT2.

Each user exit can be used in one of the following ways:

« You can link the user exit into your application program.

« You can link the user exit into a private copy of a Language Environment module (CEEBINIT, CEEPIPI,
or both), and then, only for the modules you might debug, place the SCEERUN data set containing this
module in front of the system Language Environment modules in CEE.SCEERUN in the load module
search path.

To learn about the advantages and disadvantages of each method, see “Comparing the two methods of
linking CEEBXITA” on page 100.

To prepare a program to use the Language Environment user exit, do the following tasks:

1. “Editing the source code of CEEBXITA” on page 98.

2. “Linking the CEEBXITA user exit into your application program” on page 100 or “Linking the CEEBXITA
user exit into a private copy of a Language Environment runtime module” on page 101.

3. “Creating and managing the TEST runtime options data set” on page 102.

Editing the source code of CEEBXITA

You can edit the sample assembler user exit that is provided in hlg.SEQASAMP to customize the naming
patterns or message display level by doing one of the following tasks:

« Use SMP/E USERMOD EQAUMODK to update the copy of the exit in the hlg.SEQAMOD data set. The
system programmer usually implements the USERMOD. The USERMOD is in hlqg.SEQASAMP.

« Create a private load module for the customized exit. Copy the assembler user exit that has the same
name as the user exit from hlg.SEQASAMP to a local data set. Edit the patterns or message display
level. Customize and run the JCL to generate a load module.

Modifying the naming pattern

The naming pattern of the data set that has the TEST runtime option is in the form of a sequential data set
name. You can optionally specify a &USERID token, which z/OS Debugger substitutes with the user ID of
the current user. You can also add a &PGMNAME token, which z/OS Debugger substitutes with the name of
the main program (load module). However, if users create and manage the TEST runtime option data set
with the DTSP Profile view in the remote debugger, do not specify the &PGMNAME token because the view
does not support that token.

In some cases, the first character of a user ID is not valid for a name qualifier. A character can be
concatenated before the &USERID token to serve as the prefix character for the user ID. For example, you
can prefix the token with the character "P" to form P&USERID, which is a valid name qualifier after the
current user ID is substituted for &USERID. For IMS, &USERID token might be substituted with one of the
following values:

« IMS user ID, if users sign on to IMS.
« TSO user ID, if users do not sign on to IMS.

The default naming pattern is &=USERID.DBGTOOL . EQAUOPTS. This is the pattern that is in the load
module provided in hlqg.SEQAMOD.

The following table shows examples of naming patterns and the corresponding data set names after z/OS
Debugger substitutes the token with a value.

Table 19. Data set naming patterns, values for tokens, and resulting data set names

Naming pattern User ID Program name Name after user ID substitution
&USERID.DBGTOOL.EQAUOPTS JOHNDOE JOHNDOE.DBGTOOL.EQAUOPTS
P&USERID.EQAUOPTS 123456 P123456.EQAUOPTS
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Table 19. Data set naming patterns, values for tokens, and resulting data set names (continued)

Naming pattern User ID Program name Name after user ID substitution
DT.&USERID.TSTOPT TESTID DT.TESTID.TSTOPT
DT.&USERID.&PGMNAME.TSTOPT TESTID IVP1 DT.TESTID.IVP1.TSTOPT

To customize the naming pattern of the data set that has TEST runtime option, change the value of the
DSNT DC statement in the sample user exit. For example:

* Modify the value in DSNT DC field below.
*

* Note: &USERID below has one additional '&', which is an escape

* character.

*

DSNT_LN DC A(DSNT_SIZE) Length field of naming pattern
DSNT DC C'&&USERID.DBGTOOL.EQAUOPTS'

DSNT_SIZE EQU *-DSNT Size of data set naming pattern

*

Modifying the message display level

You can modify the message display level for CEEBXITA. The following values set WTO message display
level:
X'oo’
Do not display any messages.
X'o1'
Display error and warning messages.
X'o2'
Display error, warning, and diagnostic messages.

The default value, which is in the load module in hlg.SEQAMOD, is X'00".

To customize the message display level, change the value of the MSGS_SW DC statement in the sample
user exit. For example:

* The following switch is to control WTO message display level.
*

* x'00' - no messages

* x'01' - error and warning messages

* x'02' - error, warning, and diagnostic messages

*

MSGS_SW DC X'00' message level

*

Modifying the call back routine registration

You can register a call back routine to the Language Environment. The Language Environment invokes the
call back routine prior to calling a type SUB program using CALL_SUB API in the CEEPIPI environment.
The call back routine performs a pattern match to determine if the type SUB program is to be debugged.

To customize the registration, change the value of the RRTN_SW DC statement.
x'00'

No registration of the call back routine.
x'01'

Registration of the call back routine.
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Activate the cross reference function and modifying the cross reference
table data set name

You can activate the cross reference function of the IMS Transaction and User ID Cross Reference Table
and provide a cross reference table data set name. When an IMS transaction is initiated from the web
or MQ gateway, it runs with a generic ID. If a user wants to debug the transaction, the cross reference
function provides a way to associate the transaction with his or her user ID.

To customize the activation, change the value of the XRDSN_SW DC statement.
x'00'

Cross reference function is not activated.
x'01'

Cross reference function is activated.

To customize the cross reference table data set name, change the value of the XRDSN DC statement. You
must provide a fully qualified MVS sequential data set name.

Comparing the two methods of linking CEEBXITA

You can link in the user exit CEEBXITA in the following ways:

« Link it into the application program.

Advantage
The user exit affects only the application program being debugged. This means you can control
when z/0S Debugger is started for the application program. You might also not need to make any
changes to your JCL to start z/OS Debugger.

Disadvantage
You must remember to remove the user exit for production or, if it isn't part of your normal build
process, you must remember to relink it to the application program.

« Link it into a private copy of a Language Environment runtime load module (CEEBINIT, CEEPIPI, or both)

Advantage
You do not have to change your application program to use the user exit. In addition, you do not
have to link edit extra modules into your application program.

Disadvantage
You need to take extra steps in preparing and maintaining your runtime environment:

— Make a private copy of one or more Language Environment runtime routines

— Only for the modules you might debug, customize your runtime environment to place the private
copies in front of the system Language Environment modules in CEE.SCEERUN in the load module
search path

— When you apply maintenance to Language Environment, you might need to relink the routines.
— When you upgrade to a new version of Language Environment, you must relink the routines.

If you link the user exit into the application program and into a private copy of a Language Environment
runtime load module, which is in the load module search path of your application execution, the copy of
the user exit in the application load module is used.

Linking the CEEBXITA user exit into your application program

If you choose to link the CEEBXITA user exit into your application program, use the following sample JCL,
which links the user exit with the program TESTPGM. If you have customized the user exit and placed it
in a private library, replace the data name, (hlqg.SEQAMOD) of the first SYSLIB DD statement with the data
set name that contains the modified user exit load module.

//SAMPLELK JOB ,
// MSGCLASS=H,TIME=(,30),MSGLEVEL=(2,0),NOTIFY=&SYSUID,REGION=0M
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/1%

//LKED EXEC PGM=HEWL,REGION=4M,

// PARM="CALL, XREF,LIST,LET,MAP,RENT'
//SYSLMOD DD DISP=SHR,DSN=USERID.OUTPUT.LOAD

//SYSPRINT DD DISP=0LD,DSN=USERID.OUTPUT.LINKLIST(TESTPGM)
//SYSUT1 DD UNIT=SYSDA,SPACE=(1024, (200,20))

/1%
//SYSLIB DD DISP=SHR,DSN=hlg.SEQAMOD
/1] DD DISP=SHR,DSN=CEE.SCEELKED
/1%

//0BJECT DD DISP=SHR,DSN=USERID.INPUT.OBJECT
//SYSLIN DD *

INCLUDE OBJECT(TESTPGM)

INCLUDE SYSLIB(EQAD3CXT)

NAME TESTPGM(R)
/*

Linking the CEEBXITA user exit into a private copy of a Language
Environment runtime module

If you choose to customize a private copy of a Language Environment runtime load module, you need to
ensure that your private copy of these load modules is placed ahead of your system copy of CEE.SCEERUN
in your runtime environment.

The following table shows the Language Environment runtime load module and the user exit needed for
each environment.

Table 20. Language Environment runtime module and user exit required for various environments
Environment User exit name CEE load module
The following types of Db2 stored procedures that run in WLM- | EQAD3CXT CEEPIPI
established address spaces:

- type MAIN

. type SUB?

IMS TM and BTS EQAD3CXT CEEBINIT

Batch EQAD3CXT CEEBINIT
Note:

1. If you have installed the PTF for APAR PM15192 for Language Environment Version 1.10 to Version
1.12, or have Language Environment Version 1.13 or higher, the type SUB stored procedure is invoked
by the call_sub function and EQAD3CXT is not needed.

Edit and run sample hlq.SEQASAMP(EQAWLCE3) to create these updated Language Environment runtime
modules. This is typically done by the system programmer installing z/OS Debugger. The sample creates
the following load module data sets:

« hlq.DB2SP.SCEERUN(CEEPIPI)
 hlg.IMSTM.SCEERUN(CEEBINIT)
« hlg.BATCH.SCEERUN(CEEBINIT)

When you apply service to Language Environment that affects either of these modules (CEEPIPI or
CEEBINIT) or you move to a new level of Language Environment, you need to rebuild your private copy of
these modules by running the sample again.

Option 8 of the Debug Tool Utilities ISPF panel, "JCL for Batch Debugging", uses hlqg.BATCH.SCEERUN if
you use Invocation Method E.
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Creating and managing the TEST runtime options data set

The TEST runtime options data set is an MVS data set that contains the Language Environment runtime
options. The z/OS Debugger Language Environment user exit EQAD3CXT constructs the name of this data
set based on a naming pattern described in "Modifying the naming pattern” in the IBM z/0S Debugger
Customization Guide.

You can create this data set in one of the following ways:

By using Terminal Interface Manager (TIM), as described in “Creating and managing the TEST runtime
options data set by using Terminal Interface Manager (TIM)” on page 102.

By using IBM z/0S Debugger Utilities option 6, "z/OS Debugger User Exit Data Set", as described in
“Creating and managing the TEST runtime options data set by using IBM z/0S Debugger Utilities” on
page 104.

By using the z/0S Debugger Profiles view. For more information, see the "Working with the z/OS
Debugger Profiles view" topic in IBM Documentation.

By specifying a non-CICS profile in the z/OS Batch Application with existing JCL launch configuration.
For more information, see the "Launching a debug session using existing JCL" topic in IBM
Documentation.

By configuring the Remote Profile tab from Remote IMS Application with Isolation debug
configurations.

Creating and managing the TEST runtime options data set by using Terminal

Interf

ace Manager (TIM)

Note: This section is not applicable to IBM Developer for z/OS (non-Enterprise Edition) or IBM Wazi
Developer for Red Hat CodeReady Workspaces.

Before you begin, verify that the user ID that you use to log on to Terminal Interface Manager (TIM) has
permission to read and write the TEST runtime options data set.

To create the TEST runtime options data set by using Terminal Interface Manager, do the following steps:

1.
2.

3

Log on to Terminal Interface Manager.
In the z/0OS Debugger TERMINAL INTERFACE MANAGER panel, press PF10.

. In the * Specify TEST Run-time Option Data Set * panel, type in the name of a data set which follows
the naming pattern specified by your system administrator, in the Data Set Name field. If the data set
is not cataloged, type in a volume serial.

. Press Enter. If Terminal Interface Manager cannot find the data set, it displays the * Allocate TEST
Run-time Option Data Set * panel. Specify allocation parameters for the data set, then press Enter.
Terminal Interface Manager creates the data set.

. In the * Edit TEST Run-time Option Data Set * panel, make the following changes:

Program name(s)
Specify the names of up to eight programs you want to debug. You can specify specific names (for
example, EMPLAPP), names appended with a wildcard character (*), or just the wildcard character
(which means you want to debug all Language Environment programs).

Test Option
Specify whether to use TEST or NOTEST runtime option.

Test Level
Specify which TEST level to use: ALL, ERROR, or NONE.

Commands File
If you want to use a commands file, specify the name of a commands file in the format described in
the commands_file_designator section of the topic "Syntax of the TEST run-time option" in the IBM
z/0OS Debugger Reference and Messages manual.
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Prompt Level
Specify whether to use PROMPT or NOPROMPT.

Preferences File
If you want to use a preferences file, specify the name of a preferences file in the format described
in the preferences_file_designator section of the topic "Syntax of the TEST run-time option" in the
IBM z/0S Debugger Reference and Messages manual.

EQAOPTS File
If you want z/OS Debugger to run any EQAOPTS commands at run time, specify the name of the
EQAOPTS file as a fully-qualified data set name.
Other run-time options
Type in any other Language Environment runtime options.
6. Terminal Interface Manager displays the part of the TEST runtime option that specifies which session
type (debugging mode and display information) you want to use under the Current debug display
information field. To change the session type, do the following steps:

a. Press PF9.
b. In the Change session type panel, select one of the following options:

Full-screen mode using the z/OS Debugger Terminal Interface Manager
Type in the user ID you will use to log on to Terminal Interface Manager and debug your
program in the User ID field.

Remote debug mode
Type in the IP address in the Address field and port number in the Port field of the remote
debugger's daemon.

c. (Optional) Press Enter. Terminal Interface Manager accepts the changes and refreshes the panel.
d. Press PF4. Terminal Interface Manager displays the * Edit TEST Run-time Option Data Set * panel
and under the Current debug session type string: displays one of the following strings:
- VTAM¥userid, if you selected Full-screen mode using the z/0S Debugger Terminal Interface
Manager.
« TCPIP&IP_address%port, if you selected Remote debug mode.
7. Press PF4 to save your changes to the TEST runtime options data set and to return to the main
Terminal Interface Manager screen.
Refer to the following topics for more information related to the material discussed in this topic.

« For more information about the values to specify for the Test Option, Test Level, and Prompt Level fields,
see the topic "Syntax of the TEST run-time option" in the IBM z/0S Debugger Reference and Messages
manual.

« Forinstructions on creating a commands file or preferences file, see the topics “Creating a commands
file” on page 173 or “Creating a preferences file” on page 158.

« For instructions on creating an EQAOPTS file, see the topic "Providing EQAOPTS commands at run time"
in the IBM z/0S Debugger Reference and Messages manual or IBM z/0S Debugger Customization Guide.

- For more information about other Language Environment runtime options, see Language Environment
Programming Reference, SA22-7562.

- For more information about the values to specify for the Full-screen mode using the z/0S Debugger
Terminal Interface Manager field, see “Starting a debugging session in full-screen mode using the
Terminal Interface Manager or a dedicated terminal” on page 133.

« For more information about the values to specify for the Remote debug mode field, see the online help
for the remote GUL.
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Creating and managing the TEST runtime options data set by using IBM z/0S
Debugger Utilities

Note: This section is not applicable to IBM Developer for z/OS (non-Enterprise Edition) or IBM Wazi
Developer for Red Hat CodeReady Workspaces.

To create the TEST runtime options data set by using IBM z/0S Debugger Utilities, do the following steps:

1.
2.

Start IBM z/0OS Debugger Utilities and select option 6, "z/OS Debugger User Exit Data Set".

Provide the name of a new or existing data set. Make sure the name matches the naming pattern. If
you do not know the naming pattern, ask your system administrator. Remember the following rules:

« Substitute the &PGMNAME token with the name of the program you want to debug. The program must
be the main CSECT of the load module in a Language Environment enclave.

« For IMS, &USERID token might be substituted with one of the following values:
— IMS user ID, if users sign on to IMS.
— TSO user ID, if users do not sign on to IMS.

. Fill out the rest of the fields with the TEST runtime options you want to use and the names of up to

eight additional programs to debug.

. For IMS, you can also fill out the IMS Subsystem ID, or IMS Transaction ID field, or both. If provided,

the IDs are used as additional filtering criteria.

. For batch, you can also specify the Job name or Step name fields, or both. If provided, the names are

used as additional filtering criteria.

You can use a wildcard (*) at the end of a job name or step name. For example, a job name of
JOB1* means that a job name that starts with JOB1 passes the matching test, like JOB1, JOB1A, or
JOB1ABC; a job name of * means that any job name passes the matching test.
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Part 3. Starting z/OS Debugger
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Chapter 13. Writing the TEST runtime option string

The instructions in this section apply to programs that run in Language Environment. For programs that do
not run in Language Environment, refer to the instructions in “Starting z/OS Debugger for programs that
start outside of Language Environment” on page 136.

This topic describes some of the factors that you need to consider when you use the TEST runtime option,
provides examples, and describes other runtime options that you might need to specify. The syntax of the
TEST runtime option is described in the topic “TEST run-time option” in IBM z/0S Debugger Reference and
Messages.

To specify how z/OS Debugger gains control of your application and begins a debug session, use the TEST
runtime option.

The simplest form of the TEST option is TEST with no suboptions specified. If Debug Profile Service is
active, a simple TEST option enables delay debug mode, regardless of whether the DLAYDBG EQAOPTS
command is in effect. z/OS Debugger acquires the naming pattern for the delay debug data set from the
profile service. For more information about this behavior, see “Simple TEST option” on page 107.

If you choose a more detailed TEST option, suboptions provide you with more flexibility. There are four
types of suboptions available:

test_level
Determines what high-level language conditions raised by your program cause z/OS Debugger to gain
control of your program.

commands_file
Determines which primary commands file is used as the initial source of commands.

prompt_level
Determines whether an initial commands list is unconditionally run during program initialization.

preferences_file
Specifies the session parameter and a file that you can use to specify default settings for your
debugging environment, such as customizing the settings on the z/OS Debugger Profile panel.

Special considerations while using the TEST run-time option

When you use the TEST run-time option, there are several implications to consider, which are described in
this section.

Simple TEST option

You can add a simple TEST option with no suboptions, or specify the default TEST suboptions of
TEST (ALL,*,PROMPT, INSPPREF) to start z/OS Debugger in delay debug mode under most conditions
for non-CICS tasks if the Debug Profile Service API is available.

« For batch applications, add TEST to the PARM string or CEEOPTS DD.

« For IMS dependent regions, add TEST to the CEEOPTS DD.

« For WLM procedures used by Db2 Stored Procedures, add TEST to the CEEOPTS DD.

« For Unix Systems Services processes, add TEST to the _CEE_RUNOPTS environment variable.
The following rules apply:

« If you define the TEST suboptions in your program with #pragma runopts or the PLIXOPT string,
those suboptions are in effect. For more information, see Defining TEST suboptions in your program.

- If you are executing a process in a TSO interactive session from z/OS Debugger Setup Utility or
using a TSO command, the debugger starts under your TSO session, as though you had specified
TEST (ALL,*,PROMPT,MFI:INSPPREF).
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- Inall other cases, when Debug Profile Service is active, z/OS Debugger operates in delay debug
mode. The following delay debug commands are in effect unless you explicitly specify them using the
EQAOPTS load module:

— DLAYDBGCND: ALL.
— DLAYDBGTRC: 0.
— DLAYDBGXRF is not in effect.

DLAYDBGDSN is set based on the value supplied to the Debug Profile Service API. If you specify
DLAYDBGDSN in your EQAOPTS load module, the EQAOPTS setting is ignored.

For more information on delay debug mode, see “Using delay debug mode to delay starting of a debug
session ” on page 399.

Defining TEST suboptions in your program

In C, C++ or PL/I, you can define TEST with suboptions using a #fpragma runopts or PLIXOPT string,
then specify TEST with no suboptions at run time. This causes the suboptions specified in the #pragma
runopts or PLIXOPT string to take effect.

You can change the TEST/NOTEST run-time options at any time with the SET TEST command.

Suboptions and NOTEST

Some suboptions are disabled with NOTEST, but are still allowed. This means you can start your program
using the NOTEST option and specify suboptions you might want to take effect later in your debug session.
The program begins to run without z/OS Debugger taking control.

To enable the suboptions you specified with NOTEST, start z/OS Debugger during your program's run time
by using a library service call such as CEETEST, PLITEST, or the __ctest () function.

Implicit breakpoints

If the test level in effect causes z/OS Debugger to gain control at a condition or at a particular program
location, an implicit breakpoint with no associated action is assumed. This occurs even though you have
not previously defined a breakpoint for that condition or location using an initial command string or a
primary commands file. Control is given to your terminal or to your primary commands file.

Primary commands file and USE file

The primary commands file acts as a surrogate terminal. After it is accessed as a source of commands,
it continues to act in this capacity until all commands have been run or the application has ended. This
differs from the USE file in that, if a USE file contains a command that returns control to the program (such
as STEP or GO), all subsequent commands are discarded. However, USE files started from within a primary
commands file take on the characteristics of the primary commands file and can be run until complete.

The initial command list, whether it consists of a command string included in the run-time options or a

primary commands file, can contain a USE command to get commands from a secondary file. If started

from the primary commands file, a USE file takes on the characteristics of the primary commands file.
Running in batch mode

In batch mode, when the end of your commands file is reached, a GO command is run at each request for
a command until the program terminates. If another command is requested after program termination, a
QUIT command is forced.

Starting z/0S Debugger at different points

If z/OS Debugger is started during program initialization, it is started before all the instructions in the
main prolog are run. At that time, no program blocks are active and references to variables in the main
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procedure cannot be made, compile units cannot be called, and the GOTO command cannot be used.
However, references to static variables can be made.

If you enter the STEP command at this point, before entering any other commands, both program and
Language Environment initialization are completed and you are given access to all variables. You can also
enter all valid commands.

If z/OS Debugger is started while your program is running (for example, by using a CEETEST call), it
might not be able to find all compile units associated with your application. Compile units located in load
modules that are not currently active are not known to z/OS Debugger, even if they were run prior to z/OS
Debugger's initialization.

For example, suppose load module mod1 contains compile units cul and cu2, both compiled with the
TEST option. The compile unit cul calls cux, contained in load module mod2, which returns after it
completes processing. The compile unit cu2 contains a call to the CEETEST library service. When the call
to CEETEST initializes z/OS Debugger, only cul and cu2 are known to z/OS Debugger. z/OS Debugger
does not recognize cux.

The initial command string is run only once, when z/0OS Debugger is first initialized in the process.

Commands in the preferences file are run only once, when z/0S Debugger is first initialized in the process.

Session log

The session log stores the commands entered and the results of the execution of those commands. The
session log saves the results of the execution of the commands as comments. This allows you to use the
session log as a commands file.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Link-editing EQADCCXT into your program” on page 81

Related references
IBM z/0S Debugger Reference and Messages

Precedence of Language Environment runtime options

The Language Environment runtime options have the following order of precedence (from highest to
lowest):

1. Installation options in the CEEDOPT file that were specified as nonoverrideable with the NONOVR
attribute.

2. Options specified by the Language Environment assembler user exit. In the CICS environment, z/0OS
Debugger uses the DTCN transaction and the customized Language Environment user exit EQADCCXT,
which is link-edited with the application. In the IMS Version 8 environment, IMS retrieves the options
that most closely match the options in its Language Environment runtime options table. You can edit
this table by using IBM z/0S Debugger Utilities.

3. Options specified at the invocation of your application, using the TEST runtime option, unless
accepting runtime options is disabled by Language Environment (EXECOPSNOEXECOPS).

4. Options specified within the source program (with #fpragma or PLIXOPT) or application options
specified with CEEUOPT and link-edited with your application.

If the object module for the source program is input to the linkage editor before the CEEUOPT object
module, then these options override CEEUOPT defaults. You can force the order in which objects
modules are input by using linkage editor control statements.

5. Region-wide CICS or IMS options defined within CEEROPT.
6. Option defaults specified at installation in CEEDOPT.
7. IBM-supplied defaults.

Suboptions are processed in the following order:
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1. Commands entered at the command line override any defaults or suboptions specified at run time.

2. Commands run from a preferences file override the command string and any defaults or suboptions
specified at run time.

3. Commands from a commands file override default suboptions, suboptions specified at run time,
commands in a command string, and commands in a preferences file.

Refer to the following topics for more information related to the material discussed in this topic.

Related references
z/0S Language Environment Programming Guide

Example: TEST runtime options

The following examples of using the TEST runtime option are provided to illustrate runtime options

available for your programs. These commands do not illustrate complete commands. The complete
syntax of the TEST runtime option can be found in "Syntax of the TEST run-time option" in IBM z/0S
Debugger Reference and Messages.

Remote debugging
If you are working in remote debug mode, that is, you are debugging your host application from your
workstation, the following examples apply:

Table 21. TEST runtime option examples for remote debugging

Scenario TEST runtime option usage

Eclipse IDE using Debug Manager TEST(,,,DBMDT: %)

Indicates that you want to start a debug session
in Debug Tool compatibility mode for an Eclipse
debug client. The address of the client is
automatically determined by Debug Manager for
the current user ID.

Eclipse IDE using workstation IP address TEST(,,,TCPIP&abc.example.com¥%8001:*
)

Indicates that you want to start a debug

session in Debug Tool compatibility mode for

an Eclipse debug client. In this example, the
TCP/IP address of the client is manually specified
as abc.example.com and the debug daemon is
listening on port 8001.
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Table 21. TEST runtime option examples for remote debugging (continued)

Scenario

TEST runtime option usage

IBM Z Open Debug

TEST(,,,RDS:*)

Indicates that you want to start a debug session
using Remote Debug Service for Wazi Developer
for VS Code or Wazi Developer for Workspaces.
In this scenario, Remote Debug Service must be
running and configured.

TEST(,,,TCPIP&127.0.0.1%8001: )

Indicates that you want to start a debug

session using Remote Debug Service for Wazi
Developer for VS Code or Wazi Developer for
Workspaces. In this scenario, Remote Debug
Service is running on the local z/OS machine
using the TCP/IP address of 127.0.0.1 and it is
listening on port 8001 for internal z/OS Debugger
connections.

When Debug Profile Service is active, optionally you can use TEST with no suboptions specified to
enable delay debug mode. For more information, see “Simple TEST option” on page 107.

Code coverage

If you want to start code coverage sessions, the following examples apply:

Table 22. TEST runtime option examples for code coverage

Scenario

TEST runtime option usage

Code coverage with Eclipse IDE using Debug
Manager

TEST(,,,DBMDT:*)

Indicates that you want to start a code coverage
session in Debug Tool compatibility mode for

an Eclipse IDE. The address of the client is
automatically determined by Debug Manager for
the current user ID.

Code coverage with Eclipse IDE using
workstation IP address

TEST(,,,TCPIP&abc.example.com%8001:*
)

Indicates that you want to start a code coverage
session in Debug Tool compatibility mode for

an Eclipse IDE. In this example, the TCP/IP
address of the client is manually specified as
abc.example.com and the debug daemon is
listening on port 8001.

Headless code coverage using Remote Debug
Service

TEST(,,,RDS:%*)

Indicates that you want to run a code coverage
session and connect to Remote Debug Service.
In this scenario, Remote Debug Service must be
running and configured to collect code coverage.
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Table 22. TEST runtime option examples for code coverage (continued)

Scenario TEST runtime option usage

Headless code coverage on z/0S TEST(,,,TCPIP&127.0.0.1%8001:%)

Indicates that you want to run a code coverage
session using headless code coverage. In this
scenario, headless code coverage is running on
the local z/OS machine using the TCP/IP address
of 127.0.0.1 and it is listening on port 8001 for
z/0S Debugger connections.

Headless code coverage with a Windows or Linux [ TEST(,,, TCPIP&cde.example.com%8001:*
client )

Indicates that you want to start a code coverage
session using headless code coverage. In this
scenario, the headless code coverage daemon is
running on a Windows or Linux machine using
the TCP/IP address of cde.example.com and it

is listening on port 8001 for z/OS Debugger
connections.

Notes:

- The EQA_STARTUP_KEY is also required to indicate code coverage. For more information, see
“EQA_STARTUP_KEY” on page 471 and the "Specifying code coverage options in the startup key"
topic in IBM Documentation.

- Code coverage is not supported in IBM Wazi Developer for Red Hat CodeReady Workspaces.
« Headless code coverage is not supported in IBM Debug for z/0S.

Full-screen debugging
If you want to use full-screen debugging, the following examples apply:

Table 23. TEST runtime options for full-screen debugging

Scenario TEST runtime option usage
CICS full screen mode TEST(ALL, , ,MFI%F000:)

When running under CICS®, z/OS Debugger
displays its screens on terminal ID FOOO.
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Table 23. TEST runtime options for full-screen debugging (continued)

Scenario

TEST runtime option usage

Full-screen mode with a dedicated terminal

TEST (ALL, , ,MFI%TRMLUOOL:)

For use with full-screen mode using a dedicated
terminal without Terminal Interface Manager.
The VTAM LU TRMLUQO1 is used for display. This
terminal must be known to VTAM and not in
session when z/0S Debugger is started.

TEST (ALL, , ,MFI%SYSTEMO1.TRMLUOO1:)
For use in the following situations:

 You are using full-screen mode using a
dedicated terminal without Terminal Interface
Manager.

« You must specify a network identifier.

The VTAM LU TRMLUOO1 on network node
SYSTEMO1 is used for display. This terminal must
be known to VTAM and not in session when z/0S
Debugger is started.

Full-screen mode using Terminal Interface
Manager

TEST(ALL, ,,VTAM%USERABCD:)

For use with full-screen mode using the Terminal
Interface Manager. The user accessed the z/0OS
Debugger Terminal Interface Manager with user
id USERABCD.

TSO full-screen mode

TEST(,, ,MFI:x)

Indicates that you want the debugger to start a
debug session in TSO full-screen mode.

Note: Full-screen debugging is supported only in IBM Developer for z/OS Enterprise Edition and IBM

Debug for z/0S.
NOTEST

z/0S Debugger is not started at program initialization. Note that a call to CEETEST, PLITEST, or
__ctest () causes z/0OS Debugger to be started during the program's execution.

NOTEST (ALL,MYCMDS, %, %)

z/0S Debugger is not started at program initialization. Note that a call to CEETEST, PLITEST, or
__ctest() causes z/OS Debugger to be started during the program's execution. After z/OS Debugger
is started, the suboptions specified become effective and the commands in the file allocated to DD

name of MYCMDS are processed.

If you specify NOTEST and control has returned from the program in which z/OS Debugger
first became active, you can no longer debug non-Language Environment programs or detect non-

Language Environment events.
TEST

Specifying TEST with no suboptions causes a check for other possible definitions of the suboption.
For example, C and C++ allow default suboptions to be selected at compile time using #pragma
runopts. Similarly, PL/I offers the PLIXOPT string. Language Environment provides the macro
CEEXOPT. Using this macro, you can specify installation and program-specific defaults.

If no other definitions for the suboptions exist, the IBM-supplied default suboptions
(ALL,*,PROMPT, INSPPREF) are in effect. In an environment that is not a foreground TSO task, z/0OS
Debugger operates in delay debug mode when the Debug Profile Service API is active.
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TEST(ALL, %, %, %)
z/0OS Debugger is not started initially; however, any condition or an attention in your program causes
z/0S Debugger to be started, as does a call to CEETEST, PLITEST, or __ctest (). Neither a primary
commands file nor preferences file is used.

TEST(NONE, , %, %)
z/0S Debugger is not started initially and begins by running in a "production mode", that is, with
minimal effect on the processing of the program. However, z/OS Debugger can be started using
CEETEST, PLITEST, or __ctest().

TEST(ALL, test.scenario, PROMPT, prefer)
z/0S Debugger is started at the end of environment initialization, but before the main program prolog
has completed. The ddname prefer is processed as the preferences file, and subsequent commands
are found in data set test.scenario. If all commands in the commands file are processed and
you issue a STEP command when prompted, or a STEP command is run in the commands file, the
main block completes initialization (that is, its AUTOMATIC storage is obtained and initial values
are set). If z/OS Debugger is reentered later for any reason, it continues to obtain commands from
test.scenario repeating this process until end-of-file is reached. At this point, commands are
obtained from your terminal.

Refer to the following topics for more information related to the material discussed in this topic.

Related references
z/0S Language Environment Programming Guide

Specifying additional run-time options with VS COBOL II and PL/I
programs

There are two additional run-time options that you might need to specify to debug COBOL and PL/I
programs: STORAGE and TRAP (ON).

Specifying the STORAGE run-time option

The STORAGE run-time option controls the initial content of storage when allocated and freed, and
the amount of storage that is reserved for the "out-of-storage" condition. When you specify one of
the parameters in the STORAGE run-time option, all allocated storage processed by the parameter is
initialized to that value. If your program does not have self-initialized variables, you must specify the
STORAGE run-time option.

Specifying the TRAP(ON) run-time option

The TRAP (ON) run-time option is used to fully enable the Language Environment condition handler

that passes exceptions to the z/OS Debugger. Along with the TEST option, it must be used if you want
the z/OS Debugger to take control automatically when an exception occurs. You must also use the

TRAP (ON) run-time option if you want to use the GO BYPASS command and to debug handlers you have
written. Using TRAP (OFF) with the z/OS Debugger causes unpredictable results to occur, including the
operating system cancelling your application and z/OS Debugger when a condition, abend, or interrupt is
encountered.

Note: This option replaces the OS PL/I and VS COBOL II STAE/NOSTAE options.

Specifying TEST run-time option with #pragma runopts in C and
C++

The TEST run-time option can be specified either when you start your program, or directly in your source
by using this #pragma:

#pragma runopts (test(suboption,suboption...))
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This #fpragma must appear before the first statement in your source file. For example, if you specified the
following in the source:

#pragma runopts (notest(all,x,prompt))

then entered TEST on the command line, the result would be

TEST(ALL, %, PROMPT) .
TEST overrides the NOTEST option specified in the #pragma and, because TEST does not contain any
suboptions of its own, the suboptions ALL, *, and PROMPT remain in effect.

If you link together two or more compile units with differing #fpragmas, the options specified with the first
compile are honored. With multiple enclaves, the options specified with the first enclave (or compile unit)
started in each new process are honored.

If you specify options on the command line and in a #pragma, any options entered on the command line
override those specified in the #pragma unless you specify NOEXECOPS. Specifying NOEXECOPS, either in
a ffpragma or with the EXECOPS compiler option, prevents any command line options from taking effect.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
z/0OS XL C/C++ User's Guide
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Chapter 14. Starting z/0S Debugger from the IBM
z/0S Debugger Utilities

Note: This chapter is not applicable to IBM Developer for z/OS (non-Enterprise Edition) or IBM Wazi
Developer for Red Hat CodeReady Workspaces.

The z/0S Debugger Setup File option (starts z/OS Debugger Setup Utilities or DTSU) in IBM z/0S
Debugger Utilities helps you manage setup files which store the following information:

- file allocation statements
 run-time options

e program parameters

« the name of your program

Then you use the setup files to run your program in foreground or batch. The z/OS Debugger Setup Utility
(DTSU) RUN command performs the file allocations and then starts the program with the specified options
and parameters in the foreground. The DTSU SUBMIT command submits a batch job to start the program.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks

“Creating the setup file” on page 117
“Editing an existing setup file” on page 117
“Saving your setup file” on page 119
“Starting your program” on page 119

Creating the setup file

You can have several setup files, but you must create them one at a time. To create a setup file, do the
following steps:

1. From the IBM z/0S Debugger Utilities panel, select the z/0S Debugger Setup File option.

2.Inthe z/0S Debugger Foreground - Edit Setup File panel, type the name of the new setup
file in the Setup File Library or Other Data Set Name field. Do not specify a member name if you are
creating a sequential data set. If you are creating a setup file for a Db2 program, select the Initialize
New setup file for Db2 field. Press Enter.

3. A panel similar to the ISPF 3.2 "Allocate New Data Set" panel appears when you enter the name of the
new set up file in the Other Data Set Name field. You can modify the default allocation parameters.
Enter the END command or press PF3 to continue.

4. The Edit - Edit Setup File panel appears. You can enter file allocation statements, run-time
options, and program parameters.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Entering file allocation statements, runtime options, and program parameters” on page 118

Editing an existing setup file

You can have several setup files, but you can edit only one file at a time. To edit an existing setup file, do
the following steps:

1. Fromthe IBM z/0S Debugger Utilities panel, select the z/OS Debugger Setup File option.

2. Inthe z/0S Debugger Foreground - Edit Setup File panel, type the name of the existing
setup file in the Setup File Library or Other Data Set Name field. Press Enter to continue.
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3. TheEdit - Edit Setup File panel appears. You can modify file allocation statements, run-time
options, and program parameters.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Entering file allocation statements, runtime options, and program parameters” on page 118

Copying information into a setup file from an existing JCL

You can enter the COPY command to copy an EXEC statement and its associated DD statements from
another data set containing JCL.

You can use option A to select a step of a job, and convert it to the setup file format.

Entering file allocation statements, runtime options, and program
parameters

The top part of the Edit—Setup File panel contains the name of the program (load module) that you want
to run and the runtime parameter string. If the setup file is for a Db2 program, the panel also contains
fields for the Db2 System identifier and the Db2 plan. The bottom part of the Edit—Setup File panel
contains the file allocation statements. This part of the panel is similar to an ISPF edit panel. You can
insert new lines, copy (repeat) a line, delete a line, and type over information on a line.

To modify the name of the load module, type the new name in the Load Module Name field.
To modify the parameter string:

1. Select the format of the parameter string and whether the program is to start in the Language
Environment. Non-Language Environment COBOL programs do not run in Language Environment.
If you are debugging a non-Language Environment COBOL program, select the non-Language
Environment option.

2. Enter the parameter string in one of the following ways:

« Type the parameter string in the Enter / to modify parameters field.

» Type a slash (/") before the Enter / to modify parameters field and press Enter. The z/OS Debugger
Foreground - Modify Parameter String panel appears. Define your runtime options and suboptions by
doing the following steps:

a. Define the TEST run-time option and its suboptions.

b. Enter any Language Environment or z/OS Debugger runtime options and other program
parameters.

c. Press PF3. DTSU creates the parameter string from the options that you specified and puts it in
the Enter / to modify parameters field.

In the file allocation section of the panel, each line represents an element of a DD name allocation or
concatenation. The statements can be modified, copied, deleted, and reordered.

To modify a statement, do one of the following steps:
« Modify the statement directly on the Edit — Edit Setup File panel:

1. Move your cursor to the statement you want to modify.
2. Type the new information over the existing information.
3. Press Enter.

- Modify the statement by using a select command:
1. Move your cursor to the statement you want to modify.
2. Type one of the following select commands:

— SA - Specify allocation information
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SD - Specify DCB information

SS - Specify SMS information

SP - Specify protection information

SO - Specify sysout information

SX - Specify all DD information by column display

SZ - Specify all DD information by section display
3. Press Enter.

To copy a statement, do the following steps:

1. Move your cursor to the Cmd field of the statement you want to copy.
2. Type R and press Enter. The statement is copied into a new line immediately following the current line.

To delete a statement, do the following steps:

1. Move your cursor to the Cmd field of the statement you want to delete.
2. Type D and press Enter. The statement is deleted.

IBM z/0S Debugger Utilities does not support reordering the DD names, only the data sets within each
concatenation. The DD names are automatically sorted in alphabetical order. To reorder statements in a
concatenation, do the following steps:

1. Move your cursor to the sequence number field of a statement you want to move and enter the new
sequence number.

To insert a new line, do the following steps:

1. Move your cursor to the Cmd field of the line right above the line you want a new statement inserted.
2. Type I and press Enter.
3. Move your cursor to the new line and type in the new information or use one of the Select commands.

The Edit and Browse line commands allow you to modify or view the contents of the data set name
specified for DD and SYSIN DD types.

You can use the DDNAME STEPLIB to specify the load module search order.
For additional help, move the cursor to any field and enter the HELP command or press PF1.
Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Saving your setup file” on page 119

Saving your setup file

To save your information, enter the SAVE command. To save your information in a second data set and
continue editing in the second data set, enter the SAVE AS command.

To save your setup file and exit the Edit—Edit Setup File panel, enter the END command or press PF3.

To exit the Edit—Edit Setup File panel without saving any changes to your setup file, enter the CANCEL
command or press PF12.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Starting your program” on page 119

Starting your program

To perform the allocations and run the program with the specified parameter string, enter the RUN
command or press PF4.
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To generate JCL from the information in the setup file and then submit to the batch job, enter the SUBMIT
command or press PF10.
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Chapter 15. Starting z/0OS Debugger from a program

The instructions in this section apply to programs that run in Language Environment. For programs that do
not run in Language Environment, refer to the instructions in “Starting z/OS Debugger for programs that
start outside of Language Environment” on page 136.

z/0OS Debugger can also be started directly from within your program using one of the following methods:

« Language Environment provides the callable service CEETEST that is started from Language
Environment-enabled languages.

« For C or C++ programs, you can use a __ctest () function call or include a #pragma runopts
specification in your program.

Note: The __ctest () function is not supported in CICS.

« For PL/I programs, you can use a call to PLITEST or by including a PLIXOPT string that specifies the
correct TEST run-time suboptions to start z/OS Debugger.

However, you cannot use these methods in Db2 stored procedures with the PROGRAM TYPE of SUB.

If you use these methods to start z/OS Debugger, you can debug non-Language Environment programs
and detect non-Language Environment events only in the enclave in which z/OS Debugger first appeared
and in subsequent enclaves. You cannot debug non-Language Environment programs or detect non-
Language Environment events in higher-level enclaves.

To start z/OS Debugger using these alternatives, you still need to be aware of the TEST suboptions
specified using NOTEST, CEEUOPT, or other "indirect" settings.

“Example: using CEETEST to start z/OS Debugger from C/C++” on page 124
“Example: using CEETEST to start z/OS Debugger from COBOL” on page 125
“Example: using CEETEST to start z/OS Debugger from PL/I” on page 126

Related tasks

“Starting z/OS Debugger with CEETEST” on page 121

“Starting z/OS Debugger with PLITEST” on page 127

“Starting z/OS Debugger with the __ctest() function” on page 128
“Starting z/OS Debugger under CICS by using CEEUOPT” on page 143

Refer to the following topics for more information related to the material discussed in this topic.

Related references
“Special considerations while using the TEST run-time option” on page 107

Starting z/0S Debugger with CEETEST

Using CEETEST, you can start z/OS Debugger from within your program and send it a string of commands.
If no command string is specified, or the command string is insufficient, z/OS Debugger prompts you for
commands from your terminal or reads them from the commands file. In addition, you have the option of
receiving a feedback code that tells you whether the invocation procedure was successful.

If you don't want to compile your program with hooks, you can use CEETEST calls to start z/OS Debugger
at strategic points in your program. If you decide to use this method, you still need to compile your
application so that symbolic information is created.

Using CEETEST when z/OS Debugger is already initialized results in a reentry that is similar to a
breakpoint.

The following diagrams describe the syntax for CEETEST:
For C and C++
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»— void — CEETEST — ( ) ) — >«
L string_of commands J L fc J

For COBOL

»»— CALL — "CEETEST" — USING — string_of commands — ,— fc — ;-»«

For PL/I

»»— CALL — CEETEST — ( * , * )— ;>
L string_of commands —J L fc J

string_of_commands (input)
Halfword-length prefixed string containing a z/OS Debugger command list. The command string
string_of commands is optional.

If z/OS Debugger is available, the commands in the list are passed to the debugger and carried out.
If string_of commands is omitted, z/OS Debugger prompts for commands in interactive mode.

For z/OS Debugger, remember to use the continuation character if your command exceeds 72
characters.

The first command in the command string can indicate that you want to start z/OS Debugger in one of
the following debug modes:

« full-screen mode using the Terminal Interface Manager
« remote debug mode

To indicate that you want to start z/OS Debugger in full-screen mode using a dedicated terminal
without Terminal Interface Manager, specify the MFI suboption of the TEST runtime option with the LU
name of the dedicated terminal. For example, you can code the following call in your PL/I program:

Call CEETEST('MFI%TRMLUGO1:%*;Query Location;Describe CUS;', *);

For a COBOL program, you can code the following call:

01 PARMS.
05 LEN PIC S9(4) BINARY Value 43.
05 PARM PIC X(43) Value 'MFI%TRMLUGO1:%*;Query Location;Describe CUS;'.

CALL "CEETEST" USING PARMS FC.
To indicate that you want to start z/OS Debugger in full-screen mode using the Terminal Interface

Manager, specify the VTAM suboption of the TEST runtime option with the User ID that you supplied to
the Terminal Interface Manager. For example, you can code the following call in your PL/I program:

Call CEETEST(VTAM%USERABCD:*;Query Location;Describe CUS;, *);

In these examples, the suboption :* can be replaced with the name of a preferences file. If you
started z/OS Debugger the TEST runtime option and specified a preferences file and you specify
another preferences file in the CEETEST call, the preferences file in the CEETEST call replaces the
preferences file specified with the TEST runtime option.

To indicate that you want to start z/OS Debugger in remote debug mode, specify the DBMDT or TCPIP
suboptions of the TEST runtime option with the userid you logged on RSE with (DBMDT) or the IP
address and port number that the remote debugger is listening to (TCPIP).

Note: You cannot use CEETEST to start z/OS Debugger in standard mode.
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To start z/OS Debugger in Debug Tool compatibility mode during remote debug by using Debug
Manager and specify the user ID you logged on RSE with, code the following call:

Call CEETEST(’DBMDT%userid:;’,*);

To start z/OS Debugger in Debug Tool compatibility mode and specify the TCP/IP address of your
workstation, code the following call:

Call CEETEST('TCPIP&your.company.com%8001:x%; "', *);

These calls must include the trailing semicolon (;).

fc (output)
A 12-byte feedback code, optional in some languages, that indicates the result of this service.

CEEO000

Severity =0
Msg_No = Not Applicable
Message = Service completed successfully

CEE2F2
Severity = 3
Msg_No = 2530

Message = A debugger was not available

Note: The CEE2F2 feedback code can also be obtained by MVS/JES batch applications. For example,
either the z/OS Debugger environment was corrupted or the debug event handler could not be loaded.

Language Environment provides a callable service called CEEDCOD to help you decode the fields in the
feedback code. Requesting the return of the feedback code is recommended.

For C and C++ and COBOL, if z/OS Debugger was started through CALL CEETEST, the GOTO command is
only allowed after z/OS Debugger has returned control to your program via STEP or GO.

Additional notes about starting z/0S Debugger with CEETEST

Cand C++
Include 1leawi. h header file.

COoBOL
Include CEEIGZCT. CEEIGZCT is in the Language Environment SCEESAMP data set.

PL/I
Include CEEIBMAW and CEEIBMCT. CEEIBMAW is in the Language Environment SCEESAMP data set.

Batch and CICS nonterminal processes
We strongly recommend that you use feedback codes (fc) when using CEETEST to initiate z/OS

Debugger from a batch process or a CICS nonterminal task; otherwise, results are unpredictable.

QUIT DEBUG
After you use QUIT DEBUG to stop your debug session, you can restart z/OS Debugger with CEETEST.

To start z/OS Debugger when a CEETEST call is encountered, set the EQAOPTS CEEREACTAFTERQDBG
command to YES.

Note: You cannot use CEETEST to start z/OS Debugger in standard mode for remote debugging.
“Example: using CEETEST to start z/OS Debugger from C/C++” on page 124

“Example: using CEETEST to start z/OS Debugger from COBOL” on page 125
“Example: using CEETEST to start z/OS Debugger from PL/I” on page 126

Related tasks
“Entering multiline commands in full-screen” on page 265

Related references
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z/0S Language Environment Programming Guide
IBM z/0S Debugger Reference and Messages

Example: using CEETEST to start z/0S Debugger from C/C++

The following examples show how to use the Language Environment callable service CEETEST to start
z/0OS Debugger from C or C++ programs.

Example 1
In this example, an empty command string is passed to z/OS Debugger and a pointer to the Language
Environment feedback code is returned. If no other TEST run-time options have been compiled into
the program, the call to CEETEST starts z/OS Debugger with all defaults in effect. After it gains
control, z/OS Debugger prompts you for commands.

#include <leawi.h>
#include <string.h>
#include <stdio.h>

int main(void) f{
_VSTRING commands;
_FEEDBACK fc;

strcpy (commands.string, "");
commands.length = strlen(commands.string);

CEETEST (&commands, &fc);
%

Example 2
In this example, a string of valid z/OS Debugger commands is passed to z/OS Debugger and a pointer
to Language Environment feedback code is returned. The call to CEETEST starts z/OS Debugger and
the command string is processed. At statement 23, the values of x and y are displayed in the Log, and
execution of the program resumes. Barring further interrupts, the behavior at program termination
depends on whether you have set AT TERMINATION:

 If you have set AT TERMINATION, z/OS Debugger regains control and prompts you for commands.
- If you have not set AT TERMINATION, the program terminates.

The command LIST(z) is discarded when the command GO is executed.

Note: If you include a STEP or GO in your command string, all commands after that are not processed.
The command string operates like a commands file.

#include <leawi.h>
#include <string.h>
#include <stdio.h>

int main(void) {
_VSTRING commands;
_FEEDBACK fc;

strcpy(commands.string, "AT LINE 23; $LIST(x); LIST(y);% GO; LIST(z)");
_ commands.length = strlen(commands.string);

: CEETEST (&commands, &fc);
%

Example 3
In this example, a string of valid z/OS Debugger commands is passed to z/OS Debugger and a pointer
to the feedback code is returned. If the call to CEETEST fails, an informational message is printed.

If the call to CEETEST succeeds, z/OS Debugger is started and the command string is processed. At

statement 30, the values of x and y are displayed in the Log, and execution of the program resumes.
Barring further interrupts, the behavior at program termination depends on whether you have set AT
TERMINATION:
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« If you have set AT TERMINATION, z/OS Debugger regains control and prompts you for commands.
« If you have not set AT TERMINATION, the program terminates.

#include <leawi.h>
#include <string.h>
#include <stdio.h>
#define SUCCESS "\0\0\0\0"
int main (void) f{

int x,y,z;

_VSTRING commands;

_FEEDBACK fc;

strcpy (commands.string, "AT LINE 30 { LIST(x); LIST(y); % GO;");
commands.length = strlen(commands.string);

CEETEST (&commands, &fc) ;
if (memcmp (&fc,SUCCESS,4) != 0) {

printf ("CEETEST failed with message number %d\n",fc.tok_msgno);
return(2999);

Example: using CEETEST to start z/0S Debugger from COBOL

The following examples show how to use the Language Environment callable service CEETEST to start
z/0OS Debugger from COBOL programs.

Example 1
A command string is passed to z/OS Debugger at its invocation and the feedback code is returned.
After it gains control, z/OS Debugger becomes active and prompts you for commands or reads them
from a commands file.

01 FC.
02 CONDITION-TOKEN-VALUE.
COPY CEEIGZCT.
03 CASE-1-CONDITION-ID.
04 SEVERITY PIC S9(4) BINARY.
04 MSG-NO PIC S9(4) BINARY.
03 CASE-2-CONDITION-ID
REDEFINES CASE-1-CONDITION-ID.
04 CLASS-CODE PIC S9(4) BINARY.
04 CAUSE-CODE PIC S9(4) BINARY.
03 CASE-SEV-CTL PIC X.
03 FACILITY-ID PIC XXX.

02 1I-S-INFO PIC S9(9) BINARY.
77 Debugger PIC x(7) Value 'CEETEST'.
01 Parms.
05 AA PIC S9(4) BINARY Value 14.
05 BB PIC x(14) Value 'SET SCREEN ON;'.

CALL Debugger USING Parms FC.

Example 2
A string of commands is passed to z/OS Debugger when it is started. After it gains control, z/OS
Debugger sets a breakpoint at statement 23, runs the LIST commands and returns control to the
program by running the GO command. The command string is already defined and assigned to the
variable COMMAND-STRING by the following declaration in the DATA DIVISION of your program:

01 COMMAND-STRING.
05 AA PIC 99 Value 60 USAGE IS COMPUTATIONAL.
05 BB PIC x(60) Value 'AT STATEMENT 23; LIST (x); LIST (y); GO;'.

The result of the call is returned in the feedback code, using a variable defined as:

01 FC.
02 CONDITION-TOKEN-VALUE.
COPY CEEIGZCT.
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03 CASE-1-CONDITION-ID.
04 SEVERITY PIC S9(4) BINARY.
04 MSG-NO PIC S9(4) BINARY.
03 CASE-2-CONDITION-ID
REDEFINES CASE-1-CONDITION-ID.
04 CLASS-CODE PIC S9(4) BINARY.
04 CAUSE-CODE PIC S9(4) BINARY.
03 CASE-SEV-CTL PIC X.
03 FACILITY-ID PIC XXX.
02 I-S-INFO PIC S9(9) BINARY.

in the DATA DIVISION of your program. You are not prompted for commands.

CALL "CEETEST" USING COMMAND-STRING FC.

Example: using CEETEST to start z/0S Debugger from PL/I

The following examples show how to use the Language Environment callable service CEETEST to start
z/0S Debugger from PL/I programs.

Example 1
No command string is passed to z/OS Debugger at its invocation and no feedback code is returned.
After it gains control, z/OS Debugger becomes active and prompts you for commands or reads them
from a commands file.

CALL CEETEST(*,%); /% omit arguments  */

Example 2
A command string is passed to z/OS Debugger at its invocation and the feedback code is returned.
After it gains control, z/OS Debugger becomes active and executes the command string. Barring
any further interruptions, the program runs to completion, where z/OS Debugger prompts for further
commands.

DCL ch char(50)
init ('AT STATEMENT 10 DO; LIST(x); LIST(y); END; GO;');

DCL 1 f£b,
5 Severity Fixed bin(15),
5 MsgNo Fixed bin(15),
5 flags,

8 Case bit(2),
8 Sev bit(3),
8 Ctrl bit(3),
5 FacID Char(3),
5 I_S_info Fixed bin(31);

DCL CEETEST ENTRY ( CHAR(*) VAR OPTIONAL,
1 optional ,

254 real fixed bin(15), /* MsgSev *,/
254 real fixed bin(15), /% MSGNUM *,/
254 /* Flags *,7,
255 bit(2), /* Flags_Case *,/
255 bit(3), /% Flags_Severity */
255 bit(3), /% Flags_Control =/
254 char(3), /% Facility_ID *,/
254 fixed bin(31) ) /% I_S _Info *,/

options(assembler) ;
CALL CEETEST(ch, fb);
Example 3

This example assumes that you use predefined function prototypes and macros by including
CEEIBMAW, and predefined feedback code constants and macros by including CEEIBMCT.

A command string is passed to z/OS Debugger that sets a breakpoint on every tenth executed
statement. Once a breakpoint is reached, z/OS Debugger displays the current location information and
continues the execution. After the CEETEST call, the feedback code is checked for proper execution.
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Note: The feedback code returned is either CEEOQO or CEE2F2. There is no way to check the result of
the execution of the command passed.

%INCLUDE CEEIBMAW;
%INCLUDE CEEIBMCT;
DCL 01 FC FEEDBACK;

/% if CEEIBMCT is NOT included, the following DECLARES need to be
provided: = ---------- comment start -------------

Declare CEEIBMCT Character(8) Based;
Declare ADDR Builtin;
%DCL FBCHECK ENTRY;
%FBCHECK: PROC( fbtoken, condition ) RETURNS( CHAR );
DECLARE

fbtoken CHAR;

condition CHAR;
RETURN(' (ADDR(' | |fbtoken||')->CEEIBMCT = '||condition]||')"');
%END FBCHECK;
%ACT FBCHECK;

---------- comment end --------------- %/

Call CEETEST('AT Every 10 STATEMENT % Do; Q Loc; Go; End;'|]
'List AT;', FC);

If -FBCHECK(FC, CEE000)
Then Put Skip List('----> ERROR! in CEETEST call', FC.MsgNo);

Starting z/0S Debugger with PLITEST

For PL/I programs, the preferred method of Starting z/OS Debugger is to use the built-in subroutine
PLITEST. It can be used in exactly the same way as CEETEST, except that you do not need to include
CEEIBMAW or CEEIBMCT, or perform declarations.

The syntax is:

»w— CALL — PLITEST L _J ; P
(— character_string_expression —)

character_string_expression
Specifies a list of z/OS Debugger commands. If necessary, this is converted to a fixed-length string.

Note:

1. If z/OS Debugger executes a command ina CALL PLITEST command string that causes control to
return to the program (GO for example), any commands remaining to be executed in the command
string are discarded.

2. If you don't want to compile your program with hooks, you can use CALL PLITEST statements as
hooks and insert them at strategic points in your program. If you decide to use this method, you still
need to compile your application so that symbolic information is created.

The following examples show how to use PLITEST to start z/OS Debugger for PL/I.

Example 1
No argument is passed to z/OS Debugger when it is started. After gaining control, z/OS Debugger
prompts you for commands.

CALL PLITEST;

Example 2
A string of commands is passed to z/OS Debugger when it is started. After gaining control, z/OS
Debugger sets a breakpoint at statement 23, and returns control to the program. You are not
prompted for commands. In addition, the List Y; command is discarded because of the execution
of the GO command.

CALL PLITEST('At statement 23 Do; List X; End; Go; List Y;');
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Example 3
Variable ch is declared as a character string and initialized as a string of commands. The string of
commands is passed to z/OS Debugger when it is started. After it runs the commands, z/OS Debugger
prompts you for more commands.
DCL ch Char(45) Init('At Statement 23 Do; List x; End;');

CALL PLITEST(ch);

Starting z/0S Debugger with the __ctest() function

You can also use the C and C++ library routine __ctest () or ctest() to start z/OS Debugger. Add:

f##include <ctest.h>

to your program to use the ctest () function.

Note: If you do not include ctest.h in your source or if you compile using the option LANGLVL (ANST),
you must use __ctest () function. The __ctest () function is not supported in CICS.

When a list of commands is specified with __ctest (), z/OS Debugger runs the commands in that list. If
you specify a null argument, z/OS Debugger gets commands by reading from the supplied commands file
or by prompting you. If control returns to your application before all commands in the command list are
run, the remainder of the command list is ignored. z/OS Debugger will continue reading from the specified
commands file or prompt for more input.

If you do not want to compile your program with hooks, you can use __ctest () function calls to start
z/0OS Debugger at strategic points in your program. If you decide to use this method, you still need to
compile your application so that symbolic information is created.

Using __ctest () when z/0OS Debugger is already initialized results in a reentry that is similar to a
breakpoint.

The syntax for this option is:

1
»— int — __ctest —— (— char — *char_strexp —)— ;-»«
Notes:

1 The syntax for ctest () and __ctest() is the same.

char_str_exp
Specifies a list of z/OS Debugger commands.

The following examples show how to use the __ctest() function for C and C++.

Example 1
A null argument is passed to z/OS Debugger when it is started. After it gains control, z/OS Debugger
prompts you for commands (or reads commands from the primary commands file, if specified).

__ctest(NULL);

Example 2
A string of commands is passed to z/OS Debugger when it is started. At statement 23, z/OS Debugger
lists x and y, then returns control to the program. You are not prompted for commands. In this case,
the command 1ist z; is never executed because of the execution of the command GO.

__ctest("at line 23 {"
" list x;"
" list y;"
II}II
g
"list z;");

128 IBM z/OS Debugger: User's Guide



Example 3

Variable ch is declared as a pointer to character string and initialized as a string of commands.
The string of commands is passed to z/OS Debugger when it is started. After it runs the string of
commands, z/OS Debugger prompts you for more commands.

phar +xch = "at line 23 list x;";

;_ctest(ch);

Example 4

A string of commands is passed to z/OS Debugger when it is started. After z/OS Debugger gains
control, you are not prompted for commands. z/OS Debugger runs the commands in the command
string and returns control to the program by way of the GO command.

#include <stdio.h>
#include <string.h>

char xch = "at line 23 printf(\"x.y is %d\n\", x.y); go;";
char buffer[35.132];

strcpy(buffer, "at change x.y;");

__ctest(strcat(buffer, ch));

Chapter 15. Starting z/OS Debugger from a program 129



130 IBM z/OS Debugger: User's Guide



Chapter 16. Starting z/0OS Debugger in batch mode

Choose one of the following options to start z/OS Debugger in batch mode:

- Follow the instructions outlined in this section. This includes modifying your JCL to include the
appropriate z/OS Debugger data sets and TEST runtime options.

« Use the z/OS Debugger Setup Utility (DTSU). DTSU can generate JCL that includes the appropriate z/0OS
Debugger data sets and TEST runtime options, and can submit your batch job. For instructions on how
to use DTSU, refer to Chapter 14, “Starting z/OS Debugger from the IBM z/0OS Debugger Utilities,” on
page 117.

To start z/OS Debugger in batch mode without using DTSU, do the following steps:

1. Ensure that you have compiled your program with the TEST compiler option.

2. Modify the JCL that runs your batch program to include the appropriate z/OS Debugger data sets and
to specify the TEST run-time option.

3. Run the modified JCL.
You can interactively debug an MVS batch job by choosing one of the following options:

« In full-screen mode using the Terminal Interface Manager. Follow the instructions in “Starting a
debugging session in full-screen mode using the Terminal Interface Manager or a dedicated terminal”
on page 133.

« In remote debug mode. Follow the instructions in the topic "Preparing to debug" of the online help for
the remote IDE.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
Appendix F, “Notes on debugging in batch mode,” on page 497
Chapter 29, “Entering z/OS Debugger commands,” on page 263

Example: JCL that runs z/0S Debugger in batch mode

Sample JCL for a batch debug session for the COBOL program, EMPLRUN, is provided below. The job card
and data set names need to be modified to suit your installation.

//DEBUGJCL JOB <appropriate JOB card information>

[ ] F Fokkkokkkkokdkkokkkokokdokok ok ok okok sk okok ok okok sk okok ok ok ok sk okok ok ook sk okok ok ok ok ok ok ok ok ok ook
//* JCL to run a batch z/0S Debugger session

//* Program EMPLRUN was previously compiled with the COBOL

//* compiler TEST option

//* *hkkkkhkkhkkkkhkkhkkkhkhkhkkhkkhkhkhkkhkkhhkkhkkhkhhkkhkkhhhkkhhhkkhkkhhhkkhhhkkhkhhkhkkhkhhkkhhhkhkkhhhkkhkkhhhkkhhhkk
//STEP1 EXEC PGM=EMPLRUN,

// PARM="'/TEST(, INSPIN, , )"
AS
//* Include the z/0S Debugger SEQAMOD data set
//*
//STEPLIB DD DISP=SHR,DSN=userid.TEST.LOAD
DD DISP=SHR,DSN=hlqg.SEQAMOD
VA
//* Specify a commands file with DDNAME matching the one
//* specified in the /TEST runtime option above

//* This example shows inline data but a data set could be
//* specified 1like: //INSPIN DD DISP=SHR,DSN=userid.TEST.INSPIN
*

//INSPIN DD =
STEP;
AT *
PERFORM
QUERY LOCATION;
GO;
END-PERFORM;
GO;
QUIT;
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/*

[/

//* Specify a log file for the debug session

//* Log file can be a data set with LRECL >= 42 and <= 256
//* For COBOL only, use LRECL <= 72 if you are planning to

//* use the log file as a commands file in subsequent Debug
//* Tool sessions. You can specify the log file like:

//* //INSPLOG DD DISP=SHR,DSN=userid.TEST.INSPLOG

//*

//INSPLOG DD SYSOUT=«,DCB=(LRECL=72,RECFM=FB,BLKSIZE=0)

//SYSPRINT DD SYSOUT=x
//SYSUDUMP DD DUMMY
//SYSOUT DD SYSOUT=x
/*

//

Modifying the example to debug in full-screen mode

The example in “Example: JCL that runs z/OS Debugger in batch mode” on page 131 can be modified
so that the batch program can be debugged in full-screen mode. Change line [} to one of the following
examples:

« To use full-screen mode using a dedicated terminal without Terminal Interface Manager, use the
following statement:

// PARM="'/TEST(, INSPIN, ,MFI%TRMLUGO1:) '
 To use full-screen mode using the Terminal Interface Manager, use the following statement:

// PARM="/TEST(, INSPIN, ,VTAM%USERABCD: )
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Chapter 17. Starting z/0OS Debugger for batch or TSO
programs

This section describes how to start z/OS Debugger to debug programs that run in the following situations:

« Programs that start in Language Environment
- Programs that start outside of Language Environment

Starting a debugging session in full-screen mode using the
Terminal Interface Manager or a dedicated terminal

Note: This section is not applicable to IBM Developer for z/OS (non-Enterprise Edition) or IBM Wazi
Developer for Red Hat CodeReady Workspaces.

You can debug batch programs interactively by using full-screen mode using the Terminal Interface
Manager or full-screen mode using a dedicated terminal without Terminal Interface Manager. Before you
start this debugging session, contact your system administrator to verify that your system was customized
to support this type of debugging session, and for instructions on how to access a terminal that supports
this mode.

You need to decide whether you will use the z/OS Debugger Terminal Interface Manager. The z/0OS
Debugger Terminal Interface Manager enables you to associate a user ID with a specific dedicated
terminal, which removes the need to update your runtime parameter string whenever the dedicated
terminal LU name changes. This is the recommended method for most users.

To start a debugging session in full-screen mode using the Terminal Interface Manager, do the following
steps:

1. Start two terminal emulator sessions in either of the following ways:

- Two separate emulator windows.
- If you use IBM Session Manager, you can select two sessions from the IBM Session Manager menu.

In either case, connect the second emulator session to a terminal that can handle a full-screen mode
using the Terminal Interface Manager and that also starts the Terminal Interface Manager.

2. On the first terminal emulator session, log on to TSO.

3. On the second terminal emulator session, provide your login credentials to the Terminal Interface
Manager and press Enter. The login credentials can be your TSO user ID and password, PassTicket,
password phrase, or MFA token.

Notes:

a. You are not logging on TSO. You are indicating that you want your user ID associated with this
terminal LU.

b. When the number of characters entered into the password field, including blanks, exceeds 8, the
input is passed to the security system as a password phrase.

c. To use PassTickets with Terminal Interface Manager, ensure that the PTKTDATA profile is defined
following the rules for MVS batch jobs by your system programmer.

A panel similar to the following panel is then displayed on the second terminal emulator session:

© Copyright IBM Corp. 1992, 2021 133



z/0S DEBUGGER TERMINAL INTERFACE MANAGER

EQAYOO1I Terminal TRMLUGO1 connected for user USER1
EQAY001I Ready for z/0S Debugger

PF3=EXIT PF10=Edit LE options data set
PF12=LOGOFF

The terminal is now ready to receive a z/OS Debugger full-screen mode using the Terminal Interface
Manager session.

4. Edit the PARM string of your batch job so that you specify the TEST runtime parameter as follows:

TEST(,,,VTAMY%userid:*)

Place a slash (/) before or after the parameter, depending on our programming language. userid is the
TSO user ID that you provided to the Terminal Interface Manager.

5. Submit the batch job.

6. On the second terminal emulator session, a full-screen mode debugging session is displayed. Interact
with it the same way you would with any other full-screen mode debugging session.

7. After you exit z/OS Debugger, the second terminal emulator session displays the panel and messages
you saw in step 3. This indicates that z/OS Debugger can use this session again. (this will happen each
time you exit from z/OS Debugger).

8. If you want to start another debugging session, return to step 5. If you are finished debugging, you can
do one of the following tasks:

« Close the second terminal emulator session.
« Exit the Terminal Interface Manager by choosing one of the following options:

— Press PF12 to display the Terminal Interface Manager logon panel. You can log in with the same
ID or a different user ID.

— Press PF3 to exit the Terminal Interface Manager.

To start a debugging session using a dedicated terminal without the z/OS Debugger Terminal Interface
Manager, do the following steps:

1. Ask your system programmer if you need to specify a VTAM network identifier to communicate with
the terminal LU you will use for display. If so, make a note of the network identifier.

2. Start two terminal emulator sessions. Connect the second emulator session to a terminal that can
handle a full-screen mode debugging session through a dedicated terminal.

3. On the first terminal emulator session, log on to TSO.

4. On the second terminal emulator session, note the LU name of the terminal. If a session manager is
displayed, exit from it.

5. Edit the PARM string of your batch job so that you specify the TEST runtime parameter in one of the
following ways:
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e TEST(,,,MFI%Lluname:*)

e TEST(,,,MFI%network_identifier.luname:*)

Place a slash (/) before or after the parameter, depending on your programming language. luname
is the VTAM LU name of the second terminal emulator. network_identifier is the name of the VTAM
network node that contains luname.

6. Submit the batch job.

7. On the second terminal emulator session, a full-screen mode debugging session is displayed. Interact
with it the same way you would with any other full-screen mode debugging session.

8. After you exit z/OS Debugger, a USSMSG10 or Telnet Solicitor Logon panel is displayed on the second
terminal emulator session.

9. Go back to step 6 if you need to restart the debugging session.

Starting z/0S Debugger for programs that start in Language
Environment

Choose one of the following options to start z/OS Debugger under MVS in TSO:

« You can follow the instructions outlined in this section. The instructions describe how to allocate all the
files you need to start your debug session and how to start your program with the proper parameters.

« Use the z/0OS Debugger Setup Utility (DTSU). DTSU helps you allocate all the files you need to start your
debug session, and can start your program or submit your batch job. For instructions on using DTSU,
refer to Chapter 14, “Starting z/OS Debugger from the IBM z/0S Debugger Utilities,” on page 117.

To start z/OS Debugger under MVS in TSO without using DTSU, do the following steps:

1. Ensure your program has been compiled with the TEST compiler option.
2. Ensure that the z/OS Debugger SEQAMOD library is in the load module search path.SEQAMOD must

be placed before any other library in the load module search path that contains CEEEVDBG for z/OS
Debugger to get control of a debug session.

Note: High-level qualifiers and load library names are specific to your installation. Ask the person
who installed z/OS Debugger the name of the data set. By default, the name of the data set ends in
SEQAMOD. This data set might already be in the linklist or included in your TSO logon procedure, in
which case you don't need to do anything to access it.

3. Allocate all other data sets containing files your program needs.

4. Allocate any z/0OS Debugger files that you want to use. For example, if you want a session log file,
allocate a data set for the session log file. Do not allocate the session log file to a terminal. For
example, do not use ALLOC FI(INSPLOG) DA(*).

5. Start your program with the TEST run-time option, specifying the appropriate suboptions, or include a
call to CEETEST, PLITEST, or __ctest() in the program's source.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks

Chapter 13, “Writing the TEST runtime option string,” on page 107

“Starting a debugging session in full-screen mode using the Terminal Interface Manager or a dedicated
terminal” on page 133

“Recording your debug session in a log file” on page 174

Chapter 15, “Starting z/OS Debugger from a program,” on page 121

Related references
IBM z/0OS Debugger Reference and Messages
z/0S Language Environment Programming Guide
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Example: Allocating z/0OS Debugger load library data set

The following example CLIST fragments show how you might allocate the z/OS Debugger load library data
set (SEQAMOD) if it is not in the linklist or TSO logon procedure:

Example 1:

PROC O TEST
TSOLIB ACTIVATE DA('hlqg.SEQAMOD')
END

Example 2:

PROC O TEST

TSOLIB DEACTIVATE

FREE FILE(SEQAMOD)

ALLOCATE DA('hlqg.SEQAMOD') FILE(SEQAMOD) SHR REUSE
TSOLIB ACTIVATE FILE(SEQAMOD)

END

If you store either example CLIST in MYID.CLIST(DTSETUP), you can run the CLIST by entering the
following command at the TSO READY prompt:

EXEC '"MYID.CLIST(DTSETUP)'

The CLIST runs and the appropriate z/OS Debugger data set is allocated.

Example: Allocating z/0OS Debugger files

The following example illustrate how you can use the command line to allocate the preferences and log
files, then start the COBOL program tstscxrpt with the TEST run-time option:

ALLOCATE FILE(insppref) data set(setup.pref) REUSE
ALLOCATE FILE(insplog) data set(session.log) REUSE
CALL 'USERID1.MYLIB(TSTSCRPT)' '/TEST'

The example illustrates that the default z/OS Debugger run-time suboptions and the default Language
Environment run-time options were assumed.

The following example illustrates how you can use a CLIST to define the preferences file
(debug.preferen) and the log file (debug. log), then start the C program progl with the TEST run-

time option:
ALLOC FI(insplog) DA(debug.log) REUSE
ALLOC FI(insppref) DA(debug.preferen) REUSE

CALL 'MYID.MYQUAL.LOAD(PROG1)' +
' TRAP(ON) TEST(,*,;,insppref).’’

All the data sets must exist before starting this CLIST.

Starting z/0S Debugger for programs that start outside of
Language Environment

To debug an MVS batch or TSO program that has an initial program that does not run under the control
of Language Environment, including non-Language Environment COBOL programs, use the z/OS Debugger
program EQANMDBG to start z/OS Debugger.

If you need to debug a non-Language Environment program where EQANMDBG is used to start z/OS
Debugger, and your program frees SUBPOOL 1 (which z/OS Debugger uses itself by default), you need to
specify a new parm to EQANMDBG.

The parameter is NONLESP(nnn) where nnn is a SUBPOOL number from 2 - 127, that specifies the
SUBPOOL for z/OS Debugger to use for its storage.
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If the initial program does run under the control of Language Environment and subsequent programs

run

outside the control of Language Environment, you can use the methods described in “Starting z/OS

Debugger for programs that start in Language Environment” on page 135 to debug all the programs.

To start z/OS Debugger by using EQANMDBG, do one of the following options:

B

ei

.- B

y using the IBM z/0S Debugger Utilities option 2, z/0S Debugger Setup File to run the programs
ither under TSO or in MVS batch.

y modifying the MVS JCL, TSO CLIST or REXX EXEC that you use to start your program, making the

following changes:

Change the name of the program to be started to EQANMDBG.
Make one of the following updates:

- Change the parameters by adding the name of the program to be debugged and any required z/0S
Debugger run-time parameters. See “Passing parameters to EQANMDBG by using only the PARM
string” on page 138 for instructions.

- Add a EQANMDBG DD statement that provides the name of the program to be debugged and any
required z/OS Debugger run-time parameters. See “Passing parameters to EQANMDBG using only
the EQANMDBG DD statement” on page 138 for instructions.

- Change the parameters by adding the name of the program to be debugged, and add an
EQANMDBG DD statement that provides any required z/OS Debugger run-time parameters. See
“Passing parameters to EQANMDBG using the PARM string and EQANMDBG DD statement” on page
138 for instructions.

- Verify that the z/OS Debugger SEQAMOD and SEQABMOD libraries are in the load module search
path. SEQAMOD must be placed before any other library in the load module search path that
contains CEEEVDBG for z/OS Debugger to get control of a debug session.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
Chapter 14, “Starting z/OS Debugger from the IBM z/0S Debugger Utilities,” on page 117

Passing parameters to EQANMDBG

Wh

en you modify your JCL, CLIST, or REXX EXEC to start EQANMDBG, you pass the following parameters

to EQANMDBG:

. T

he name of the user program to be debugged (required)

« Any of the following run-time options (optional):

COUNTRY to specify a country code for z/OS Debugger
NATLANG to specify the national language used to communicate with z/OS Debugger
NONLESP to specify the SUBPOOL for z/OS Debugger to use for its storage

TEST to specify z/OS Debugger options. For example, you can use suboptions of the TEST run-time

option to specify the data sets that contain z/OS Debugger commands and preferences. You can use
suboptions to specify whether to use a remote debug mode session or a full-screen mode using the
Terminal Interface Manager session.

TRAP to specify whether z/OS Debugger is to intercept abends.

You can specify these parameters in one of following ways:

“
)

Passing parameters to EQANMDBG by using only the PARM string” on page 138

‘
.

‘Passing parameters to EQANMDBG using only the EQANMDBG DD statement” on page 138

“
)

Passing parameters to EQANMDBG using the PARM string and EQANMDBG DD statement” on page 138

Refer to the following topics for more information related to the material discussed in this topic.

Related references
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z/0S Debugger run-time options (IBM z/0S Debugger Reference and Messages)

Passing parameters to EQANMDBG by using only the PARM string

The easiest way to pass parameters to EQANMDBG is to modify the PARM string to contain the name of
the program to be debugged, optionally followed by any of the z/OS Debugger run-time options and the
parameters required by your program.

The syntax for this string is:

»— user_program_name >
E )< ] L | — user_parms —J
, run-time_parm

The following table compares how a sample JCL statement might look like after you modify the PARM
string:

Original sample JCL Modified sample JCL
//STEP1 EXEC PGM=MYPROG,PARM="'ABC,X(12)" //STEP1 EXEC PGM=EQANMDBG,
e // PARM='MYPROG, NATLANG (UEN) /ABC,X(12) "
// .
//

Passing parameters to EQANMDBG using only the EQANMDBG DD statement

If the user parameter string that you are passing to your program is too long to add the necessary z/0OS
Debugger parameters to the PARM string, you can leave the PARM string unchanged and pass all required
parameters to z/OS Debugger by using the EQANMDBG DD statement.

When you add an EQANMDBG DD statement to your JCL or allocate the EQANMDBG file in your TSO
session, it can point to a data set with any RECFM (F, V, or U) and any LRECL. The data set must contain
one or more lines. If it contains more than one line, all trailing blanks are removed from each line.
However, each line is assumed to start in column 1 with any leading blanks considered to be part of the
parameter data. Sequence numbers are not supported in this file.

The following table compares original JCL and modified JCL:

Original JCL Modified JCL

//STEP1 EXEC PGM=MYPROG,PARM='ABC,X(12)" //STEP1 EXEC PGM=EQANMDBG,
A // PARM='ABC,X(12)"

// //EQANMDBG DD *

MYPROG,

TEST(ALL,INSPIN, ,MFI:%),

NATLANG (ENU)

/*

/1l

Passing parameters to EQANMDBG using the PARM string and EQANMDBG DD
statement

With this method you can put the name of the user program to be debugged as part of the PARM string,
and then specify all other z/OS Debugger run-time options by using the EQANMDBG DD statement.

This can be desirable if you need to pass the same run-time parameters to several programs, you have
room in the PARM string to add the name of the program to be debugged, but you do not have room to add
all of the run-time parameters to the PARM string.

When you use this method, you must do the following:
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« Include an EQANMDBG DD statement that includes, at a minimum, an asterisk as the first positional
parameter to indicate that the user-program name is to be taken from the PARM string.

« Modify the PARM string to include the user-program name followed by a slash at the beginning of the

PARM string.

The following table compares original JCL and modified JCL:

Original JCL

Modified JCL

//STEP1 EXEC PGM=MYPROG,PARM="'ABC,X(12)"
/!

//STEP1 EXEC PGM=EQANMDBG,

// PARM='MYPROG/ABC,X(12)"

//EQANMDBG DD *

%, TEST(ALL,INSPIN, ,MFI:%),NATLANG(ENU)
/*

/1l

Example: Modifying JCL that invokes an assembler Db2 program running in a

batch TSO environment

The following example shows a portion of JCL that invokes an assembler Db2 program and the
modifications you make to this portion of the JCL to start z/OS Debugger.

Original sample JCL

Modified sample JCL

//RUN EXEC PGM=IKJEFTO1,DYNAMNBR=20

//SYSTSIN DD =

DSN SYSTEM(Db2_subsystem_id)

RUN PROGRAM(MYPGM) PLAN(MYPGM) -
PARM('program-parameters"')

END

/*

// ... other DD statements as needed ...
// ... for TSO and the application ...

//RUN EXEC PGM=IKJEFTO1,DYNAMNBR=20
//SYSTSIN DD *
DSN SYSTEM(Db2_subsystem_id)
RUN PROGRAM(EQANMDBG) PLAN(MYPGM) -
PARM('program-parameters"')
END
/*
//EQANMDBG DD *
MYPGM,TEST(, , ,VTAM%user-id:)

/*
// ... other DD statements as needed ...
// ... for TSO and the application ...
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Chapter 18. Starting z/0S Debugger under CICS

This topic compares the different methods you can use to start z/OS Debugger and gives instructions on
each method. This topic assumes you have completed the following tasks:

Ensured that all of the required installation and configuration steps for CICS Transaction Server,
Language Environment, and z/OS Debugger have been completed. For more information, refer to the
installation and customization guides for each product.

Completed all the tasks in the following topics:
— Chapter 4, “Planning your debug session,” on page 25
— Chapter 5, “Updating your processes so you can debug programs with z/OS Debugger,” on page 59

— Chapter 10, “Preparing a CICS program,” on page 81

Comparison of methods for starting z/OS Debugger under CICS

There are several different mechanisms available to start z/OS Debugger under CICS. Each mechanism
has a different advantage and are listed below:

DTCN is a full-screen CICS transaction that z/OS Debugger provides. By using DTCN, you can create

a profile that contains a pattern of CICS resource names that identify a task that you want to debug.
You can dynamically change any Language Environment TEST or NOTEST runtime option that your
application was originally link-edited with. You can also use DTCN to dynamically change any other
Language Environment runtime options that are not specific to z/OS Debugger which are defined in your
CICS installation except the STACK option.

DTCN has the following advantages and differences compared to CADP:

— Provides a view to create CICS profiles (DTCN profiles) for remote users. For more information, see
the "Working with the z/OS Debugger Profiles view" topic in IBM Documentation.

— Provides two mechanisms for managing debug profiles:

1. In a Temporary Storage Queue (TSQ) - debug profiles are owned by the terminal that created
them. The debug profiles are deleted if the terminal that created the profile is disconnected or the
CICS region is terminated. Also, a single terminal can have only one debug profile.

2. In a VSAM file - debug profiles are owned by the user ID that created them. The debug profiles
persist through disconnections or CICS region restarts. Also, a single terminal can have multiple
debug profiles that are created by using different users.

— Provides general and field sensitive help.

— Provides a service that deletes ownerless profiles from the DTCN repository. See "Deleting DTCN
profiles with the DTCN LINK service" in the IBM z/0S Debugger Customization Guide.

— Displays both the generated and saved repository runtime strings.
— Provides the following additional CICS resources for identifying a task that you want to debug:

- Eight pairs of Load Module and CU Names (including wildcards)
- IP Name/Address

- Commarea Offset

- Commarea Data

- Container Name

- Container Offset

- Container Data

- URM Debugging
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— Provides a EQAOPTS File field. You can use this field to specify a file that contains a set of z/0S
Debugger EQAOPTS commands for the debug session.

To learn how to set up profiles by using DTCN, see Chapter 10, “Preparing a CICS program,” on page 81.

- CADP is a CICS transaction for you to manage debugging profiles. This transaction is available with CICS
Transaction Server for z/OS Version 2 Release 3.

CADP has the following advantages and differences compared to DTCN:

— With CADP, you can add multiple profiles from the same display device by using a single program
name. There is no limit to the number of supported profiles. You can specify the program names by
using a wildcard.

— CADP provides the same abilities as DTCN for managing debug profiles for Language Environment
applications. CADP can also manage debug profiles for Java applications, Enterprise Java Beans
(EJBs), and CORBA stateless objects.

— CADP profiles are persistent, and are kept in VSAM files. Persistence means that if a CADP profile
is present before a CICS region is restarted, the CADP profile is present after the CICS region is
restarted.

— CADP profiles can be shared across a CICSPLEX.

« Language Environment CEEUOPT module link-edited into your application, containing an appropriate
TEST option, which tells Language Environment to start z/OS Debugger every time the application is
run.

This mechanism can be useful during initial testing of new code when you will want to run z/OS
Debugger frequently.

« A compiler directive within the application, such as #pragma runopts(test) (for Cand C++) or CALL
CEETEST.

These directives can be useful when you need to run multiple debug sessions for a piece of code

that is deep inside a multiple enclave or multiple CU application. The application runs without z/0OS
Debugger until it encounters the directive, at which time z/OS Debugger is started at the precise point
that you specify. With CALL CEETEST, you can even make the invocation of z/OS Debugger conditional,
depending on variables that the application can test.

If your program uses several of these methods, the order of precedence is determined by Language
Environment. For more information about the order of precedence for Language Environment run-time
options, see z/0S Language Environment Programming Guide.

Starting z/0S Debugger under CICS by using DTCN

If a DTCN profile exists, when a CICS program starts, z/OS Debugger analyzes the program's resources
to see if they match a profile. If z/OS Debugger finds a match, z/OS Debugger starts a debugging session
for that program. If multiple profiles exist, z/OS Debugger selects the profile with the greatest number of
resources that match the program. If two programs have an equal number of matching resources, z/0OS
Debugger selects the older profile.

Before you begin, verify that you prepared your CICS program as instructed in Chapter 10, “Preparing a
CICS program,” on page 81.

To start z/OS Debugger under CICS by using DTCN, do the following steps:

1. If you chose screen control mode, start the DTSC transaction on the terminal you specified in the
Display Id field.

2. Run your CICS programs. If z/OS Debugger identifies a task that matches a DTCN profile, z/OS
Debugger starts. If you chose screen control mode, press Enter on the terminal running the DTSC
transaction to connect to z/OS Debugger.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
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“Choosing TEST or NOTEST compiler suboptions for COBOL programs” on page 27

Ending a CICS debugging session that was started by DTCN

After you have finished debugging your program, use DTCN again to turn off your debug profile by pressing
PF6 to delete your debug profile and then pressing PF3 to exit. You do not need to remove EQADCCXT
from the load module; in fact, it's a good idea to leave it there for the next time you want to start z/OS
Debugger.

Example: How z/0S Debugger chooses a CICS program for debugging

For example, consider the following two profiles:

- First, profile A is saved, specifying resource CU PROG1

« Later, profile B is saved, specifying resource User Id USER1
When PROG1 is run by USERZ, profile A is used.

If this situation occurs, an error message is displayed on the system console, suggesting that you should
specify additional resources. In the above example, each profile should specify both a User Id and a CU
resource.

Starting z/0S Debugger for CICS programs by using CADP

Before you begin, verify that you prepared your CICS program as instructed in Chapter 10, “Preparing a
CICS program,” on page 81.

To start z/OS Debugger under CICS by using CADP, do the following steps:

1. If you chose screen control mode, start the DTSC transaction on the terminal you specified in the
Display Id field.

2. Run your CICS programs. If z/OS Debugger identifies a task that matches a CADP profile, z/OS
Debugger starts. If you chose screen control mode, press Enter on the terminal running the DTSC
transaction to connect to z/OS Debugger.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Creating and storing debugging profiles with CADP” on page 92

Related references
CICS Supplied Transactions

Starting z/0S Debugger under CICS by using CEEUOPT

To request that Language Environment start z/OS Debugger every time the application is run, assemble a
CEEUOPT module with an appropriate TEST run-time option. It is a good idea to link-edit the CEEUOPT
module into a library and just add an INCLUDE LibraryDDname (CEEUOPT-MemberName) statement to
the link-edit options when you link your application. Once the application program has been placed in the
load library (and NEWCOPY'd if required), whenever it is run z/OS Debugger will be started.

z/OS Debugger runs in the mode defined in the TEST run-time option you supplied, normally Single
Terminal mode, although you could provide a primary commands file and a log file and not use a terminal
at all.

To start z/OS Debugger, simply run the application. Don't forget to remove the CEEUOPT containing your
TEST run-time option when you have finished debugging your program.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
Chapter 13, “Writing the TEST runtime option string,” on page 107
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Starting z/0S Debugger under CICS by using compiler directives

When compile-directives are processed by your program, z/OS Debugger will be started in single terminal
mode (this method supports only single terminal mode).

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Starting z/OS Debugger with CEETEST” on page 121
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Chapter 19. Starting a debug session

You can start z/OS Debugger by using the Language Environment TEST run-time option in one of the
following ways:

« Using the z/OS Debugger Setup Utility (DTSU). DTSU helps you allocate files and can start your program.
The methods listed below describe how you manually perform the same tasks.

Note: DTSU is not available in IBM Developer for z/OS (non-Enterprise Edition), IBM Wazi Developer for
Red Hat CodeReady Workspaces.

« For TSO programs that start in Language Environment, start your program with the TEST run-time
option as described in “Starting z/OS Debugger for programs that start in Language Environment” on
page 135.

« For MVS batch programs that start in Language Environment, start your Language Environment program
with the TEST runtime option and specify the appropriate suboptions, as described in Chapter 16,
“Starting z/OS Debugger in batch mode,” on page 131.

« For MVS batch programs that do not start in Language Environment, start the non-Language
Environment z/OS Debugger (EQANMDBG), and pass your program name and the TEST runtime option.
Specify the appropriate suboptions, as described in “Starting z/OS Debugger for programs that start
outside of Language Environment” on page 136.

« For CICS, make sure z/OS Debugger is installed in your CICS region. Enter DTCN or CADP (in CICS
Transaction Server for z/OS Version 2 Release 3 and later) to start the z/OS Debugger control
transaction. Enter the name of the transaction and program that you want to debug and any other
criteria, such as terminal id or user id. If you are using DTCN, press PF4 to save the default debugging
profile, then press PF3 to exit the DTCN transaction. You are now setup to start your transaction and
begin a debugging session.

If you are using CADP to manage your debugging profiles, make sure that the DEBUGTOOL system
initialization parameter is set to YES.

« For CICS transactions that run non-Language Environment assembler programs or non-Language
Environment COBOL programs, verify with your system administrator that the z/OS Debugger CICS
global user exits are installed and active. If exits are active and the non-Language Environment
assembler or non-Language Environment COBOL programs are defined in a DTCN or CADP debugging
profile, z/OS Debugger will debug the non-Language Environment assembler or non-Language
Environment COBOL programs. These programs must be the first program to run at a CICS Link Level
(for example, at the start of a task or through a CICS LINK or XCTL request).

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks

Chapter 14, “Starting z/OS Debugger from the IBM z/0S Debugger Utilities,” on page 117
“Choosing TEST or DEBUG compiler suboptions for C programs” on page 39

“Choosing TEST or DEBUG compiler suboptions for C++ programs” on page 44
“Choosing TEST or NOTEST compiler suboptions for COBOL programs” on page 27
“Choosing TEST or NOTEST compiler suboptions for PL/I programs” on page 34

“Ending a full-screen debug session” on page 197

“Entering commands on the session panel” on page 160

“Passing parameters to EQANMDBG” on page 137

Related references
“z/0S Debugger session panel” on page 151
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Chapter 20. Starting z/OS Debugger in other
environments

You can start z/OS Debugger to debug batch programs from Db2 stored procedures.

Starting z/0S Debugger from Db2 stored procedures

Before you run the stored procedure, verify that you have completed all the instructions in Chapter 9,
“Preparing a Db2 stored procedures program,” on page 79.

To verify that the stored procedure has started, enter the following Db2 Display command, where xxxx is
the name of the stored procedure:

Display Procedure (xxxx)
If the stored procedure is not started, enter the following Db2 command:

Start procedure (xxxx)

If z/OS Debugger or the remote debugger do not start when the stored procedure calls them, verify that
you have correctly specified connection information (for example, the TCP/IP address and port number) in
the Language Environment EQAD3CXT exit routine or the Db2 catalog.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
Chapter 4, “Planning your debug session,” on page 25
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Part 4. Debugging your programs in full-screen mode

Note: This part is not applicable to IBM Developer for z/OS (non-Enterprise Edition), IBM Wazi Developer
for Red Hat CodeReady Workspaces.
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Chapter 21. Using full-screen mode: overview

Note: This chapter is not applicable to IBM Developer for z/OS (non-Enterprise Edition) or IBM Wazi
Developer for Red Hat CodeReady Workspaces.

The topics below describe the z/OS Debugger full-screen interface, and how to use this interface to
perform common debugging tasks.

Debugging your programs in full-screen mode is the easiest way to learn how to use z/OS Debugger, even
if you plan to use batch or line modes later.

The following list describes the maximum screen size supported by z/OS Debugger for a particular type of
terminal:

« Infull screen mode, you can use any screen size supported by ISPF.

« In full-screen mode using the Terminal Interface Manager or a CICS terminal, you can use a maximum
screen size (number of rows times number of columns) of 10922. If the number of rows times the
number of columns is not less than 10923, z/OS Debugger displays a WTO error message and abends.

Note: The PF key definitions used in these topics are the default settings.
Refer to the following topics for more information related to the material discussed in this topic.

Related tasks

Chapter 19, “Starting a debug session,” on page 145

“Ending a full-screen debug session” on page 197

“Entering commands on the session panel” on page 160

“Navigating through z/OS Debugger windows” on page 166

“Recording your debug session in a log file” on page 174

“Setting breakpoints to halt your program at a line” on page 176

“Setting breakpoints in a load module that is not loaded or in a program that is not active” on page 176
“Stepping through or running your program” on page 177

“Displaying and monitoring the value of a variable” on page 184

“Displaying error numbers for messages in the Log window” on page 195
“Displaying a list of compile units known to z/OS Debugger” on page 196
“Requesting an attention interrupt during interactive sessions” on page 196
Chapter 25, “Debugging a C program in full-screen mode,” on page 223
Chapter 26, “Debugging a C++ program in full-screen mode,” on page 233
Chapter 22, “Debugging a COBOL program in full-screen mode,” on page 199
Chapter 24, “Debugging a PL/I program in full-screen mode,” on page 215

z/0S Debugger session panel

The z/OS Debugger session panel contains a header with information about the program you are
debugging, a command line, and up to three physical windows. A physical window is the space on the
screen dedicated to the display of a specific type of debugging information. The debugging information is
organized into the following types, called logical windows:

Monitor window
Variables and their values, which you can display by entering the SET AUTOMONITOR ON and
MONITOR commands.

Source window
The source or listing file, which z/OS Debugger finds or you can specify where to find it.

Log window
The record of your interactions with z/OS Debugger and the results of those interactions.
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Memory window
Section of memory, which you can select by entering the MEMORY command.

Each physical window can be assigned only one logical window. The physical window assumes the name
of the logical window, so when you enter commands that affect the physical window (for example, the
WINDOW SIZE command), you identify the physical window by providing the name of its assigned logical
window. Physical windows can be closed (not displayed), but at least one physical window must remain
open at any time.

The z/OS Debugger session panel below shows the default layout which contains three physical windows:
one for the Monitor window [}, a second for the Source window [, and the third for the Log window E}.

COBOL LOCATION: DTAMO1 :> 109.1

Command ===> Scroll ===> PAGE

MONITOR -+----1----4----2----4-==--3----4----f----4----5----4----6- LINE: 1 OF 7

""""""""""""""" TOP OF MONITOR ks skskokoksksk sk sk hok ok s s ek ok ok ok o o skok ok ok ok e o koke
B e e By e e T Y,

0001 1 NUM1 0000000005
0002 2 NUM4 191414141°
0003 3 WK-LONG-FIELD-2 1123456790 223456790 323456790 423456790 5234
0004 56790 623456790 723456790 8234567890 9234567
0005 90 023456790 123456790 223456790 323456790 4
0006 23456790 5234567890 623456790 723456790 8234
SOURCE: DTAMOL ---1----4==--2cc-4o=-3ecuugou--bo--4----5--- LINE: 107 OF 196
107 *  SINGLE DATAITEM IN A STRUCTURE
108 SRS RS S R S R B R B S S S SR SRS .
109 ADD 1 TO AA-NUM1
110 .
111 frocoscooocoocosaonocooaonacooaooao0oco0ao0aEo0o00000c00a0000s .
112 %  SINGLE DATAITEM IN A STRUCTURE - QUALIFIED .
LOG @--=-t--=-L-=-t-==-D-cm-t=--3ocmotoo--Bom-mt-=--b----t---- LINE: 40 OF 43

0040 MONITOR

0041  LIST NUM4 ;

0042 MONITOR
0043 LIST WK-LONG-FIELD-2 ;

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Customizing the layout of physical windows on the session panel” on page 254

Related references

“Session panel header” on page 152
“Monitor window” on page 154
“Source window” on page 154

“Log window” on page 155
“Memory window” on page 156

Session panel header

The first few lines of the z/OS Debugger session panel contain a command line and header fields that
display information about the program that you are debugging.

Below is an example header for a C program.

c LOCATION: MYID.SOURCE(TSTPGM1):>248
Command ===> SCROLL ===> PAGE
[ 5 |

Below is an example header for a COBOL program.

COoBOL LOCATION: XYZPROG: :>SUBR:>118
Command ===> SCROLL ===> PAGE

The header fields are described below.
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Assemble, C, COBOL, LX COBOL, Disassem, or PL/I
The name of the current programming language. This language is not necessarily the programming
language of the code in the Source window. The language that is displayed in this field determines the
syntax rules that you must follow for entering commands.

Note:

1. z/OS Debugger does not differentiate between C and C++ programs. If there is a C++ program in
the Source window, only C is displayed in this field.

2. LX COBOL is used to indicate LangX COBOL.

A LOCATION
The program unit name and statement where execution is suspended, usually in the form compile
unit:>nnnnnn.

In the C example above, execution in MYID.SOURCE (TSTPGM1) is suspended at line 248.

In the COBOL example above, execution in XYZPROG is suspended at XYZPROG: : >SUBR:>118, or
line 118 of subroutine SUBR.

If you are replaying recorded statements, the word "LOCATION" is replaced by PBK<LOC or PBK>LOC.
The < and > symbols indicate whether the recorded statements are being replayed in the backward
(<) or forward (>) direction.

If you are using the Enterprise PL/I compiler or the C/C++ compiler, the compile unit name is the
entire data set name of the source. If the setting for LONGCUNAME is ON (the default) to display the
CU name in long form, the name might be truncated. If your PL/I program was compiled with the
following compiler and running in the following environment, the package statement or the name of
the main procedure is displayed.

« Enterprise PL/I for z/0S, Version 3.5, compiler with the PTFs for APARs PK35230 and PK35489
applied, or Enterprise PL/I for z/OS, Version 3.6 or later

 Language Environment, Version 1.6 through 1.8 with the PTF for APAR PK33738 applied, or later

E] COMMAND
The input area for the next z/OS Debugger command. You can enter any valid z/OS Debugger
command here.

] SCROLL
The number of lines or columns that you want to scroll when you enter a SCROLL command without

an amount specified. To hide this field, enter the SET SCROLL DISPLAY OFF command. To modify
the scroll amount, use the SET DEFAULT SCROLL command.

The value in this field is the operand applied to the SCROLL UP, SCROLL DOWN, SCROLL LEFT, and
SCROLL RIGHT scrolling commands. Table 24 on page 153 lists all the scrolling commands.

Table 24. Scrolling commands

Command Description

n Scroll by n number of lines.

HALF Scroll by half a page.

PAGE Scroll by a full page.

TOP Scroll to the top of the data.

BOTTOM Scroll to the bottom of the data.

MAX Scroll to the limit of the data.

LEFT x Scroll to the left by x number of characters.
RIGHT «x Scroll to the right by x number of characters.
CURSOR Position of the cursor.
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Table 24. Scrolling commands (continued)

Command Description

TO x Scroll to line x, where x is an integer.

] Message areas
Information and error messages are displayed in the space immediately below the command line.

Source window

EEMSOURCE: MULTCU ---1--=-#=-==2=-cat==cc3eccatmnncdeanat-=--5----+ LINE: 70 OF 85

70 PROCEDURE DIVISION. 5

71 *kkkkkkhkkhkkhkkhkkhkkhkkhkhkkhkkhkhhkhkkhhkhkkhkhhkkhkkhhhkkhhhkhkkhhhkkhkhhkhkkhhhkkhkhhhkkhhhkkhkkhkhkhkkhhhkkkk |

72 * THIS IS THE MAIN PROGRAM AREA. This program only displays

73 * text. R .

74 *hkkkkkkhkkhkkhkkhkkkhkkhhkkhkkhkhhkkhkhhkhkkhkhhkkhkkhhhkkhhhkhkkhhhkkhkhhkhkkhkhhkkhkhhhkkhhhkkhkkhhhkkhhhkkk |
75 DISPLAY "MULTCU COBOL SOURCE STARTED." UPON CONSOLE.

76 MOVE 25 TO PROGRAM-USHORT-BIN. .

77 MOVE -25 TO PROGRAM-SSHORT-BIN. N 4 |

78 PERFORM TEST-900.

79 PERFORM TEST-1000.

80 DISPLAY "MULTCU COBOL SOURCE ENDED." UPON CONSOLE.

The Source window displays the source file or listing. The Source window has four parts, described below.

Header area
Identifies the window, shows the compile unit name, and shows the current position in the source or
listing.

A Prefix area
Occupies the left-most eight columns of the Source window. Contains statement numbers or line
numbers you can use when referring to the statements in your program. You can use the prefix area
to set, display, and remove breakpoints with the prefix commands AT, CLEAR, ENABLE, DISABLE,
QUERY, and SHOW.

Kl Source display area
Shows the source code (for a C and C++ program), the source listing (for a COBOL, LangX COBOL,
or PL/I program), a pseudo assembler listing (for an assembler program), or the disassembly view
(for programs without debug information) for the currently qualified program unit. If the current
executable statement is in the source display area, it is highlighted.

I Suffix area
A narrow, variable-width column at the right of the screen that z/OS Debugger uses to display
frequency counts. It is only as wide as the largest count it must display.

The suffix area is optional. To show the suffix area, enter SET SUFFIX ON. To hide the suffix area,
enter SET SUFFIX OFF. You can also set it on or off with the Source Listing Suffix field in the Profile
Settings panel.

The labeled header line for each window contains a scale and a line counter. If you scroll a window
horizontally, the scale also scrolls to indicate the columns displayed in the window. The line counter
indicates the line number at the top of a window and the total number of lines in that window. If you scroll
a window vertically, the line counter reflects the top line number currently displayed in that window.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Entering prefix commands on specific lines or statements” on page 163
“Customizing profile settings” on page 256

Monitor window

The Monitor window displays the names and values of variables selected by the SET AUTOMONITOR or
MONITOR commands.
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The following diagram shows the default Monitor window and highlights the parts of the Monitor window:

COBOL LOCATION: DTAMO1 :> 109.1

Command ===> Scroll ===> PAGE

MONITOR -+----1----4----2----4-==--3----4----f----4----5----4----6- LINE: 1 OF 7

"""""""""""""""""" TOP OF MONITOR shkskskokokok s sk hok s o ok kok ok o ook ok okeok ok o oo
----- 4----1----t----2----+-|--3----+----4--

0001 1 NUM1 0000000005

0002 2 NUM4 191414141°

0003 3 WK-LONG-FIELD-2 1123456790 223456790 323456790 423456790 5234
0004 56790 623456790 723456790 8234567890 9234567
0005 90 023456790 123456790 223456790 323456790 4
0006 23456790 5234567890 623456790 723456790 8234
0007 4 HEX-NUM1 X'ABCD 1234'

Monitor value scale, which provides a reference to help you measure the column position in the
Monitor value area.

Monitor value area, where z/OS Debugger displays the values of the variables. z/OS Debugger extends
the display to the right up to the full width of the displayable area of the Monitor window.

Monitor name area, where z/OS Debugger displays the names of the variables.

Monitor reference number area, where z/OS Debugger displays the reference number it assigned to a
variable.

When you enter the MONITOR LIST, MONITOR QUERY, MONITOR DESCRIBE, and SET AUTOMONITOR
commands, z/OS Debugger displays the output in the Monitor window. If this window is not open, z/OS
Debugger opens it when you enter a MONITOR or SET AUTOMONITOR command.

By default, the Monitor window displays a maximum of 1000 lines. You can change this maximum by
using the SET MONITOR LIMIT command. However, monitoring large amounts of data can use large
amounts of storage, which might create problems. Verify that there is enough storage available to monitor
large data items or data items that contain a large number of elements. To find out the current maximum,
enter the QUERY MONITOR LIMIT command.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks

“Adding variables to the Monitor window” on page 186

“Replacing a variable in the Monitor window with another variable” on page 187
“Adding variables to the Monitor window automatically” on page 188

“Scrolling through the physical windows” on page 167

Related references
"SET MONITOR command" in IBM z/0S Debugger Reference and Messages
"QUERY command" in IBM z/0S Debugger Reference and Messages

Log window

LEE @ momirmm e e m s ame e o2 e m = =B e e e e e S o et — o LLUES 6 @F 4l
0007 MONITOR

0008  LIST PROGRAM-USHORT-BIN ;

0009 MONITOR

0010  LIST PROGRAM-SSHORT-BIN ;

0011 AT 75 ;

0012 AT 77 ;

0013 AT 79 ;

0014 GO ;

The Log window records and displays your interactions with z/OS Debugger.
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At the beginning of a debug session, if you have specified any of the following files, the Log window
displays messages indicating the beginning and end of any commands issued from these files:

- global preferences file
- preferences file
- commands file

If a global preferences file exists, the data set name of the global preferences file is displayed.
The following commands are not recorded in the Log window.

PANEL

FIND

CURSOR

RETRIEVE

SCROLL

WINDOW

IMMEDIATE

QUERY prefix command
SHOW prefix command

If SET INTERCEPT ONis in effect for a file, that file's output also appears in the Log window.
You can optionally exclude STEP and GO commands from the log by specifying SET ECHO OFF.

Commands that can be used with IMMEDIATE, such as the SCROLL and WINDOW commands, are excluded
from the Log window.

By default, the Log window keeps 1000 lines for display. The default value can be changed by one of the
following methods:

« The system administrator changes it through a global preferences file.
 You can change it through a preferences file.

 You can change it by entering SET LOG KEEP n, where n is the number of lines you want kept for
display

The maximum number of lines is determined by the amount of storage available.

The labeled header line for each window contains a scale and a line counter. If you scroll a window
horizontally, the scale also scrolls to indicate the columns displayed in the window. The line counter
indicates the line number at the top of a window and the total number of lines in that window. If you scroll
a window vertically, the line counter reflects the top line number currently displayed in that window.

Memory window

The Memory window displays the contents of memory. The following figure highlights the parts of the
Memory window.

MEMORY---1----4--==2----4=---3----d--ccl---pom--Bmm e e cpmmmmpm = =T oo -
History: 24702630 2505A000
Base address: 265B1018 Amode: 31
+00000 265B1018 11C3D6C2 D6D34040 4011D3D6 C3C1E3C9
+00010 265B1028 D6D57A12 D7D9D6C7 F1407A6E 40OFAF44B

.COBOL .LOCA
ON:.PROG1 :> 4

TI
4

| |

| |
+00020 265B1038  F1404040 40404040 40404040 40404040 | 1 |
+00030 265B1048 40404040 40404040 40404040 40404040 | [ 6 | |
+00040 265B1058 40404040 40404040 40404040 40404040 | |
+00050 265B1068  11C39694 94819584 117E7E7E 6E009389 | .Command.===>.11i |
+00060 265B1078  A2A340A2 A3969981 87854DA2 A399F16B | st storage(strl, |
+00070 265B1088  F3F25D40 40404040 40404040 40404040 | 32) |
Header area

The header area identifies the window and contains a scale.
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HiInformation area
The information area displays a memory history of up to 8 base addresses. The information area also
displays the address mode and up to 8 unique base addresses.

The following sections are collectively known as the memory dump area.
] Offset column
The offset column displays the offset from the base address of the line of data in memory.

] Address column
The address column displays the low-order 32 bits of the starting address of the line of data in
memory.

E Hexadecimal data column
The hexadecimal data area displays data in hexadecimal format. Each line displays 16 bytes of
memory in four 4 byte groups.

[A Character data column
The character data area displays data in character format. Each line displays 16 bytes of memory.

The maximum number of lines that the Memory window can display is limited to the size of the window.
You can use the SCROLL DOWN and SCROLL UP commands to display additional memory.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Navigating through the Memory window using the history area” on page 172

Command pop-up window

z/0OS Debugger displays the Command pop-up window as a pop-up window over the Source, Log, and
Monitor windows so that you to can more easily enter long or multiline commands. z/OS Debugger
displays the Command pop-up window when any of the following situations occur:

You enter the POPUP command

« You enter an incomplete command on the command line
 You enter a continuation character on the command line
 You type over long text in the Source or Log window

You can control the size of the window by doing any of the following actions:

« When you enter the POPUP command, specify the number of lines you want for that particular instance
of a Command pop-up window

« If you want the Command pop-up window to display the same number of lines every time you enter the
POPUP command, specify the number of lines you want with the SET POPUP command

« Resize the window by moving the cursor below the last line in the Command pop-up window and then
press Enter

After you finish entering commands, press Enter to run the commands and close the window.

List pop-up window

When the Log window is not visible, z/OS Debugger displays the results of a LIST expression
command in the List pop-up window and writes the results to the log. If the expression evaluation fails,
z/0S Debugger displays the List pop-up window with the error message. While the List pop-up window

is open, you can not alter the value of a variable. You can scroll up and down in the List pop-up window
by entering the SCROLL UP and SCROLL DOWN commands in the Command line or using the appropriate
PF key. The maximum lines of data for the List pop-up window can not exceed 1000 lines. If the result

of the expression evaluation exceeds 1000 lines, z/OS Debugger displays a warning message below the
Command line. To close the List pop-up window, do either of the following:

« Press Enter.
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« Enter any command except SCROLL UP or SCROLL DOWN in the Command line. z/OS Debugger closes
the window and runs the command.

Creating a preferences file

If you have a preference as to the appearance or behavior of z/OS Debugger, you can set these options in
a preferences file. You can modify the layout of the windows of the session panel, set PF keys to specific
actions, or change the colors use in the session panel. “Saving customized settings in a preferences file”
on page 258 describes what you can specify in a preferences file and how to make z/0S Debugger use
your preferences file.

If your site has preferences for all users to use, the system administrator can set these preferences in a
global preferences file. When z/OS Debugger starts, it does the following steps:

1. Checks for a global preferences file specified through the EQAOPTS GPFDSN command and runs any
commands specified in that file.

2. If you specify a preferences file, z/OS Debugger looks for that preferences file and runs any commands
in that preferences file. A preferences file can be specified through one of the following methods:

« directly; for example, through the TEST runtime option
« through the EQAOPTS PREFERENCESDSN command

3. If you specify a commands file, z/OS Debugger looks for that commands file and runs any commands
in that commands file. A commands file can be specified through one of the following methods:

« Directly, for example, through the TEST runtime option.

« Through the EQAOPTS COMMANDSDSN command. If that file has a member in it that matches
the name of the initial load module in the first enclave, z/OS Debugger reads that member as a
commands file.

Because of the order in which z/OS Debugger processes these files, any settings that you specify in your
preferences and commands files can override settings in the global preferences file. To learn how to
specify EQAOPTS commands, see the topic "EQAOPTS commands" in the IBM z/0S Debugger Reference
and Messages or IBM z/0S Debugger Customization Guide. To learn about what format to use for the global
preferences file, preferences file, and commands file, see Appendix A, “Data sets used by z/OS Debugger,”

on page 403.

Displaying the source

z/OS Debugger displays your source in the Source Window using a source, listing, or separate debug file,
depending on how you prepared your program.

When you start z/OS Debugger, if your source is not displayed, see “Changing which file appears in the
Source window” on page 159 for instructions on how find and display the source.

If there is no debug data, you can display the disassembled code by entering the SET DISASSEMBLY
command.

If your programs contain Db2 or CICS code, you might need to use a different file. See Chapter 8,
“Preparing a Db2 program,” on page 75 or Chapter 10, “Preparing a CICS program,” on page 81 for more
information.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks

“Choosing TEST or NOTEST compiler suboptions for COBOL programs” on page 27
Chapter 6, “Preparing a LangX COBOL program,” on page 67

“Choosing TEST or NOTEST compiler suboptions for PL/I programs” on page 34
“Choosing TEST or DEBUG compiler suboptions for C programs” on page 39
“Choosing TEST or DEBUG compiler suboptions for C++ programs” on page 44
Chapter 7, “Preparing an assembler program,” on page 71
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Chapter 8, “Preparing a Db2 program,” on page 75

Chapter 9, “Preparing a Db2 stored procedures program,” on page 79
Chapter 10, “Preparing a CICS program,” on page 81

Chapter 11, “Preparing an IMS program,” on page 95

Related references
Appendix B, “How does z/OS Debugger locate source, listing, or separate debug files?” on page 409
IBM z/0S Debugger Reference and Messages

Changing which file appears in the Source window

This topic describes several different ways of changing which file appears in the Source window. This
topic assumes you already know the name of the source, listing, or separate debug file that you want
to display. If you don't know the name of the file, see “Displaying a list of compile units known to z/OS
Debugger” on page 196 for suggestions on how to find the name of a file.

Before you change the file that appears in the Source window, make sure you understand how z/0S
Debugger locates source, listing, and separate debug files by reading Appendix B, “How does z/0S
Debugger locate source, listing, or separate debug files?” on page 409.

To change which file appears in the Source window, choose one of the following options:

Type over the name after SOURCE :, which is in the Header area of the Source window, with the desired
name. The new name must be the name of a compile unit that is known to z/OS Debugger.

Use the Source Identification panel to direct z/OS Debugger to the new files:
1. With the cursor on the command line, press PF4 (LIST).
In the Source Identification panel, you can associate the source, listing, or separate debug file that
show in the Source window with their compile unit.
2. Type over the Listing/Source File field with the new name.
Use the SET SOURCE command. With the cursor on the command line, type SET SOURCE ON
(cuname) new_file_name, where new_file_name is the new source file. Press Enter.

If you need to do this repeatedly, you can use the SET SOURCE ON commands generated in the Log
window. You can save these commands in a file and reissue them with the USE command for future
invocations of z/OS Debugger.

Enter the PANEL PROFILE command, which displays the Profile Settings panel. Enter the new file
name in the Default Listing PDS name field.

Use the SET DEFAULT LISTINGS command. With the cursor on the command line, type SET
DEFAULT LISTINGS new_file_name, where new_file_name is the renamed listing or separate debug
file. Press Enter.

To point z/OS Debugger to several renamed files, you can use the SET DEFAULT LISTINGS command
and specify the renamed files, separated by commas and enclosed in parenthesis. For example,

to point z/OS Debugger to the files SVTRSAMP . TS99992 . MYPROG, PGRSAMP . LLTEST . PROGA, and
RRSAMP .CRTEST . PROGR, enter the following command:

SET DEFAULT LISTINGS (SVTRSAMP.TS99992.MYPROG, PGRSAMP.LLTEST.PROGA,
RRSAMP.CRTEST.PROGR) ;

Use the EQADEBUG DD statement to define the location of the files.
Code the EQAUEDAT user exit with the location of the files.

For C and C++ programs compiled with the FORMAT (DWARF) and FILE suboptions of the DEBUG compiler
option, the information in this topic describes how to specify the location of the source file. If you or your
site specified YES for the EQAOPTS MDBG command (which requires z/OS Debugger to search for the .dbg
and the source file in a.mdbg file)8, you cannot specify another location for the source file.
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Entering commands on the session panel

You can enter a command or modify what is on the session panel in several areas, as shown in Figure 1 on
page 160 and Figure 2 on page 161.

© LOCATION: MYID.SOURCE(ICFSSCU1) :> 89

Command ===> Scroll ===> PAGE

MONITOR --+----1----+----2----4----3----4----4----4----5----+----6 LINE: 1 OF 2

*kkkkkkkhhkhkkhhkkhhkxkhkrxkkrkkkrkkkixx TOP OF MONITOR *kkkhhkhhkhhkrkhhkrkhhrkhhhhhhhhhrhrxk
cocefhocccileccedocccdoccodecccfeocaococllosss

0001 1 VARBL1 10

0002 2 VARBL2 20

Kk kkkkkkkkkkkkkkkkkkkkkkxkkkkkkx BOTTOM OF MONITOR *kkkkkkkkhkkkkkkkhkhkkkkkkhkkkkkkx

SOURCE: ICFSSCU1l -JEN--+----2----+----3----4----4----+----5----+ |INE: 81 OF 96

81 main()
82 $
83 int VARBL1 = 10;
84 int VARBL2 = 20;
85 int R = 1;
86
87 printf("--- IBFSSCC1 : BEGIN\n");
88 do %
89 VARBL1++;
920 printf ("INSIDE PERFORM\n");
91 VARBL2 = VARBL2 - 2;
92 R++; .
LOG HW--+----1----+----2----4----3----4----4----+----5----4+----6 LINE: 7 OF 15
0007 STEP ;
0008 AT 87 ;
0009 MONITOR
0010 LIST VARBL1 ;
0011 MONITOR
0012 LIST VARBL2 ;
0013 GO ;
0014 STEP ;
0015 STEP ;

Figure 1. z/OS Debugger session panel displaying the Log window.

8 In situations where you can specify environment variables, you can set the environment variable
EQA_USE_MDBG to YES or NO, which overrides any setting (including the default setting) of the EQAOPTS
MDBG command.
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COBOL LOCATION: PROG1 :> 44

Command ===> Scroll ===> CSR
MONITOR -+--=-L1----F=--=2c---4-=--3--ctomz-bomootom-=bouot-=--6- LINE: 1 OF 2
------------------------------- TOP OF MONITOR othokkbohokkkbokokkkokokskokokokokkokokkokkok

0001 1 STR1 'ONE '
0002 2 STR3 ' THREE '
------------------------------ BOTTOM OF MONITOR sokkskkokokkkkkkokkkkkdkk koo ke
SOURCE: PROGL -JEN-1----+----2----#--=-3----4----4----4----5----4 LINE: 43 OF 53

43 MOVE "ONE" TO STR1. MOVE "TWO" TO STR2. MOVE "THREE" TO S

44 MOVE "FOUR" TO STR4. MOVE "FIVE" TO STR5.

45 PERFORM UNTIL R = 9 o
46 MOVE "TOP" TO STR1 MOVE "BEG" TO STR2 MOVE "UP" TO STR3 .

47 ADD 1 TO VARBL1

48 SUBTRACT 2 FROM VARBL2

49 ADD 1 TO R .

50 MOVE "BOT" TO STR1 MOVE "END" TO STR2 MOVE "DOW" TO STR .

51 END-PERFORM. o

52 MOVE "DONE" TO STR1. MOVE "END" TO STR2. MOVE "FIN" TO ST .

53 STOP RUN.

*hkkkkkkkkkkkkkkkkkkkkkkkkkkxxx BOTTOM OF SOURCE *******************************
MEMORIFM-+----2----+----3----4----4----+----5----p----p----t----TF----4----8----+

History: 329D47DA 329D65CC 329D88AB 329D8000O
329D90E8 Ea

Base address: 329D90E8 Amode: 31

+00000 329D9GES D6D5C540 40000000 E3E6D640 40000000 | ONE ...TWO ... |

+00010 329D90F8 E3C8D9C5 C5000000 OOOOOOOO OOOOOOOO | THREE...........

+00020 329D9108 (0OOOOOOO OCOOOOEEO OOOEOEOOO CEOOOOOO | cocoonoc00008060C
+00030 329D9118 00OOCOOOO OOOOOOEO OOOOOOEO OO [ e
+00040 329D9128 (00000000 OOOOOEOO OOOEOOOO OEOOOOOO [ e
+00050 329D9138  (0OOO0OOO OCOOOOEEO OOOEOEOOO OEOOOOOO | cocoonoc00008060C
+00060 329D9148 00000000 OOOOOOOO OOOOOOEO OOOOOOOO [ e
+00070 329D9158 (00000000 OOOOOEOO OOOEOOOO OEOOOOOO [

PF 1:Z00M MEM  2:STEP 3:QUIT 4:SWAP 5:MEMORY 6:BREAK

PF 7:UP 8:DOWN 9:G0 10:Z00M SRC 11:Z00M LOG 12:RETRIEVE

Figure 2. z/0OS Debugger session panel displaying the Memory window.

Note: Figure 2 on page 161 shows PF keys that were redefined. If you want to redefine your PF keys, see
“Defining PF keys” on page 253.

Command line
You can enter any valid z/OS Debugger command on the command line.

H Scroll area
You can redefine the default amount you want to scroll by typing the desired value over the value
currently displayed.

EJ Compile unit name area
You can change the qualification by typing the desired qualification over the value currently displayed.
For example, to change the current qualification from ICFSSCU1, as shown in the Source window
header, to ICFSSCU2, type ICFSSCU2 over ICFSSCU1 and press Enter.

] Prefix area
You can enter only z/OS Debugger prefix commands in the prefix area, located in the left margin of the
Source window.

K Source window
You can modify any lines in the Source window and place them on the command line.

@ Window id area
You can change your window configuration by typing the name of the window you want to display over
the name of the window that is currently being displayed.

Log window
You can modify any lines in the log and have z/OS Debugger place them on the command line.

k3 Memory window
You can modify memory or specify a new memory base address. This window is not displayed
by default. You must enter the WINDOW SWAP MEMORY LOG command, WINDOW OPEN MEMORY
command, or WINDOW ZOOM MEMORY command to display this window.

Refer to the following topics for more information related to the material discussed in this topic.
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Related tasks

“Using the session panel command line” on page 162

“Issuing system commands” on page 162

“Entering prefix commands on specific lines or statements” on page 163
“Entering multiple commands in the Memory window” on page 164

“Using commands that are sensitive to the cursor position” on page 164

“Using Program Function (PF) keys to enter commands” on page 164
“Retrieving previous commands” on page 165

“Composing commands from lines in the Log and Source windows” on page 166

Related references
“Order in which z/OS Debugger accepts commands from the session panel” on page 162
“Initial PF key settings” on page 165

Order in which z/0S Debugger accepts commands from the session panel

If you enter commands in more than one valid input area on the session panel and press Enter, the input
areas are processed in the following order of precedence.

1. Prefix area

. Command line

. Compile unit name area
. Scroll area

. Window id area

. Source/Log window

N o oA WODN

. Memory window

Using the session panel command line

You can enter any z/OS Debugger command in the command field. You can also enter any TSO command
by prefixing them with SYSTEM or TSO. Commands can be up to 48 SBCS characters or 23 DBCS
characters in length.

If you need to enter a lengthy command, z/OS Debugger provides a command continuation character, the
SBCS hyphen (-). When the current programming language is C and C++, you can also use the backslash
(\) as a continuation character. You can continue requesting additional command lines by entering the
continuation characters until you complete your command.

z/0OS Debugger also provides automatic continuation if your command is not complete; for example, if you
enter a left brace ({) without the matching right brace (}). If you need to continue your command, z/0S
Debugger displays the Command pop-up window. You type in the rest of your command and any other
commands. Press Enter to run the commands and close the Command pop-up window.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
Chapter 29, “Entering z/OS Debugger commands,” on page 263

Issuing system commands

During your z/OS Debugger session, you can still access your base operating system using the SYSTEM
command. The string following the SYSTEM command is passed on to your operating system. You can
communicate with TSO in a TSO environment. For example, if you want to see a TSO catalog listing while
in a debugging session, enter SYSTEM LISTC;.

When you are entering system commands, you must comply with the following:
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« A command is required after the SYSTEM keyword. Do not enter any required parameters. z/0OS
Debugger prompts you.

- If you are debugging in batch and need system services, you can include commands and their requisite
parameters in a CLIST and substitute the CLIST name in place of the command.

« If you want to enter several TSO commands, you can include them in a USE file, a procedure, or other
commands list. Or you can enter:

SYSTEM ISPF;

This starts ISPF and displays an ISPF panel on your host emulator screen that you can use to issue
commands.

For CICS only: The SYSTEM command is not supported.

TS0 is a synonym for the SYSTEM command. Truncation of the TSO command is not allowed.

Entering prefix commands on specific lines or statements

You can type certain commands, known as prefix commands, in the prefix area of specific lines in the
Source or Monitor window so that those commands affect only those lines. For example, you can type the
AT command in the prefix area of line 8 in the Source window, press Enter, then z/OS Debugger sets a
statement breakpoint only on line 8.

The following prefix commands can be entered in the prefix area of the Source window:
« AT

- CLEAR

DISABLE

ENABLE

L

M

« QUERY

« RUNTO

« SHOW

The following prefix commands can be entered in the prefix area of the Monitor window, including the
automonitor section:

« HEX

- DEF

- CL

e LIST

« CC...code coverage(to clear a range of lines)

To enter a prefix command into the Source window, do the following steps:

1. Scroll through the Source window until you see the line or lines of code you want to change.
2. Move your cursor to the prefix area of the line you want to change.

3. Type in the appropriate prefix command.
4

. If there are multiple statements or verbs on the ling, you can indicate which statement or verb you
want to change by typing in a number indicating the relative position of the statement or verb. For
example, if there are three statements on the line and you want to set a breakpoint on the third
statement, type in a 3 following the AT prefix command. The resulting prefix command is AT 3.

5. If there are more lines you want to change, return to step 3.
6. Press Enter. z/OS Debugger runs the commands you typed on the lines you typed them on.
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To enter a prefix command into the Monitor window, do the following steps:

1. Scroll through the Monitor window until you see the line or lines you want to change.

2. Move your cursor to the prefix area of the line you want to change.

3. Type in the appropriate prefix command.

4. If there are more lines you want to change, return to step 3.

5. Press Enter. z/OS Debugger runs the commands you typed on the lines you typed them on.

Refer to the following topics for more information related to the material discussed in this topic.

Related references
SET MONITOR command in IBM z/0S Debugger Reference and Messages
Prefix commands in IBM z/0S Debugger Reference and Messages

Entering multiple commands in the Memory window

You can enter multiple commands and changes into the Memory window. z/OS Debugger processes the
user input line by line, starting at the top of the Memory window, as described in the following list:

1. History entry area. Processing stops at an invalid input, which displays an error message, or after the
first "G" or "R" command. The Memory window is refreshed and the remaining commands and changes
you typed into the Memory window are ignored.

2. Base address. Processing stops at an invalid input, which displays an error message; after valid input;
or after the first "G" command. The Memory window is refreshed and the remaining commands and
changes you typed into the Memory window are ignored.

3. Address column. Processing stops at an invalid input, which displays an error message; after valid
input; or after the first "G" command. The Memory window is refreshed and the remaining commands
and changes you typed into the Memory window are ignored.

4. Hexadecimal data area. Processing stops at an invalid input, which displays an error message; after
valid input; or after the first "G" command. Valid changes that z/OS Debugger encounters before invalid
changes or the "G" command are processed. The Memory window is refreshed and the remaining
commands or changes you typed into the Memory window are ignored.

Using commands that are sensitive to the cursor position

Certain commands are sensitive to the position of the cursor. These commands, called cursor-sensitive
commands, include all those that contain the keyword CURSOR (AT CURSOR, DESCRIBE CURSOR, FIND
CURSOR, LIST CURSOR, SCROLL...CURSOR, TRIGGER AT CURSOR, WINDOW. ..CURSOR).

To enter a cursor-sensitive command, type it on the command line, position the cursor at the location
in your Source window where you want the command to take effect (for example, at the beginning of a
statement or at a verb), and press Enter.

You can also issue cursor-sensitive commands by assigning them to PF keys.

Note: Do not confuse cursor-sensitive commands with the CURSOR command, which returns the cursor to
its last saved position.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Defining PF keys” on page 253

Using Program Function (PF) keys to enter commands

The cursor-sensitive commands, as well as other full-screen tasks, can be issued more quickly by
assigning the commands to PF keys. You can issue the WINDOW CLOSE, LIST, CURSOR, SCROLL TO,
DESCRIBE ATTRIBUTES, RETRIEVE, FIND, WINDOW SIZE, and the scrolling commands (SCROLL UP,
DOWN, LEFT, and RIGHT) this way. Using PF keys makes tasks convenient and easy.
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Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Defining PF keys” on page 253

“Using commands that are sensitive to the cursor position” on page 164

Related references
“Initial PF key settings” on page 165

Initial PF key settings

The table below shows the initial PF key settings.

PF key [Label Definition Use

PF1 ? ? “Getting online help for z/OS Debugger
command syntax” on page 267

PF2 STEP STEP “Stepping through or running your program”
on page 177

PF3 QUIT QUIT “Ending a full-screen debug session” on page
197

PF4 LIST LIST “Displaying a list of compile units known to
z/0S Debugger” on page 196

PF4 LIST LIST variable_name “Displaying and monitoring the value of a
variable” on page 184

PF5 FIND IMMEDIATE FIND “Finding a string in a window” on page 169

PF6 AT/CLEAR AT TOGGLE CURSOR “Setting breakpoints to halt your program at a
line” on page 176

PF7 uP IMMEDIATE UP “Scrolling through the physical windows” on
page 167

PF8 DOWN IMMEDIATE DOWN “Scrolling through the physical windows” on
page 167

PF9 GO GO “Stepping through or running your program”
on page 177

PF10 ZOOM IMMEDIATE ZOOM “Zooming a window to occupy the whole
screen” on page 255

PF11 ZOOM LOG IMMEDIATE ZOOM LOG “Zooming a window to occupy the whole
screen” on page 255

PF12 RETRIEVE IMMEDIATE RETRIEVE “Retrieving previous commands” on page 165

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Defining PF keys” on page 253

Retrieving previous commands

To retrieve the last command you entered, press PF12 (RETRIEVE). The retrieved command is displayed
on the command line. You can make changes to the command, then press Enter to issue it.

To step backwards through previous commands, press PF12 to retrieve each command in sequence. If a
retrieved command is too long to fit in the command line, only its last line is displayed.
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Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Composing commands from lines in the Log and Source windows” on page 166

Composing commands from lines in the Log and Source windows
You can use lines in the Log and Source windows to compose new commands.
To compose a command from lines in the Log or Source window, do the following steps:

1. Move the cursor to the desired line.

2. Modify one or more lines that you want to include in the command. For example, delete any comment
characters.

3. Press Enter. z/OS Debugger displays the input line or lines on the command line. If the line or lines do
not fit on the command line, z/OS Debugger displays the Command pop-up window with the command
as typed in so far. Any trailing blanks on the last line are removed. If you want to expand the Command
pop-up window, place the cursor below it and press Enter.

4. If the command is incomplete, modify the command.
5. Press Enter to run the command.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks

“Retrieving previous commands” on page 165

Chapter 29, “Entering z/OS Debugger commands,” on page 263

Related references

“COBOL command format” on page 269

“z/0S Debugger subset of PL/I commands” on page 285

“PL/I language statements” on page 285

“z/0S Debugger commands that resemble C and C++ commands” on page 297

Opening the Command pop-up window to enter long z/0S Debugger
commands

If you need to enter a command that is longer than the length of the command line, enter the POPUP
command to open the Command pop-up window and then enter your z/OS Debugger command.

z/0S Debugger automatically displays the Command pop-up window in the following situations:

« You enter an incomplete command on the command line.
 You enter a continuation character on the command line.

You can enter the rest of your command in the Command pop-up window.

Navigating through z/0S Debugger windows

You can navigate in any of the windows using the CURSOR command and the scrolling commands: SCROLL
UP, DOWN, LEFT, RIGHT, TO, NEXT, TOP, and BOTTOM. You can also search for character strings using the
FIND command, which scrolls you automatically to the specified string.

The window acted upon by any of these commands is determined by one of several factors. If you specify
a window name (LOG, MEMORY, MONITOR, or SOURCE) when entering the command, that window is acted
upon. If the command is cursor-oriented, the window containing the cursor is acted upon. If you do not
specify a window name and the cursor is not in any of the windows, the window acted upon is determined
by the settings of Default window and Default scroll amount under the Profile Settings panel.

Refer to the following topics for more information related to the material discussed in this topic.
Related tasks
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“Moving the cursor between windows” on page 167

“Scrolling through the physical windows” on page 167

“Scrolling to a particular line number” on page 168

“Finding a string in a window” on page 169

“Changing which file appears in the Source window” on page 159
“Displaying the line at which execution halted” on page 171
“Customizing profile settings” on page 256

Moving the cursor between windows

To move the cursor back and forth quickly from the Monitor, Source, or Log window to the command

line, use the CURSOR command. This command, and several other cursor-oriented commands, are highly
effective when assigned to PF keys. After assigning the CURSOR command to a PF key, move the cursor by
pressing that PF key. If the cursor is not on the command line when you issue the CURSOR command, it
goes there. To return it to its previous position, press the CURSOR PF key again.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Defining PF keys” on page 253

Switching between the Memory window and Log window

z/0S Debugger has four logical windows, but can only display up to three physical windows at a time. You
can alternate between the Memory window and the Log window by entering the WINDOW SWAP MEMORY
LOG command on the command line. You can navigate through the physical windows by entering scroll
commands.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Scrolling to a particular line number” on page 168
“Scrolling through the physical windows” on page 167

Scrolling through the physical windows

You can scroll through the physical windows by using commands or PF keys. Either way, the placement of
the cursor plays a key role in determining which physical window is affected by the command.

To scroll through a physical window by using commands, do the following steps:

1. If you are going to scroll left or right through the Monitor value area of the Monitor window, enter the
SET MONITOR WRAP OFF command.

2. Type in the scroll command in the command line, but do not press the Enter key. You can enter any
of the following scroll commands: SCROLL LEFT, SCROLL RIGHT,SCROLL UP,SCROLL DOWN. You
cannot scroll left or right in the Memory window.

3. Move the cursor to the physical window or area of the physical window you want to scroll through. In
the Memory window, move the cursor to any section of the memory dump area. In the Monitor window,
move the cursor to the Monitor value area to scroll left or right through that area. If you did not enter
the SET MONITOR WRAP OFF command, then the scroll command will scroll the entire window.

4. Press Enter.

If you scroll a window or area to the right or left, z/OS Debugger adjusts the scale in the window or area to
indicate the columns displayed in the window. If you scroll a window up or down, the line counter reflects
the top line number currently displayed in that window. In the Memory window, if you scroll up or down,
all the sections of the memory dump area adjust to display the new information.

You can combine steps 2 and 3 above by using the command to indicate which physical window you want
to scroll through. For example, if you want to scroll up 5 lines in the physical window that is displaying the
Monitor window, you enter the command SCROLL UP 5 MONITOR.
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To scroll through a physical window using PF keys, do the following steps:

1. Move the cursor to the physical window or scrollable area you want to scroll through. A scrollable area
includes the memory dump area of the Memory window.

2. Press the PF7 (UP) key to scroll up or the PF8 (DOWN) key to scroll down. The number of lines that you
scroll through is determined by the value of the Default scroll amount setting.

If you do not move the cursor to a specific physical window, the default logical window is scrolled. To find
out which logical window is the default logical window, enter the QUERY DEFAULT WINDOW command.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks

“Customizing the layout of physical windows on the session panel” on page 254
“Scrolling to a particular line number” on page 168

“Customizing profile settings” on page 256

“Enlarging a physical window” on page 168

“Navigating through the Memory window using the history area” on page 172

Related references

QUERY command in IBM z/0S Debugger Reference and Messages

SCROLL command in IBM z/0S Debugger Reference and Messages

SET DEFAULT WINDOW command in IBM z/0S Debugger Reference and Messages

Enlarging a physical window

You can enlarge a physical window to full screen by using the WINDOW ZOOM command or a PF key. To
enlarge a physical window by using the WINDOW ZOOM command, type in WINDOW ZOOM, followed by

the name of the physical window you want to enlarge, then press Enter. To reduce the physical window
back to its original size, enter the WINDOW ZOOM command again. For example, if you want to enlarge the
physical window that is displaying the Monitor window, enter the command WINDOW ZOOM. To reduce the
size of that physical window back to its original size, enter the command WINDOW ZOOM.

To enlarge a physical window by using a PF key, move the cursor into the physical window that you want
to enlarge, then press the PF10 (ZOOM) key. For example, if you want to enlarge the physical window
that is displaying the Source window, move your cursor somewhere into the Source window, then press
the PF10 (ZOOM) key. To reduce the size of that physical window back to its original size, press the PF10
(ZOOM) key.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Customizing the layout of physical windows on the session panel” on page 254

Related references
WINDOW command in IBM z/0S Debugger Reference and Messages

Scrolling to a particular line number

To display a particular line at the top of a window, use the POSITION or SCROLL TO command with
the line or statement numbers shown in the window prefix areas. Enter POSITION nor SCROLL TO n
(where nis a line number) on the command line and press Enter.

For example, to bring line 345 to the top of the window, enter POSITION 345 OR SCROLL TO 345on
the command line. z/OS Debugger scrolls the selected window vertically so that it displays line 345 at the
top of that window.

If you used the LIST AT LINE or LIST AT STATEMENT command to get a list of line or statement
breakpoints, then use the POSITION or SCROLL TO command to display one of those breakpoints at
the top of the Source window. As an alternate to using the combination of the LIST AT LINE or

LIST AT STATEMENT command with the POSITION or SCROLL TO command, you can use the FINDBP
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command. The FINDBP command works in @ manner similar to the FIND command for strings, except
that it searches for line, statement, and offset breakpoints.

Finding a string in a window

You can search for strings in the Source, Monitor, or Log window. You can specify where to start the
search, to search either forward or backward, and, for the Source window, the columns that are searched.
The default window that is searched is the window specified by the SET DEFAULT WINDOW command or
the Default window entry in your Profile Settings panel. The default direction for searches is forward. For
the Source window, the default boundaries for columns are 1 to *, unless you specify a different set of
boundaries with the SET FIND BOUNDS command.

To find a string within the default window using the default search direction, do the following steps:

1. Type in the FIND command, specifying the string you want to find. Ensure that the string complies with
the rules described “Syntax of a search string” on page 169.

2. Press Enter.
If you want to repeat the previous search, hit the PF5 key.
Refer to the following topics for more information related to the material discussed in this topic.

Related concepts
“How does z/0S Debugger search for strings?” on page 169

Related references
“Syntax of a search string” on page 169

How does z/0S Debugger search for strings?

The z/OS Debugger FIND command uses many of the same rules for beginning a search that the ISPF
FIND command uses to begin its searches. z/OS Debugger begins a search in the first position after the
cursor location.

If you reach the end, z/OS Debugger displays a message indicating you have reached the end. Repeat the
FIND command by pressing the PF5 key and then the search starts from the top.

If you were searching backwards and you reach the beginning, z/OS Debugger displays a message
indicating you have reached the beginning. Repeat the FIND command by pressing the PF5 key and the
search begins from the end.

Syntax of a search string

The string can contains any combination of characters, numbers, and symbols. However, if the string
contains any of the following characters, it must be enclosed in quotation marks (") or apostrophes ('):

- spaces

e an asterisk ("*")

« aquestion mark ("?")

« asemicolon (";")

Use the following rules to determine whether to use quotation marks (") or apostrophes ('):

« If you are debugging a C or C++ program, the string must be enclosed in quotation marks ().

« If you are debugging an assembler, COBOL, LangX COBOL, disassembly, or PL/I program, the string can
be enclosed in quotation marks (") or apostrophes (').

Finding the same string in a different window

To find the same string in a different window, type in the command: FIND * window_name.
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Finding a string in the Monitor value area when SET MONITOR WRAP OFF is in
effect
Type the FIND command with the string, then place the cursor in the Monitor window. z/OS Debugger

searches the entire Monitor window, including the scrolled data in the Monitor value area, until the string
is found or until the end of data is reached.

Finding the same string in a different direction

To find the same string in a different direction, enter the FIND * command with the string and the PREV
or NEXT keyword. For example, the following command searches for the string "RecordDate" in the
backwards direction:

FIND RecordDate PREV ;

Specifying the boundaries of a search in the Source window

You can specify that z/OS Debugger search through a limited number of columns in the Source window,
which can be useful when you are searching through a very large source file and some text is organized
in specific columns. You can specify the boundaries to use for the current search or for all searches. The
column alignment of the source might not match the original source code. The column specifications for
the FIND command are related to the scale shown in the Source window, not the original source code.

To specify the boundaries for the current search, enter the FIND command and specify the search string
and the boundaries. For example, to search for "ABC" in columns 7 through 12, enter the following
command:

FIND "ABC" 7 12;

To search for "VAR1" that begins in column 8 or any column after that, enter the following command:

FIND "VAR1" 8 x;

To search for "VAR1" beginning in column 1, enter the following command:

FIND "VAR1" 1;

To specify the default boundaries to use for all searches, enter the SET FIND BOUNDS command,
specifying the left and right boundaries. After you enter the SET FIND BOUNDS command, every time
you enter the FIND command without specifying boundaries, z/OS Debugger searches for the string you
specified only within those boundaries. For example, to specify that you want z/OS Debugger to always
search for text within columns 7 through 52, enter the following command:

SET FIND BOUNDS 7 52;

Afterward, every time you enter the FIND command without specifying boundaries, z/OS Debugger
searches only within columns 7 through 52. To reset the boundaries to the default setting, which is 1
through *, enter the following command:

SET FIND BOUNDS;

Refer to the following topics for more information related to the material discussed in this topic.

Related references

“Example: Searching for COBOL paragraph names” on page 171

FIND command in IBM z/0S Debugger Reference and Messages

SET FIND BOUNDS command in IBM z/0S Debugger Reference and Messages
QUERY command in IBM z/0S Debugger Reference and Messages
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Example: Complex searches

To find a string in the backwards direction in a different window, enter the FIND command with the string,
the PREV keyword, and the name of the window. For example, the following command searches for the
string "EmployeeName" in the Log window:

FIND EmployeeName PREV LOG;

Example: Searching for COBOL paragraph names

To find a COBOL paragraph name that begins in column 8, enter the following command:
FIND paraa 8;

z/0S Debugger will find only the string that starts in column 8.

To find a reference to a COBOL paragraph name in COBOL’s Area B within columns 12 through 72, enter
the following command:

FIND paraa 12 72;

z/0OS Debugger will find only the string that starts and ends within columns 12 to 72.

Displaying the line at which execution halted

After displaying different source files and scrolling, you can go back to the halted execution point by
entering the SET QUALIFY RESET command.

Navigating through the Memory window

This topic describes the navigational aids available through the Memory window that are not available
through other windows.

Displaying the Memory window
You can display the Memory window by doing one of the following options:

- Entering the WINDOW SWAP MEMORY LOG command. z/OS Debugger replaces the contents of the
physical window that is displaying the Log window with the Memory window. The Memory window is
empty if you did not specify a base address (by using the MEMORY command) or the history area is
empty.

- After assigning the Memory window to a physical window, entering the WINDOW OPEN MEMORY
command. z/OS Debugger opens the physical window and displays the contents of the Memory window.

« Customizing the session panel so that the Memory window is displayed in a default physical window
instead of the Log window. Use this option if you want the Memory window to display continuously and
in place of the Log window.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks

“Scrolling through the physical windows” on page 167

“Switching between the Memory window and Log window” on page 167
“Displaying memory through the Memory window” on page 16

“Customizing the layout of physical windows on the session panel” on page 254

Related references

“Memory window” on page 156

“Order in which z/0S Debugger accepts commands from the session panel” on page 162
MEMORY command in IBM z/0S Debugger Reference and Messages
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Navigating through the Memory window using the history area

Every time you enter a new MEMORY command or use the G command, the current base address is moved
to the right and down in the history area. The history area can hold up to eight base addresses. When the
history area is full and you enter a new base address, z/OS Debugger removes the oldest base address
(located at the bottom and right-most part of the history area) from the history area and puts the new
base address on the top left. The history area is persistent in a debug session.

To use the history area to navigate through the Memory window, enter the G or g command over an
address in the history area, then press Enter. z/OS Debugger displays the memory dump data starting
with the new address. You can clear the history area by entering the CLEAR MEMORY command. You can
remove an entry in the history area by typing over the entry with the R or r command.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Scrolling through the physical windows” on page 167
“Specifying a new base address” on page 172

Specifying a new base address
You can use any of the following methods to specify a new base address:

Enter the MEMORY command on the command line

If you defined a PF key as the MEMORY command, place the cursor in the Source window under a
variable name and press that PF key.

« Type over an existing address in the Memory window in one of the following locations:
— Information area: Type over the current base address.
— Memory dump area: Type over an address in the address column.

Use the G command in the Memory window in one of the following locations:

— Information area: Enter the G command over an entry in the history area.

— Memory dump area: Enter the G command over an address in the address column or hexadecimal
data columns.

If you enter the G command in the hexadecimal data columns, verify that the address is completely
in one column and does not span across columns. For example, in the following screen, the
hexadecimal addresses X'329E6470' appears in two locations:

- In the second row, it spans the first and second column.
- In the fifth row, it is contained in the third column.

MEMORY - - =1 = = = === = =2 == ==m==3mmfmmmafmmmofmm e =Bmm e dm e e ofmmm o m =T e hn
History: 24702630 2505A000

Base address: 265B1018 Amode: 31

+00000 265B1018 40404040 40404040 40404040 40404040 |
+00010 265B1028  4040329E 64704040 40404040 40404040 |
+00020 265B1038 40404040 40404040 40404040 40404040 |
+00030 265B1048 40404040 40404040 40404040 40404040 |
+00040 265B1058 40404040 40404040 329E6470 40404040 |
+00050 265B1068 40404040 40404040 40404040 40404040 |
+00060 265B1078 40404040 40404040 40404040 40404040 |
+00070 265B1088 40404040 40404040 40404040 40404040 |

If you enter the G command over the second row, first column, z/OS Debugger tries to set the base
address to X'4040329E". If you enter the G command over the second row, second column, z/0S
Debugger tries to set the base address to X'64704040'. If you want to set the base address to
X'329E6470', do one of the following options:

- Type the G command over the address in the fifth row, third column.

- Enter X'329E6470"' in the Base address field.
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- Type in X'329E6470" in an address column, without spanning two columns, and then press Enter.

Creating a commands file

A commands file is a convenient method of reproducing debug sessions or resuming interrupted sessions.
Use one of the following methods to create a commands file:

- Record your debug session in a log file and then use the log file as a commands file. This is the fastest
way to create a valid commands file.

 Create a commands file manually. Appendix A, “Data sets used by z/OS Debugger,” on page 403
describes the requirements for this file and when z/OS Debugger processes it.

When you create a commands file that might be used in an application program that was created
with several different programming languages, you might want to use z/OS Debugger commands that
are programming language neutral. The following guidelines can help you write commands that are
programming language neutral:

« Write conditions with the %$IF command.
« Delimit strings and long compile unit names with quotation marks (").

« Prefix a hexadecimal constant with an X or x, followed by an apostrophe ('), then suffix the
constant with an apostrophe (). For example, you can write the hexadecimal constant C1C2C3C4 as
x'C1C2C3C4".

« Group commands together with the BEGIN and END commands.

« Check the IBM z/0S Debugger Reference and Messages to determine if a command works with only
specific programming languages.

- Type in comments beginning at column 2 and not extending beyond column 72. Begin comments with
"/*"and end them with "*/".

For PL/I programs, if your commands file has sequence numbers in columns 73 through 80, you must
enter the SET SEQUENCE ON command as the first command in the commands file or before you use the
commands file. After you enter this command, z/OS Debugger does not interpret the data in columns 73
through 80 as a command. Later, if you want z/OS Debugger to interpret the data in columns 73 through
80 as a command, enter the command SET SEQUENCE OFF.

For C and C++ programs, if you use commands that reference blocks, the block names can differ if the
same program is compiled with either the ISD or DWARF compiler option. If your program is compiled
with the ISD compiler option, z/OS Debugger assigns block names in a sequential manner. If your program
is compiled with the DWARF compiler option, z/OS Debugger assigns block names in a non-sequential
manner. Therefore, the names might differ. If you switch compiler options, check the block names in
commands you use in your commands file.

At runtime, a commands file can be specified through one of the following methods:

« Directly, for example, through the TEST runtime option.

« Through the EQAOPTS COMMANDSDSN command. If that file has a member in it that matches the name
of the initial load module in the first enclave, z/OS Debugger reads that member as a commands file.

To learn how to specify EQAOPTS commands, see the topic "EQAOPTS commands" in the IBM z/0S
Debugger Reference and Messages or IBM z/0OS Debugger Customization Guide. To learn about what format
to use for the commands file, see Appendix A, “Data sets used by z/OS Debugger,” on page 403.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Entering comments in z/OS Debugger commands” on page 266

Related references
BEGIN command in IBM z/0S Debugger Reference and Messages
%IF command in IBM z/0S Debugger Reference and Messages
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Recording your debug session in a log file

z/0OS Debugger can record your commands and their generated output in a session log file. This allows you
to record your session and use the file as a reference to help you analyze your session strategy. You can
also use the log file as a command input file in a later session by specifying it as your primary commands
file. This is a convenient method of reproducing debug sessions or resuming interrupted sessions.

The following appear as comments (preceded by an asterisk {*} in column 7 for COBOL programs, and
enclosed in/* *for C, C++, PL/I and assembler programs):

« All command output

« Commands from USE files

« Commands specified ona __ctest () function call

« Commands specified on a CALL CEETEST statement

« Commands specified on a CALL PLITEST statement

« Commands specified in the run-time TEST command string suboption

e QUIT commands

« z/0OS Debugger messages about the program execution (for example, intercepted console messages and
exceptions)

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Creating the log file” on page 174
“Saving and restoring settings, breakpoints, and monitor specifications” on page 180

Creating the log file
For debugging sessions in full-screen mode, you can create a log file in one of the following ways:

« Automatically by using the EQAOPTS LOGDSN and LOGDSNALLOC commands. This method helps new
z/0S Debugger users automatically create a log file. To learn how to specify EQAOPTS commands,
see the topic "EQAOPTS commands" in the IBM z/0S Debugger Reference and Messages or IBM z/0S
Debugger Customization Guide.

If you are an existing user that saves settings in a SAVESETS data set, z/OS Debugger does not create a
new log file for you because the SAVESETS data set contains a SET LOG command. z/OS Debugger uses
the log file specified in that SET LOG command.

« Manually as described in this topic.

For debugging sessions in batch mode, manually create the log file as described in this topic.

To create a permanent log of your debug session, first create a file with the following specifications:

« RECFM(F) or RECFM(FB) and 32<=LRECL<=256

« RECFM(V) or RECFM(VB) and 40<=LRECL<=264

Then, allocate the file to the DD name INSPLOG in the CLIST, JCL, or EXEC you use to run your program.

For COBOL and LangX COBOL only, if you want to subsequently use the session log file as a commands
file, make the RECFM FB and the LRECL equal to 72. z/OS Debugger ignores everything after column 72
for file input during a COBOL debug session.

For CICS only, SET LOG OFF is the default. To start the log, you must use the SET LOG ON file
command. For example, to have the log written to a data set named TSTPINE.DT.LOG, issue: SET LOG
ON FILE TSTPINE.DT.LOG;.

Make sure the default of SET LOG ON is still in effect. If you have issued SET LOG OFF, output to the log
file is suppressed. If z/OS Debugger is never given control, the log file is not used.
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When the default log file INSPLOG) is accessed during initialization, any existing file with the same name
is overwritten. On MVS, if the log file is allocated with disposition of MOD, the log output is appended

to the existing file. Entering the SET LOG ON FILE xxx command also appends the log output to the
existing file.

If a log file was not allocated for your session, you can allocate one with the SET LOG command by
entering:

SET LOG ON FILE logddn;
This causes z/OS Debugger to write the log to the file which is allocated to the DD name LOGDDN.

Note: A sequential file is recommended for a session log since z/OS Debugger writes to the log file.

At any time during your session, you can stop information from being sent to a log file by entering:
SET LOG OFF;

To resume use of the log file, enter:
SET LOG ON;

The log file is active for the entire z/OS Debugger session.

z/OS Debugger keeps a log file in the following modes of operation: line mode, full-screen mode, and
batch mode.

Recording how many times each source line runs

To record of how many times each line of your code was executed:

1. Use a log file if you want to keep a permanent record of the results. To learn how to create a log file,
see “Creating the log file” on page 174.

2. Issue the command:

SET FREQUENCY ON;

After you have entered the SET FREQUENCY ON command, your Source window is updated to show
the current frequency count. Remember that this command starts the statistic gathering to display the
actual count, so if your application has already executed a section of code, the data for these executed
statements will not be available.

If you want statement counts for the entire program, issue:

GO ;
LIST FREQUENCY % ;

which lists the number of times each statement is run. When you quit, the results are written to the Log
file. You can issue the LIST FREQUENCY = at any time, but it will only display the frequency count for
the currently active compile unit.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Creating the log file” on page 174

Recording the breakpoints encountered

If you are debugging a compile unit that does not support automonitoring, you can use the SET
AUTOMONITOR command to record the breakpoints encountered in that compile unit. After you enter
the SET AUTOMONITOR ON command, z/OS Debugger records the location of each breakpoint that is
encountered, as if you entered the QUERY LOCATION command.
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Setting breakpoints to halt your program at a line

To set or clear a line breakpoint, move the cursor over an executable line in the Source window and press
PF6 (AT/CLEAR). You can temporarily turn off the breakpoint with DISABLE and turn it back on with
ENABLE.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks

“Halting on a line in C only if a condition is true” on page 227
“Halting on a line in C++ only if a condition is true” on page 238
“Halting on a COBOL line only if a condition is true” on page 203
“Halting on a PL/I line only if a condition is true” on page 219

Setting breakpoints in a load module that is not loaded or in a
program that is not active

You can browse the source or set breakpoints in a load module that has not yet been loaded orin a
program that is not yet active by using the following command:

SET QUALIFY CU load_spec ::> cu_spec ;

In this command, specify the name of the load module and CU in which you wish to set breakpoints. The
load module is then implicitly loaded, if necessary, and a CU is created for the specified CU. The source
for the specified CU is then displayed in the SOURCE window. You can then set statement breakpoints as
desired.

When program execution is resumed because of a command such as GO or STEP, any implicitly

loaded modules are deleted, all breakpoints in implicitly created CUs are suspended, and any implicitly
created CUs are destroyed. If the CU is later created during normal program execution, the suspended
breakpoints are reactivated.

If you use the SET SAVE BPS function to save and restore breakpoints, the breakpoints are saved

and restored under the name of the first load module in the active enclave. Therefore, if you use the
command SET QUALIFY CU to set breakpoints in programs that execute as part of different enclaves,
the breakpoints that you set by using this command are not restored when run in a different enclave.

Controlling how z/0S Debugger handles warnings about invalid
data in comparisons

When z/0S Debugger processes (evaluates) a conditional expression and the data in one of the operands

is invalid, the conditional expression becomes invalid. In this situation, z/OS Debugger stops and prompts
you for a command. You have to enter the GO command to continue running your program. If you want to

prevent z/OS Debugger from prompting you in this situation, enter the SET WARNING OFF command.

A conditional expression can become invalid for several reasons, including the following situations:

« Avariable is not initialized and the data in the variable is not valid for the variable's attributes.

« Afield has multiple definitions, with each definition having different attributes. While the program
is running, the type of data in the field changes. When z/0S Debugger evaluates the conditional
expression, the data in the variable used in the comparison is not valid for the variable's attributes.

If an exception is raised during the evaluation of a conditional expression and SET WARNING is OFF, z/OS
Debugger still stops, displays a message about the exception, and prompts you to enter a command.

The following example describes what happens when you use a field that has multiple definitions, with
each definition having different attributes, as part of a conditional expression:

176 IBM z/OS Debugger: User's Guide



1. You enter the following command to check the value of WK-TEST-NUM, which is a field with two
definitions, one is numeric, the other is string;:

AT CHANGE WK-TEST-NUM
BEGIN;
IF WK-TEST-NUM = 10;
LIST 'WK-TEST-NUM IS 10';
ELSE;
GO;
END-IF;
End;

2. When z/0S Debugger evaluates the conditional expression WK-TEST-NUM = 10, the type of datain
the field WK-TEST-NUM is string. Because the data in the field WK-TEST-NUM is a string and it cannot
be compared to 10, the comparison becomes invalid. z/OS Debugger stops and prompts you to enter a
command.

3. You decide you want z/OS Debugger to continue running the program and stop only when the type of
datain the field is numeric and matches the 10.

4. You enter the following command, which adds calls to the SET WARNING OFF and SET WARNING ON
commands:

AT CHANGE WK-TEST-NUM
BEGIN;
SET WARNING OFF;
IF WK-TEST-NUM = 10;
LIST 'WK-TEST-NUM IS 10';
ELSE;
BEGIN;
SET WARNING ON;
GO;
END;
END-IF;
SET WARNING ON;
END;

Now, when the value of the field WK-TEST-NUM is not 10 or it is not a numeric type, z/OS Debugger
evaluates the conditional expression WK-TEST-NUM = 10 as false and runs the GO command. z/0S
Debugger does not stop and prompt you for a command.

In this example, the display of warning messages about the conditional expression (WK-TEST-NUM = 10)
was suppressed by entering the SET WARNING OFF command before the conditional expression was
evaluated. After the conditional expression was evaluated, the display of warning messages was allowed
by entering the SET WARNING ON command.

Carefully consider when you enter the SET WARNING OFF command because you might suppress the
display of warning messages that might help you detect other problems in your program.

Stepping through or running your program

By default, when z/OS Debugger starts, none of your program has run yet (including C++ constructors and
static object initialization).

z/0OS Debugger defines a line as one line on the screen, commonly identified by a line number. A
statement is a language construct that represents a step in a sequence of actions or a set of declarations.
A statement can equal one line, it can span several lines, or there can be several statements on one line.
The number of statements that z/OS Debugger runs when you step through your program depends on
where hooks are placed.

To run your program up to the next hook, press PF2 (STEP). If you compiled your program with a
combination of any of the following TEST or DEBUG compiler suboptions, STEP performs one statement:

« For C, compile with TEST (ALL) or DEBUG (HOOK (LINE,NOBLOCK, PATH)).
« For C++, compile with TEST or DEBUG (HOOK (LINE,NOBLOCK, PATH) ).

« For any release of Enterprise COBOL for z/0S, Version 3, or Enterprise COBOL for z/OS and 0S/390,
Version 2, compile with one of the following suboptions:
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— TEST(ALL)
— TEST(NONE) and use the Dynamic Debug facility
« For Enterprise COBOL for z/OS, Version 4, compile with one of the following suboptions:

— TEST (HOOK)
— TEST(NOHOOK) and use the Dynamic Debug facility
« For any release of Enterprise PL/I for z/OS, compile with TEST (ALL).
« For Enterprise PL/I for z/OS, Version 3.4 or later, compile with TEST (ALL, NOHOOK) and use the
Dynamic Debug facility.
To run your program until a breakpoint is reached, the program ends, or a condition is raised, press PF9
(GO).
Note: A condition being raised is determined by the setting of the TEST run-time suboption test_level.

The command STEP OVER runs the called function without stepping into it. If you accidentally step into a
function when you meant to step over it, issue the STEP RETURN command that steps to the return point
(just after the call point).

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
Chapter 4, “Planning your debug session,” on page 25
Chapter 13, “Writing the TEST runtime option string,” on page 107

Recording and replaying statements

z/0OS Debugger provides a set of commands (the PLAYBACK commands) that helps you record and replay
the statements that you run while you debug your program. To record and replay statements, you need to
do the following:

1. Record the statements that you run (PLAYBACK ENABLE command). If you specify the DATA
parameter or the DATA parameter is defaulted, additional information about your program is recorded.

. Prepare to replay statements (PLAYBACK START command).

. Replay the statements that you recorded (STEP or RUNTO command).

. Change the direction that the statements are replayed (PLAYBACK FORWARD command).
. Stop replaying statements (PLAYBACK STOP command).

. Stop recording the statements that you run (PLAYBACK DISABLE command). All data for the compile
units specified or implied on the PLAYBACK DISABLE command is discarded.

o 01 WN

Each of these steps are described in more detail in the sections that follow.
Refer to the following topics for more information related to the material discussed in this topic.

Related references
IBM z/0S Debugger Reference and Messages

Recording the statements that you run
The PLAYBACK ENABLE command includes a set of parameters to specify:
« Which compile units to record
« The maximum amount of storage to use to record the statements that you run
« Whether to record the following additional information about your program:
— The value of variables.

— The value of registers.

— Information about the files you use: open, close, last operation performed on the files, how the files
were opened.
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The PLAYBACK ENABLE command can be used to record the statements that you run for all compile units
or for specific compile units. For example, you can record the statements that you run for compile units

A, B, and C, where A, B, and C are existing compile units. Later, you can enter the PLAYBACK ENABLE
command and specify that you want to record the statements that you run for all compile units. You can
use an asterisk (*) to specify all current and future compile units.

The number of statements that z/OS Debugger can record depends on the following:

- The amount of storage specified or defaulted.
« The number of changes made to the variables.
« The number of changes made to files.

You cannot change the storage value after you have started recording. The more storage that you specify,
the more statements that z/OS Debugger can record. After z/OS Debugger has filled all the available
storage, z/OS Debugger puts information about the most recent statements over the oldest information.
When the DATA parameter is in effect, the available storage fills more quickly.

You can use the DATA parameter with programs compiled with the SYM suboption of the TEST compiler
option only if they are compiled with the following compilers:

« Enterprise COBOL for z/0S, Version 6

Enterprise COBOL for z/0S, Version 5

« Enterprise COBOL for z/OS, Version 4°

« Enterprise COBOL for z/OS and 0S/390, Version 3 Release 2 or later

« Enterprise COBOL for z/OS and 0S/390, Version 3 Release 1 with APAR PQ63235
« COBOL for 0S/390 & VM, Version 2 with APAR PQ63234

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Stop the recording” on page 180

Preparing to replay the statements that you recorded

The PLAYBACK START command notifies z/OS Debugger that you want to replay the statements that you
recorded. This command suspends normal debugging; all breakpoints are suspended and you cannot use
many z/0S Debugger commands. IBM z/0S Debugger Reference and Messages provides a complete list of
which commands you cannot use while you replay statements.

The initial direction is backward.

Replaying the statements that you recorded

To replay the statements that you recorded, enter the STEP or RUNTO command. You can replay the
statements you recorded until one of the following conditions is reached:

« Ifyou are replaying in the backward direction, you reach the point where you entered the PLAYBACK
ENABLEcommand. If you are replaying in the forward direction, you reach the point where you entered
the PLAYBACK START command. command.

« You reach the point where there are no more statements to replay, because you have run out of storage.

You can replay as far forward as the point where you entered the PLAYBACK START command. As you
replay statements, you see only the statements that you recorded for those compile units you indicated
you wanted to record. While you are replaying steps, you cannot modify variables. If the DATA parameter
is in effect, you can access the contents of variables and expressions.

9 With Enterprise COBOL for z/0S, Version 4, and the TEST compiler option the symbol tables are always
generated.
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Changing the direction that statements are replayed

To change the direction that statements are replayed, enter the PLAYBACK FOWARD or PLAYBACK
BACKWARD command. The initial direction is backward.

Stop the replaying

To stop replaying the statements that you recorded and resume normal debugging, enter the PLAYBACK
STOP command. This command resumes normal debugging at the point where you entered the PLAYBACK
START command. z/OS Debugger continues to record the statements that you run.

Stop the recording

To stop recording the statements that you run and collecting additional information about your program,
enter the PLAYBACK DISABLE command. This command can be used to stop recording the statements
that you run in all or specific compile units. If you stop recording for one or more compile units, the data
collected for those compile units is discarded. If you stop recording for all compile units, the PLAYBACK
START command is no longer available.

Restrictions on recording and replaying statements
You cannot modify the value of variables or storage while you are replaying statements.

When you replay statements, many z/OS Debugger commands are unavailable. IBM z/0S Debugger
Reference and Messages contains a complete list of all the commands that are not available.

Restrictions on accessing COBOL data

If the DATA parameter is specified or defaulted for a COBOL compile unit that supports this parameter,
you can access data defined in the following section of the DATA DIVISION:

FILE SECTION
WORKING-STORAGE SECTION
LOCAL-STORAGE SECTION
LINKAGE SECTION

You can also access special registers, except for the ADDRESS OF, LENGTH OF, and WHEN-COMPILED
special registers. You can also access all the special registers supported by z/OS Debugger commands.

When you are replaying statements, many z/OS Debugger commands are available only if the following
conditions are met:

« The DATA parameter must be specified or defaulted for the compile unit.
« The compile unit must be compiled with a compiler that supports the DATA parameter.

You can use the QUERY PLAYBACK command to determine the compile units for which the DATA option is
in effect.

IBM z/0S Debugger Reference and Messages contains a complete list of all the commands that can be
used when you specify the DATA parameter.

Saving and restoring settings, breakpoints, and monitor
specifications

You can save settings, breakpoints, and monitor specifications from one debugging session and then
restore them in a subsequent debugging session. You can save the following information:

Settings
The settings for the WINDOW SIZE, WINDOW CLOSE, and SET command, except for the following
settings for the SET command:
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- DBCS

FREQUENCY

NATIONAL LANGUAGE

« PROGRAMMING LANGUAGE

 FILE operand of the RESTORE SETTINGS switch
e QUALIFY

- SOURCE

« TEST

Breakpoints
All of the breakpoints currently set or suspended in the current debugging session as well as all
LOADDEBUGDATA (LDD) specifications. The following breakpoints are saved:

« APPEARANCE breakpoints

e CALL breakpoints

« DELETE breakpoints

« ENTRY breakpoints

« EXIT breakpoints

» GLOBAL APPEARANCE breakpoints
« GLOBAL CALL breakpoints

e GLOBAL DELETE breakpoints

« GLOBAL ENTRY breakpoints

« GLOBAL EXIT breakpoints

« GLOBAL LABEL breakpoints

« GLOBAL LOAD breakpoints

« GLOBAL STATEMENT breakpoints
e GLOBAL LINE breakpoints

« LABEL breakpoints

« LOAD breakpoints

« OCCURRENCE breakpoints

« STATEMENT breakpoints

« LINE breakpoints

« TERMINATION breakpoints

If a deferred AT ENTRY breakpoint has not been encountered, it is not saved nor restored.

Monitor specifications
All of the monitor and LOADDEBUGDATA (LDD) specifications that are currently in effect.

In most environments, z/OS Debugger uses specific default data set names to save these items so that

it can automatically save and restore these items for you. In these environments, you must automatically
restore the settings so that the SET RESTORE BPS AUTO and SET RESTORE MONITORS AUTO
commands are in effect during z/OS Debugger initialization. There are some environments where you
have to use the RESTORE command to restore these items manually.

In TSO, CICS (when you log on with your own ID), and UNIX System Services, the following default data
set names are used:

« userid.DBGTOOL .SAVESETS (a sequential data set) is used to save the settings.

« userid.DBGTOOL .SAVEBPS (a PDS or PDSE data set) is used to save the breakpoints, monitor
specifications, and LDD specifications.
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In non-interactive mode (MVS batch mode without using full-screen mode using the Terminal Interface
Manager), you must include an INSPSAFE DD statement to indicate the data set that you want z/OS
Debugger to use to save and restore the settings and an INSPBPM DD statement to indicate the data
set that you want z/OS Debugger to use to save and restore the breakpoints and monitor and LDD
specifications.

Use a sequential data set to save and restore the settings. Use a PDS or PDSE to save and restore the
breakpoints and monitor and LDD specifications. We recommend that you use a PDSE to avoid having
to compress the data set. z/OS Debugger uses a separate member to store the breakpoints, LDD data,
and monitor specifications for each enclave. z/OS Debugger names the member the name of the initial
load module in the enclave. If you want to discard all of the saved breakpoints, LDD data, and monitor
specifications for an enclave, you can delete the corresponding member. However, do not alter the
contents of the member.

Saving and restoring automatically

Saving and restoring automatically means that every time you finish a debugging session, z/OS Debugger
saves information about your debugging session. The next time you start a debugging session, z/0OS
Debugger restores that information. Setting up automatic saving and restoring requires that you allocate
files and enter the appropriate commands that enable this feature. You can do this in one of the following
ways:

« You or your site can specify the EQAOPTS SAVESETDSNALLOC and SAVEBPDSNALLOC commands.
These commands can create the files and enter the appropriate commands for you, your group, or your
entire site. If you choose this method, you can skip the rest of this topic and follow the instructions
in the topic "EQAOPTS commands" in the IBM z/0S Debugger Reference and Messages or IBM z/0S
Debugger Customization Guide.

« Run the EQAWSVST job in hlqg.SEQASAMP to create the data set and run the appropriate commands.
The disadvantage to this method is that you have to determine if the values for the EQAOPTS
SAVESETDSN and SAVEBPDSN commands have been altered, and then make a similar change to the
job.

« You can do the steps described in this topic.

To enable automatic saving and restoring, you must do the following steps:

1. Pre-allocate a sequential data set with the default name where settings will be saved. If you are
running in non-interactive mode (MVS batch mode without using full-screen mode using the Terminal
Interface Manager), you must include an INSPSAFE DD statement that references this data set.

2. Pre-allocate a PDSE or PDS with the default name where breakpoints, monitor, and LDD specifications
will be saved. If you are running in non-interactive mode (MVS batch mode without using full-screen
mode using the Terminal Interface Manager), you must include an INSPBPM DD statement that
references this data set.

3. Start z/OS Debugger.

« If you are running in CICS, you must log on as a user other than the default user and the CICS region
must have update authorization to the SAVE SETTINGS and SAVE BPS data sets.

« If you are running in non-interactive mode (MVS batch mode without using full-screen mode
using the Terminal Interface Manager), you must add INSPSAFE and INSPBPM DD statements that
reference the data sets you allocated in step 1 and 2.

4. Enable automatic saving and restoring of settings by using the following commands:

SET SAVE SETTINGS AUTO;
SET RESTORE SETTINGS AUTO;

5. If you want to enable automatic saving and restoring of breakpoints and LDD specifications or monitor
and LDD specifications, use the following commands:

SET SAVE BPS AUTO;
SET RESTORE BPS AUTO;
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SET SAVE MONITORS AUTO;
SET RESTORE MONITORS AUTO;

You must do step 4 (enabling automatic saving and restoring of settings) if you want to enable
automatic restoring of breakpoints or monitor specifications.
6. Shutdown z/OS Debugger. Your settings are saved in the corresponding data set.

The next time you start z/OS Debugger, the settings are automatically restored. If you are debugging the
same program, the breakpoints and monitor specifications are also automatically restored.

Disabling the automatic saving and restoring of breakpoints, monitors, and
settings

To disable automatic saving of breakpoints and monitors, you must ensure that the following settings are
in effect:

« SET SAVE BPS NOAUTO;
« SET SAVE MONITORS NOAUTO;

To disable automatic saving of settings, you must ensure that the SET SAVE SETTINGS NOAUTO;
setting is in effect.

To disable automatic restoring of breakpoints and monitors, you must ensure that the following settings
are in effect:

« SET RESTORE BPS NOAUTO;
« SET RESTORE MONITORS NOAUTO;

To disable automatic restoring of settings, you must ensure that the SET RESTORE SETTINGS NOAUTO;
setting is in effect.

If you disable the automatic saving of any of these values, the last saved data is still present in the
appropriate data sets. Therefore, you can restore from these data sets. Be aware that this means you will
restore values from the last time the data was saved which might not be from the last time you ran z/OS
Debugger.

Restoring manually
Automatic restoring is not supported in the following environments:

« Debugging in CICS without logging-on
- Debugging Db2 stored procedures

You can save and restore breakpoints, monitor, and LDD specifications by doing the following steps:

1. Pre-allocate a sequential data set for saving and restoring of settings.

2. Pre-allocate a PDSE or PDS for saving and restoring breakpoints and monitor specifications.
3. Start z/OS Debugger.
4

. To enable automatic saving of settings, use the following command where mysetdsn is the name of the
data set that you allocated in step 1:

SET SAVE SETTINGS AUTO FILE mysetdsn;

5. To enable automatic saving of breakpoints and LDD specifications or monitor and LDD specifications,
use the following commands, where mybpdsn is the name of the data set that you allocated in step 2:

SET SAVE BPS AUTO FILE mybpdsn;
SET SAVE MONITORS AUTO;

6. Shutdown z/0OS Debugger.
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The next time you start z/OS Debugger in one of these environments, you must use the following
commands, in the sequence shown, at the beginning of your z/OS Debugger session.

SET SAVE SETTINGS AUTO FILE mysetdsn;
RESTORE SETTINGS;

SET SAVE BPS AUTO FILE mybpdsn;
RESTORE BPS MONITORS;

You can put these commands into a user preferences file.

Performance considerations in multi-enclave environments

Each time information is saved or restored, the following actions must take place:

1. The data set is allocated.

2. The data set is opened.

3. The data set is written or read.
4. The data set is closed.

5. The data set is deallocated.

Because each of these steps requires operating system services, the overall process can require a
significant amount of elapsed time.

For saving and restoring settings, this process is done once when z/0S Debugger is activated and
once when z/0S Debugger terminates. Therefore, unless z/OS Debugger is repeatedly activated and
terminated, the process is not excessively time-consuming. However, for saving and restoring of
breakpoints, monitors, or both, this process occurs once on entry to each enclave and once on
termination of each enclave.

If your program consists of multiple enclaves or an enclave that is run repeatedly, this process might
occur many times. In this case, if performance is a concern, you might want to consider disabling saving
and restoring of breakpoints and monitors. If your program runs under CICS with DTCN and saving and
restoring of breakpoints and monitors is not enabled (SET SAVE BPS NOAUTO;, SET SAVE MONITORS
NOAUTO;, SET RESTORE BPS NOAUTO;,and SET RESTORE MONITORS NOAUTO; are in effect),
breakpoints are saved and restored from a CICS Temporary Storage Queue which is less time-consuming
than the standard method but does not preserve breakpoints across CICS restarts nor does it provide for
saving and restoring of monitors.

Displaying and monitoring the value of a variable

z/0OS Debugger can display the value of variables in the following ways:

« One-time display, by using the LIST command, the PF4 key, or the L prefix command. One-time display
displays the value of the variable at the moment you enter the LIST command, press the PF4 key, or
enter the L prefix command. If you step or run through your program, any changes to the value of the
variable are not displayed. The L and M prefix commands are available only when you use the following
languages or compilers:

Enterprise PL/I for z/OS, Version 3.6 or 3.7 with the PTF for APAR PK70606, or later
Enterprise COBOL compiled with the TEST compile option

Assembler

Disassembly

« Continuous display, called monitoring, by using the MONITOR LIST command, the SET AUTOMONITOR
command, or the M prefix command. If you step or run through your program, any changes to the value
of the variable are displayed.

Note: Use the command SET LIST TABULAR to format the LIST output for arrays and structures in
tabular format. See the IBM z/0S Debugger Reference and Messages for more information about this
command.
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If z/OS Debugger cannot display the value of a variable in its declared data type, see “How z/OS Debugger
handles characters that cannot be displayed in their declared data type” on page 191.

One-time display of the value of variables

Before you begin, determine if you want to change the format in which information is displayed. Variables
that are areas and structures might be easier to read if they are arranged in a tabular format on the
screen. To make changes to the format, do one of the following options:

- If you want to change the format of the output for arrays and structures to tabular format when
displaying a variable, do the following steps:

1. Move the cursor to the command line.
2. Enter the following command: SET LIST TABULAR ON

- If you want to change the format of the output for arrays and structures to linear format when displaying
a variable, do the following steps:

1. Move the cursor to the command line.
2. Enter the following command: SET LIST TABULAR OFF

- If you want to format the logged output of arrays and structures when SET AUTOMONITOR ON LOGis
in effect, do the following steps:

1. Move the cursor to the command line.
2. Enter the following command: SET LIST TABULAR ON
3. Enter the following command: SET AUTOMONITOR ON LOG
To display the contents of a variable once, do one of the following options:
- By using the PF4 key, do the following steps:
1. Scroll through the Source window until you find the variable you want to display.
2. Move your cursor to the variable name.
3. Press the PF4 (LIST) key. The value of the variable is displayed in the Log window.
« By using the LIST command:
1. Move the cursor to the command line.
2. Type the following command, substituting your variable name for variable-name:

LIST variable-name;

3. Press Enter. The value of the variable is displayed in the Log window.
« By using the L prefix command, do the following steps:

1. Scroll through the Source window until you find the operand you want to display.
2. Move your cursor to the prefix area of the line that contains the operand you want to display.

3. Type in an "L" in the prefix area, then press Enter to display the value of all of the operands on that
line. If you want to display the value of a specific operand on that line, do the following steps:

a. If you are debugging a high-level language program, beginning from the left and with the number
1, assign a number to the first occurrence of each variable. For example, in the following line,
rightSide is 1, leftSide is 2, and bottomSide is 3:

rightSide = (leftSide x leftSide) + (bottomSide * bottomSide);

If you are debugging an assembler or disassembly program, beginning from the left and beginning
with number 1 assign the each operand of the machine instruction a number.

b. Type inan "L" in the prefix area, followed by the number assigned to the operand that you want
to display. If you wanted to display the value of leftSide in the previous example, you would enter
"L2" in the prefix area.
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c. Press Enter. z/OS Debugger displays the value of leftSide in the Log window.

Adding variables to the Monitor window

When you add a variable to the Monitor window, you are monitoring the value of that variable. To add a
variable to the Monitor window, do one of the following options:

e Touse the MONITOR LIST command, do the following steps:

1. Move the cursor to the command line.
2. Type the following command, substituting your variable name for variable-name:

MONITOR LIST wariable-name;

3. Press Enter. z/OS Debugger assigns the variable a reference number between 1 and 99, adds the
variable to the Monitor window (above the automonitor section, if it is displayed), and displays the
current value of the variable.

Every time z/OS Debugger receives control or every time you enter a z/OS Debugger command that can
affect the display, z/OS Debugger updates the value of variable-name in the Monitor window so that the
Monitor window always displays the current value.

« To use the M prefix command, do the following steps:

1. Scroll through the Source window until you find the operand you want to monitor.

2. Move your cursor to the prefix area of the line that contains the operand you want to monitor.

3. Type in an "M" in the prefix area, then press Enter to monitor the value of all of the operands on that
line. If you want to monitor the value of a specific operand on that line, do the following steps:

a. If you are debugging a high-level language program, beginning from the left and with number
1, assign a number to the first occurrence of each variable. For example, in the following line,
rightSide is 1, leftSide is 2, and bottomSide is 3:

rightSide = (leftSide x leftSide) + (bottomSide % bottomSide);

If you are debugging an assembler or disassembly program, beginning from the left and beginning
with number 1 assign the each operand of the machine instruction a number.

b. Type in an "M" in the prefix area, followed by the number assigned to the operand that you want
to monitor. If you wanted to monitor the value of leftSide in the previous example, you would
enter "M2" in the prefix area.

c. Press Enter.

Every time z/OS Debugger receives control or every time you enter a z/OS Debugger command that
can affect the display, z/OS Debugger updates the value of leftSide in the Monitor window so that the
Monitor window always displays the current value.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Adding variables to the Monitor window automatically” on page 188

Displaying the Working-Storage Section of a COBOL program in the Monitor
window

You can add all of the variables in the Working-Storage Section of a COBOL program to the Monitor
window by doing the following steps:

1. Move the cursor to the command line.
2. Type in the following command: MONITOR LIST TITLED WSS;
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3. Press Enter. z/OS Debugger assigns the WSS entry a reference number between 1 and 99, adds
the WSS entry to the Monitor window, and displays the current values of all of the variables in the
Working-Storage Section.

Every time z/OS Debugger receives control or you enter a z/OS Debugger command that can effect the
display, z/OS Debugger updates the value of each variable in the Monitor window so that z/OS Debugger
always displays the current value.

Because the Working-Storage Section can contain many variables, monitoring the Working-Storage
Section can add a substantial amount of overhead and use more storage.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Modifying variables or storage by typing over an existing value” on page 193

Displaying the data type of a variable in the Monitor window

The command SET MONITOR DATATYPE ON displays the data type of the variables displayed in the
Monitor window, including those in the automonitor section. The data type is ordinarily the type which
was used in the declaration of the variable. The command SET MONITOR DATATYPE OFF disables the

display of this information.
To display the value and data type of a variable in the Monitor window:
1. Move the cursor to the command line.
2. Enter the following command:
SET MONITOR DATATYPE ON;
3. Enter one of the following commands:

e MONITOR LIST variable-name;

Substitute the name of your variable name for variable-name. z/OS Debugger adds the variable to
the Monitor window and displays the current value and data type of the variable.

e SET AUTOMONITOR ON;

z/0S Debugger adds the variable or variables in the current statement to the automonitor section of
the Monitor window and displays the current value and data type of the variable or variables.

e SET AUTOMONITOR ON LOG;

z/0S Debugger adds the variable or variables to the automonitor section of the Monitor window,
displays the current value and data type of the variable or variables, and saves that information in

the log.

Replacing a variable in the Monitor window with another variable

When you add a variable to the Monitor window, z/OS Debugger assigns the variable a reference number
between 1 and 99. You can use the reference numbers to help you replace a variable in the Monitor
window with another variable.

To replace a variable in the Monitor window with another variable, do the following steps:

1. Verify that you know the reference number of the variable in the Monitor window that you want to
replace.

2. Move the cursor to the command line.
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3. Type the following command, substituting reference_number with the reference number of the variable
you want to replace and variable-name with the name of a new variable:

MONITOR reference_number LIST variable-name;

You can specify only an existing reference number or a reference number that is one greater than the
highest existing reference number.

4. Press Enter. z/OS Debugger adds the new variable to the Monitor window on the line that displayed the
old variable, and displays the current value of that variable.

If you added an element of an array to the Monitor window, you can replace that element with another
element of the same array by doing the following steps:

1. Move your cursor to the Monitor window and place it under the subscript you want to change.
2. Type in the new subscript.

3. Press Enter. z/OS Debugger replaces the old element with the new element, then displays a message
confirming the change.

Adding variables to the Monitor window automatically

As you step through a program, you might want to monitor variables that are on each statement as you
run each statement. Manually adding variables to the Monitor window (as described in “Adding variables
to the Monitor window” on page 186) before you run each statement can be time consuming. z/0OS
Debugger can automatically add the variables at each statement, before or after it is run; display the
values of those variables, before or after the statement is run; then remove the variables from the Monitor
window after you run the statement. To do this, use the SET AUTOMONITOR ON command.

Before you begin, make sure you understand how the SET AUTOMONITOR command works by reading
“How z/0OS Debugger automatically adds variables to the Monitor window” on page 189.

To add variables to the Monitor window automatically, do the following steps:

1. Move the cursor to the command line.
2. Enter one of the following commands:
« SET AUTOMONITOR ON; if you want to display variables at the current statement, before the
statement is run.

« SET AUTOMONITOR ON PREVIOUS; if you want to display variables at the statement z/0OS
Debugger just ran, after the statement was run.

« SET AUTOMONITOR ON BOTH; if you want to display variables at the statement z/OS Debugger just
ran, after the statement was run, and the current statement, before the statement is run.

As you step through your program, z/OS Debugger displays the names and values of the variables in

the automonitor section of the window.

3. To stop adding variables to the Monitor window automatically, enter the SET AUTOMONITOR OFF
command. z/OS Debugger removes the line *xx*x*xx*x**x AUTOMONITOR ***xx%**x%* and any
variables underneath that line.

Refer to the following topics for more information related to the material discussed in this topic.

Related concepts
“How z/0OS Debugger automatically adds variables to the Monitor window” on page 189

Related tasks
“Saving the information in the automonitor section to the log file” on page 189

Related references
Description of the SET AUTOMONITOR command in IBM z/OS Debugger Reference and Messages.
“Example: How z/0S Debugger adds variables to the Monitor window automatically” on page 190
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Saving the information in the automonitor section to the log file
To save the following information in the log file, enter the SET AUTOMONITOR ON LOG command:

« Breakpoint locations
« The names and values of the variables at the breakpoints

The default option is NOLOG, which would not save the above information.

Each entry in the log file contains the breakpoint location within the program and the names and values
of the variables in the statement. To stop saving this information in the log file and continue updating the
automonitor section of the Monitor window, enter the SET AUTOMONITOR ON NOLOG command.

Refer to the following topics for more information related to the material discussed in this topic.

Related concepts
“How z/0S Debugger automatically adds variables to the Monitor window” on page 189

Related tasks
“Adding variables to the Monitor window automatically” on page 188

Related references
Description of the SET AUTOMONITOR command in IBM z/0S Debugger Reference and Messages.
“Example: How z/OS Debugger adds variables to the Monitor window automatically” on page 190

How z/0S Debugger automatically adds variables to the Monitor window

When you enter the SET AUTOMONITOR ON command, z/OS Debugger displays the line x%%*xxxxxx%*
AUTOMONITOR #**x%%xxk%* at the bottom of the list of any monitored variables in the Monitor window,
as shown in the following example:

COBOL LOCATION: DTAMO1 :> 109.1

Command ===> Scroll ===> PAGE

MONITOR -+----1----4----2----4----3----4----4----4----5----4----6- LINE: 1 OF 7

*hkkkkkkkhkkkkkkkkkkkkkkkkkkkkkxkkk TOP OF MONITOR *kkkkkkhkhkkkkhkkhkhkkkkkkhkhkkkkkkkkk
R N R e e 1

0001 1 NUM1 0000000005

0002 2 NUM4 '1111"

0003 3 WK-LONG-FIELD-2 '123456790 223456790 323456790 423456790 523
0004 456790 623456790 723456790 823456790 9234567
0005 90 023456790 123456790 223456790 323456790 4
0006 23456790 523456790 623456790 723456790 82345
0007 *kkkkkkkkk AUTOMONITOR *kkkkkkkkk

The area below this line is called the automonitor section. Each time you enter the STEP command or a
breakpoint is encountered, z/OS Debugger does the following tasks:

1. Removes any variable names and values displayed in the automonitor section.

2. Displays the names and values of the variables of the statement that z/OS Debugger runs next. The
values displayed are values before the statement is run.

This behavior displays the value of the variables before z/OS Debugger runs the statement. If you

want to see the value of the variables after z/OS Debugger runs the statement, you can enter the SET
AUTOMONITOR ON PREVIOUS command. z/OS Debugger displays the line *%****xxx% AUTOMONITOR
— PREVIOUS load-name ::> cu-name :> statement-id xxikxx**xxx atthe bottom of the list of
any monitored variables in the Monitor window. Each time you enter the STEP command or a breakpoint
is encountered, z/OS Debugger does the following tasks:

1. Removes any variable names and values displayed in the automonitor section.

2. Displays the names and the values of the variables of the most recent statement that z/OS Debugger
ran. The values displayed are values after that statement was run.
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If you want to see the value of the variables before and after z/OS Debugger runs the statement, you

can enter the SET AUTOMONITOR ON BOTH command. z/OS Debugger displays the line **xx%*xx**
AUTOMONITOR load-name ::> cu-name :> statement-id *kxkxxx*%* atthe bottom of the list
of any monitored variables in the Monitor window. Below this line, z/OS Debugger displays the names and
values of the variables on the statement that z/OS Debugger runs next. Then, z/OS Debugger displays

the line *%x%*x Previous Statement load-name ::> cu-name :> statement-id xxx%* .
Below this line, z/OS Debugger displays the names and values of the variables of the statement that

z/OS Debugger just ran. Each time you enter the STEP command or a breakpoint is encountered, z/0OS
Debugger does the following tasks:

1. Removes any variable names and values displayed in the automonitor section.

2. Displays the names and values of the variables of the statement that z/OS Debugger runs next. The
values displayed are values before the statement is run.

3. Displays the names and the values of the variables of the statement that z/OS Debugger just ran. The
values displayed are values after the statement was run.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Adding variables to the Monitor window automatically” on page 188

Related references
Description of the SET AUTOMONITOR command in IBM z/0S Debugger Reference and Messages.
“Example: How z/0S Debugger adds variables to the Monitor window automatically” on page 190

Example: How z/0S Debugger adds variables to the Monitor window
automatically

The example in this section assumes that the following two lines of COBOL code are to be run:

COMPUTE LOAN-AMOUNT = FUNCTION NUMVAL (LOAN-AMOUNT-IN).
COMPUTE INTEREST-RATE = FUNCTION NUMVAL (INTEREST-RATE-IN).

Before you run the statement in Line i}, enter the following command:
SET AUTOMONITOR ON ;

The name and value of the variables LOAN-AMOUNT and LOAN-AMOUNT - IN are displayed in the
automonitor section of the Monitor window. These values are the values of the variables before you
run the statement.

Enter the STEP command. z/OS Debugger removes LOAN-AMOUNT and LOAN-AMOUNT - IN from the
automonitor section of the Monitor window and then displays the name and value of the variables
INTEREST-RATE and INTEREST-RATE-IN. These values are the values of the variables before you run
the statement.

Refer to the following topics for more information related to the material discussed in this topic.

Related concepts
“How z/0S Debugger automatically adds variables to the Monitor window” on page 189

Related tasks
“Adding variables to the Monitor window automatically” on page 188

Related references
Description of the SET AUTOMONITOR command in IBM z/0S Debugger Reference and Messages.
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How z/0S Debugger handles characters that cannot be displayed in their
declared data type

In the Monitor window, z/OS Debugger uses one of the following characters to indicate that a character
cannot be displayed in its declared data type:

« For COBOL and PL/I programs, z/OS Debugger displays a dot (X'4B').
« For assembler and LangX COBOL programs, z/OS Debugger displays a quotation mark (*).
« For C and C++ programs, z/OS Debugger displays the character as an escape sequence.

Characters that cannot be displayed in their declared data type can vary from code page to code page,
but, in general, these are characters that have no corresponding symbol that can be displayed on a
screen.

To be able to modify these characters, you can use the HEX and DEF prefix commands to help you verify
which character you are modifying.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Modifying characters that cannot be displayed in their declared data type” on page 191

Modifying characters that cannot be displayed in their declared data type

As described in “How z/0S Debugger handles characters that cannot be displayed in their declared data
type” on page 191, if you want to modify characters that can't be displayed in their declared data type and
ensure that the results are what you expected, do the following steps:

1. Move the cursor to the prefix area of the Monitor window, along the line that contains the character you
want to modify.

2. Enter the HEX prefix command. z/OS Debugger changes the character to display in hexadecimal
format.

3. Move the cursor to the character.

4. Type in the new hexadecimal value and then press Enter. z/OS Debugger modifies the character and
displays the new value in hexadecimal format.

5. If you want to view the character in its declared data type, move the cursor to the prefix area and enter
the DEF command.

Refer to the following topics for more information related to the material discussed in this topic.

“Displaying and monitoring the value of a variable” on page 184

“Modifying the value of a COBOL variable” on page 202

“Displaying and modifying the value of LangX COBOL variables or storage” on page 212
“Modifying the value of a PL/I variable” on page 218

“Modifying the value of a C variable” on page 226

“Modifying the value of a C++ variable” on page 237

“Displaying and modifying the value of assembler variables or storage” on page 250
Related references

Prefix commands in IBM z/0S Debugger Reference and Messages

Formatting values in the Monitor window

To monitor the value of the variable in columnar format, enter the SET MONITOR COLUMN ON command.
The variable names that are displayed in the Monitor window are aligned to the same column and values
are aligned to the same column. z/OS Debugger displays the Monitor value area scale under the header
line for the Monitor window.
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To display the value of the monitored variables wrapped in the Monitor window, enter the SET MONITOR
WRAP ON command. To display the value of the monitored variables in a scrollable line, enter the SET
MONITOR WRAP OFF command after you enter the SET MONITOR COLUMN ON command.

Displaying values in hexadecimal format

You can display the value of a variable in hexadecimal format by entering the LIST 9%HEX command or
defining a PF key with the LIST %HEX command. For PL/I programs, to display the value of a variable in
hexadecimal format, use the PL/I built-in function HEX. For more information about the PL/I HEX built-in
function, see Enterprise PL/I for z/0OS: Programming Guide. If you display a PL/I variable in hexadecimal
format, you cannot edit the value of the variable by typing over the existing value in the Monitor window.

To display the value of a variable in hexadecimal format, enter one of the following commands,
substituting variable-name with the name of your variable:

« For PL/I programs: LIST HEX(variable-name) ;
« Forall other programs: LIST %HEX(variable-name) ;

z/0S Debugger displays the value of the variable variable-name in hexadecimal format.
If you defined a PF key with the LIST %HEX command, do the following steps:

1. If the variable is not displayed in the Source window, scroll through your program until the variable you
want is displayed in the Source window.

2. Move your cursor to the variable name.

3. Press the PF key to which you defined LIST %HEX command. z/OS Debugger displays the value of the
variable variable-name in hexadecimal format.

You cannot define a PF key with the PL/I HEX built-in function.

Monitoring the value of variables in hexadecimal format

You can monitor the value of a variable in either the variable's declared data type or in hexadecimal
format. To monitor the value of a variable in its declared data type, follow the instructions described in
“Adding variables to the Monitor window” on page 186. If you monitor a PL/I variable in hexadecimal
format by using the PL/I HEX built-in function, you cannot edit the value of the variable by typing over the
existing value in the Monitor window. Instead of using the PL/I HEX built-in function, us the commands
described in this topic.

To monitor the value of a variable or expression in hexadecimal format, do one of the following
instructions:

- If the variable is already being monitored, enter the following command:

MONITOR n HEX ;

Substitute n with the number in the monitor list that corresponds to the monitored expression that you
would like to display in hexadecimal format.

- If the variable is not being monitored, enter the following command:

MONITOR LIST (expression) HEX ;

Substitute expression with the name of the variable or a complex expression that you want to monitor.
Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Entering prefix commands on specific lines or statements” on page 163

Modifying variables or storage by using a command

You can modify the value of a variable or storage by using one of the following commands:
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- assignment command for assembler or disassembly
- assignment command for LangX COBOL

« assignment command for PL/I

« COMPUTE command for COBOL

« Expression command for C and C++

« MOVE command for COBOL

« SET command for COBOL

« STORAGE

Each command is described in IBM z/0S Debugger Reference and Messages.
Refer to the following topics for more information related to the material discussed in this topic.

Related tasks

“Displaying values of COBOL variables” on page 272

“Displaying values of C and C++ variables or expressions” on page 298

“Accessing PL/I program variables” on page 288

“Displaying and modifying the value of assembler variables or storage” on page 250

Modifying variables or storage by typing over an existing value
To modify the value of a variable by typing over the existing value in the Monitor window, do the following
steps:

1. Move the cursor to the existing value. If the part of value you that want to modify is out of screen, use
the SCROLL Monitor value area function (available with the SET MONITOR WRAP OFF command) and
move the cursor to the position of existing value.

2. Type in the new value. Black vertical bars mark the area where you can type in your new value; you
cannot type anything before and including the left vertical bar nor can you type anything including and
after the right vertical bar.

3. Press Enter.

z/0OS Debugger modifies the variable or storage. The command that z/OS Debugger generated to
modify the variable or storage is stored in the log file.

Restrictions for modifying variables in the Monitor window

You can modify the value of a variable by typing over the existing value in the Monitor window, with the
following exceptions:

« You cannot type in a value that is larger than the declared type of the variable. For example, if you
declare a variable as a string of four character and you try to type in five characters, z/OS Debugger
prevents you from typing in the fifth character.

- If z/OS Debugger cannot display the entire value in the Monitor window and the setting of MONITOR
WRAP is ON, you cannot modify the value of that variable.

- If you modify a long value and the setting of MONITOR WRAP is OFF, z/OS Debugger creates a
STORAGE command to modify the value. If you are debugging a program that is optimized, the STORAGE
command might not modify the value.

 You cannot modify the value of z/OS Debugger variables, except value of registers %GPRn, %FPRn,
%EPRnN, %LPRnN.

« You cannot modify the value of a z/OS Debugger built-in function.
 You cannot modify the value of a PL/I built-in function.
» You cannot modify a complex expression.

If you type quotation marks (") or apostrophes (') in the Monitor value area, carefully verify that they
comply with any applicable quotation rules.
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Opening and closing the Monitor window

If the Monitor window is closed before you enter the SET AUTOMONITOR ON command, z/OS Debugger
opens the Monitor window and displays the name and value of the variables of statement you run in the
automonitor section of the window.

If the Monitor window is open before you enter the SET AUTOMONITOR OFF command and you are
watching the value of variables not monitored by SET AUTOMONITOR ON, the Monitor window remains
open.

Displaying and modifying memory through the Memory window

z/OS Debugger can display sections of memory through the Memory window. You can open the Memory
window and have it display a specific section of memory by doing one of the following options:

« Entering the MEMORY command and specifying a base address. If the Memory window is already
displayed through a physical window, the memory dump area displays memory starting at the base
address.

If the Memory window is not displayed through a physical window, the base address is saved for usage
later when the Memory window is displayed through a physical window.

To display the Memory window through a physical window, use the WINDOW SWAP MEMORY LOG
command or PANEL LAYOUT command.

« Assigning the MEMORY command to a PF key. After you assign the MEMORY command to a PF key, you
can move the cursor to a variable, then press the PF key. If the Memory window is already displayed
through a physical window, the memory dump area displays memory starting at the base address. If the
Memory window is not displayed through a physical window, the base address is saved for usage later
when the Memory window is displayed through a physical window.

To display the Memory window through a physical window, use the WINDOW SWAP MEMORY LOG
command or PANEL LAYOUT command.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks

“Scrolling through the physical windows” on page 167

“Switching between the Memory window and Log window” on page 167
“Displaying memory through the Memory window” on page 16

“Customizing the layout of physical windows on the session panel” on page 254

Related references

“Memory window” on page 156

“Order in which z/OS Debugger accepts commands from the session panel” on page 162
MEMORY command in IBM z/0S Debugger Reference and Messages

Modifying memory through the hexadecimal data area

You can type over the hexadecimal data area with hexadecimal characters (0-9, A-F, a-f). z/OS Debugger
updates the memory with the value you typed in. If you modify the program instruction area of memory,
z/0S Debugger does not do any STEP commands or stop at any AT breakpoints near the area where you
modified memory. In addition, if you try to run the program, the results are unpredictable.

The character data column is the character representation of the data and is only for viewing purposes.

Managing file allocations

You can manage files while you are debugging by using the DESCRIBE ALLOCATIONS, ALLOCATE, and
FREE commands. You cannot manage files while debugging CICS programs.
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To view a current list of allocated files, enter the DESCRIBE ALLOCATIONS command. The following
screen displays the command and sample output:

DESCRIBE ALLOCATIONS ;

* Current allocations:

* VOLUME CAT DISP OPEN DDNAME DSNAME

% [1]eo=[2 ][ 3 poosas [ 4 F [ 5 fe=e== | 6 peoooooooooooooocccccccoccooocoooccacaaaas
* CODOOG8 =+ SHR KEEP * EQAZSTEP BCARTER.TEST.LOAD

* SMSO04 * SHR KEEP SHARE .CEE210.SCEERUN

*x CODOOB =+ OLD KEEP * INSPLOG BCARTER.DTOOL.LOGV

* VIO NEW DELETE ISPCTLO SYS02190.T085429.RA000.BCARTER.RO100269
* CODO16 * SHR KEEP ISPEXEC BCARTER.MVS.EXEC

*x IPLB13 * SHR KEEP ISPF.SISPEXEC.VB

* VIO NEW DELETE ISPLST1 SYS02190.T085429.RA000.BCARTER.R0100274
* IPLB13 % SHR KEEP * ISPMLIB ISPF.SISPMENU

* SMS278 =+ SHR KEEP SHARE .ANALYZ21.SIDIMLIB

* SHR89A * SHR KEEP SHARE .ISPMLIB

* SMS25F % SHR KEEP * ISPPLIB SHARE.PROD.ISPPLIB

* SMS891 =« SHR KEEP SHARE . ISPPLIB

* SMS25F * SHR KEEP SHARE . ANALYZ21.SIDIPLIB

* IPLB13 % SHR KEEP ISPF.SISPPENU

*x IPLB13 * SHR KEEP SDSF.SISFPLIB

* IPLB13 * SHR KEEP SYS1.SBPXPENU

* CO0DOO2 % OLD KEEP * ISPPROF BCARTER.ISPPROF

* NEW DELETE SYSIN TERMINAL

* NEW DELETE SYSOUT TERMINAL

* NEW DELETE SYSPRINT TERMINAL

The following list describes each column:

VOLUME
The volume serial of the DASD volume that contains the data set.

A CAT

An asterisk in this column indicates that the data set was located by using the system catalog.

IEN DISP

The disposition that is assigned to the data set.

N OPEN

An asterisk in this column indicates that the file is currently open.

I DDNAME
DD name for the file.

Il DSNAME
Data set name for a DASD data set:

« DUMMY for a DD DUMMY

« SYSOUT (x) for a SYSOUT data set

- TERMINAL for a file allocated to the terminal

- % fora DD * file
You can allocate files to an existing, cataloged data set by using the ALLOCATE command.
You can free an allocated file by using the FREE command.

By default, the DESCRIBE ALLOCATIONS command lists the files allocated by the current user. You can
specify other parameters to list other system allocations, such as the data sets currently allocated to
LINK list, LPA list, APF list, system catalogs, Parmlib, and Proclib. The IBM z/0S Debugger Reference and
Messages describes the parameters you must specify to list this information.

Displaying error numbers for messages in the Log window

When an error message shows up in the Log window without a message ID, you can have the message ID
show up as in:

EQA1807E The command element d is ambiguous.
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Either modify your profile or use the SET MSGID ON command. To modify your profile, use the PANEL
PROFILE command and set Show message ID numbers to YES by typing over the NO.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Customizing profile settings” on page 256

Displaying a list of compile units known to z/0S Debugger

This topics describes what to do if you want to know which compile units are known to z/OS Debugger.
This is helpful if you have forgotten the name of a compile unit or the load module that a compile unit
belongs to.

To determine which compile units are known to z/OS Debugger, do one of the following options:
« Enter the LIST NAMES CUS command.

- If you are debugging an assembler or disassembly program, enter the SET DISASSEMBLY ON or SET
ASSEMBLER ON command, then enter the LIST NAMES CUS command.

After you run the LIST NAMES CUS command, z/OS Debugger displays a list of compile units in the Log
window. You can use this list to compose a SET QUALIFY CUcommand by typingin the words "SET
QUALIFY CU" over the name of a compile unit. Then press Enter. z/OS Debugger displays the command
constructed from the words that you typed in and the name of the compile unit. Press Enter again to run
the command.

For example, after you enter the LIST NAMES CUS command, z/OS Debugger displays the following lines
in the Log window:

USERID.MFISTART.C(CALC)
USERID.MFISTART.C(PUSHPOP)
USERID.MFISTART.C(READTOKN)

If you type "SET QUALIFY CU" over the last line, then press Enter, z/OS Debugger composes the following
command into the command line: SET QUALIFY CU "USERID.MFISTART.C(READTOKN)". Press Enter
and z/0OS Debugger runs the command.

This method saves keystrokes and reduces errors in long commands.
Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Changing which file appears in the Source window” on page 159

Requesting an attention interrupt during interactive sessions

During an interactive z/OS Debugger session, you can request an attention interrupt, if necessary. For
example, you can stop what appears to be an unending loop, stop the display of voluminous output at
your terminal, or stop the execution of the STEP command.

An attention interrupt should not be confused with the ATTENTION condition. If you set an AT
OCCURRENCE or ON ATTENTION, the commands associated with that breakpoint are not run at an
attention interrupt.

Language Environment TRAP and INTERRUPT run-time options should both be set to ON in order for
attention interrupts that are recognized by the host operating system to be also recognized by Language
Environment. The test_level suboption of the TEST run-time option should not be set to NONE.

An attention interrupt key is not supported in the following environment and debugging modes:
- CICS
« full-screen mode using the Terminal Interface Manager
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For MVS only: For C, when using an attention interrupt, use SET INTERCEPT ON FILE stdoutto
intercept messages to the terminal. This is required because messages do not go to the terminal after an
attention interrupt.

For the Dynamic Debug facility only: The Dynamic Debug facility supports attention interrupts only for
programs that have compiled-in hooks.

The correct key might not be marked ATTN on every keyboard. Often the following keys are used:
« Under TSO: PA1 key

« Under IMS: PA1 key

When you request an attention interrupt, control is given to z/OS Debugger:

« At the next hook if z/OS Debugger has previously gained control or if you specified either TEST (ERROR)
or TEST (ALL) or have specifically set breakpoints

« Ata__ctest() or CEETEST call
« When an HLL condition is raised in the program, such as SIGINT in C
Refer to the following topics for more information related to the material discussed in this topic.

Related tasks

“Starting a debugging session in full-screen mode using the Terminal Interface Manager or a dedicated
terminal” on page 133

Related references
z/0S Language Environment Programming Guide

Ending a full-screen debug session

When you have finished debugging your program, you can end your full-screen debug session by using
one of the following methods:

Method A

1. Press PF3 (QUIT) or enter QUIT on the command line.
2. Type Y to confirm your request and press Enter. Your program stops running.

If you are debugging a CICS non-Language Environment assembler or non-Language Environment
COBOL program, QUIT ends z/OS Debugger and the task ends with an ABEND 4038.

Method B

1. Enter the QQUIT command. You are not prompted to confirm your request to end your debug
session. Your program stops running.

If you are debugging a CICS non-Language Environment assembler or non-Language Environment
COBOL program, QUIT ends z/OS Debugger and the task ends with an ABEND 4038.

Method C

1. Enter the QUIT DEBUG or the QUIT DEBUG TASK (CICS only) command.

2. Type Y to confirm your request and press Enter. z/OS Debugger ends and your program continues
running.

Refer to the following topics for more information related to the material discussed in this topic.

Related references
IBM z/0S Debugger Reference and Messages
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Chapter 22. Debugging a COBOL program in full-
screen mode

Note: This chapter is not applicable to IBM Developer for z/OS (non-Enterprise Edition) or IBM Wazi
Developer for Red Hat CodeReady Workspaces.

The descriptions of basic debugging tasks for COBOL refer to the following COBOL program.
“Example: sample COBOL program for debugging” on page 199

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks

Chapter 30, “Debugging COBOL programs,” on page 269

“Halting when certain routines are called in COBOL” on page 202

“Modifying the value of a COBOL variable” on page 202

“Halting on a COBOL line only if a condition is true” on page 203

“Debugging COBOL when only a few parts are compiled with TEST” on page 204
“Capturing COBOL I/0O to the system console” on page 204

“Displaying raw storage in COBOL” on page 205

“Getting a COBOL routine traceback” on page 205

“Tracing the run-time path for COBOL code compiled with TEST” on page 205
“Generating a COBOL run-time paragraph trace” on page 206

“Finding unexpected storage overwrite errors in COBOL” on page 207
“Halting before calling an invalid program in COBOL” on page 207

Example: sample COBOL program for debugging

The program below is used in various topics to demonstrate debugging tasks.

This program calls two subprograms to calculate a loan payment amount and the future value of a series

of cash flows. It uses several COBOL intrinsic functions.
Main program COBCALC

COBCALC

* *
* *
* A simple program that allows financial functions to *
* be performed using intrinsic functions. *
* *

IDENTIFICATION DIVISION.
PROGRAM-ID. COBCALC.
ENVIRONMENT DIVISION.
DATA DIVISION.
WORKING-STORAGE SECTION.

01 PARM-1.
05 CALL-FEEDBACK PIC XX.
01 FIELDS.
05 INPUT-1 PIC X(10).
01 INPUT-BUFFER-FIELDS.
05 BUFFER-PTR PIC 9.
05 BUFFER-DATA.
10 FILLER PIC X(10) VALUE "LOAN".
10 FILLER PIC X(10) VALUE "PVALUE".
10 FILLER PIC X(10) VALUE "pvalue".
10 FILLER PIC X(10) VALUE "END".

05 BUFFER-ARRAY REDEFINES BUFFER-DATA
OCCURS 4 TIMES
PIC X(10).

PROCEDURE DIVISION.
DISPLAY "CALC Begins." UPON CONSOLE.
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MOVE 1 TO BUFFER-PTR.
MOVE SPACES TO INPUT-1.
* Keep processing data until END requested
PERFORM ACCEPT-INPUT UNTIL INPUT-1 EQUAL TO "END".
END requested
DISPLAY "CALC Ends." UPON CONSOLE.
GOBACK.
* End of program.

*

*

Accept input data from buffer

ACCEPT-INPUT.
MOVE BUFFER-ARRAY (BUFFER-PTR) TO INPUT-1.
ADD 1 BUFFER-PTR GIVING BUFFER-PTR.
* Allow input data to be in UPPER or lower case
EVALUATE FUNCTION UPPER-CASE (INPUT-1)
WHEN "END"
MOVE "END" TO INPUT-1
WHEN "LOAN"
PERFORM CALCULATE-LOAN
WHEN "PVALUE"
PERFORM CALCULATE-VALUE
WHEN OTHER
DISPLAY "Invalid input: " INPUT-1
END-EVALUATE.
*
* Calculate Loan via CALL to subprogram
*
CALCULATE-LOAN.
CALL "COBLOAN" USING CALL-FEEDBACK.
IF CALL-FEEDBACK IS NOT EQUAL "OK" THEN
DISPLAY "Call to COBLOAN Unsuccessful.".
*
* Calculate Present Value via CALL to subprogram

*
CALCULATE-VALUE.
CALL "COBVALU" USING CALL-FEEDBACK.
IF CALL-FEEDBACK IS NOT EQUAL "OK" THEN
DISPLAY "Call to COBVALU Unsuccessful.".

Subroutine COBLOAN

COBLOAN

* *
* *
* A simple subprogram that calculates payment amount *
* for a loan. *
* *

IDENTIFICATION DIVISION.
PROGRAM-ID. COBLOAN.
ENVIRONMENT DIVISION.
DATA DIVISION.
WORKING-STORAGE SECTION.

01 FIELDS.
05 INPUT-1 PIC X(26).
05 PAYMENT PIC S9(9)V99 USAGE COMP.
05 PAYMENT-OUT PIC $$$%,$%%,$$9.99 USAGE DISPLAY.
05 LOAN-AMOUNT PIC S9(7)V99 USAGE COMP.
05 LOAN-AMOUNT-IN PIC X(16).
05 INTEREST-IN PIC X(5).
05 INTEREST PIC S9(3)V99 USAGE COMP.
05 NO-OF-PERIODS-IN PIC X(3).
05 NO-OF-PERIODS PIC 99 USAGE COMP.
05 OUTPUT-LINE PIC X(79).
LINKAGE SECTION.
01 PARM-1.
05 CALL-FEEDBACK PIC XX.

PROCEDURE DIVISION USING PARM-1.
MOVE "NO" TO CALL-FEEDBACK.
MOVE "30000 .09 24 " TO INPUT-1.
UNSTRING INPUT-1 DELIMITED BY ALL " "
INTO LOAN-AMOUNT-IN INTEREST-IN NO-OF-PERIODS-IN.
* Convert to numeric values
COMPUTE LOAN-AMOUNT = FUNCTION NUMVAL (LOAN-AMOUNT-IN).
COMPUTE INTEREST = FUNCTION NUMVAL (INTEREST-IN).
COMPUTE NO-OF-PERIODS = FUNCTION NUMVAL (NO-OF-PERIODS-IN).
* Calculate annuity amount required
COMPUTE PAYMENT = LOAN-AMOUNT =%
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FUNCTION ANNUITY((INTEREST / 12 ) NO-OF-PERIODS).
* Make it presentable
MOVE SPACES TO OUTPUT-LINE
MOVE PAYMENT TO PAYMENT-OUT.
STRING "COBLOAN:_Repayment_amount_for_a_" NO-OF-PERIODS-IN
" month_loan_of_ " LOAN-AMOUNT-IN
"_at_" INTEREST-IN "_interest_is:_ "
DELIMITED BY SPACES
INTO OUTPUT-LINE.
INSPECT OUTPUT-LINE REPLACING ALL "_" BY SPACES.
DISPLAY OUTPUT-LINE PAYMENT-OUT.
MOVE "OK" TO CALL-FEEDBACK.
GOBACK.

Subroutine COBVALU

COBVALU

* *
* *
* A simple subprogram that calculates present value *
* for a series of cash flows. *
* *

IDENTIFICATION DIVISION.
PROGRAM-ID. COBVALU.
ENVIRONMENT DIVISION.
DATA DIVISION.
WORKING-STORAGE SECTION.
01 CHAR-DATA.

05 INPUT-1 PIC X(10).

05 PAYMENT-OUT PIC $$%$,%%$%,$%$9.99 USAGE DISPLAY.
05 INTEREST-IN PIC X(5).

05 NO-OF-PERIODS-IN PIC X(3).

05 INPUT-BUFFER PIC X(10) VALUE "5069837544".

05 BUFFER-ARRAY REDEFINES INPUT-BUFFER
OCCURS 5 TIMES

PIC XX.
05 OUTPUT-LINE PIC X(79).
01 NUM-DATA.
05 PAYMENT PIC S9(9)V99 USAGE COMP.
05 INTEREST PIC S9(3)V99 USAGE COMP.
05 COUNTER PIC 99 USAGE COMP.
05 NO-OF-PERIODS PIC 99 USAGE COMP.

05 VALUE-AMOUNT OCCURS 99 PIC S9(7)V99 COMP.
LINKAGE SECTION.
01 PARM-1.
05 CALL-FEEDBACK PIC XX.
PROCEDURE DIVISION USING PARM-1.
MOVE "NO" TO CALL-FEEDBACK.
MOVE ".12 5 " TO INPUT-1.
UNSTRING INPUT-1 DELIMITED BY "," OR ALL " "
INTO INTEREST-IN NO-OF-PERIODS-IN.
* Convert to numeric values
COMPUTE INTEREST = FUNCTION NUMVAL (INTEREST-IN).
COMPUTE NO-OF-PERIODS = FUNCTION NUMVAL (NO-OF-PERIODS-IN).
* Get cash flows
PERFORM GET-AMOUNTS VARYING COUNTER FROM 1 BY 1 UNTIL
COUNTER IS GREATER THAN NO-OF-PERIODS.
Calculate present value
COMPUTE PAYMENT =
FUNCTION PRESENT-VALUE(INTEREST VALUE-AMOUNT(ALL) ).
* Make it presentable
MOVE PAYMENT TO PAYMENT-OUT.
STRING "COBVALU:_Present_value_for_rate_of_"
INTEREST-IN "_given_amounts_"
BUFFER-ARRAY (1) ",_"
BUFFER-ARRAY (2) ",_"
BUFFER-ARRAY (3) "
BUFFER-ARRAY (4) "
BUFFER-ARRAY (5) "_is:_"
DELIMITED BY SPACES
INTO OUTPUT-LINE.
INSPECT OUTPUT-LINE REPLACING ALL "_" BY SPACES.
DISPLAY OUTPUT-LINE PAYMENT-OUT.
MOVE "OK" TO CALL-FEEDBACK.
GOBACK.

*

’
’
’

n
’

*

* Get cash flows for each period
*

GET-AMOUNTS.
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MOVE BUFFER-ARRAY (COUNTER) TO INPUT-1.
COMPUTE VALUE-AMOUNT (COUNTER) = FUNCTION NUMVAL(INPUT-1).

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
Chapter 22, “Debugging a COBOL program in full-screen mode,” on page 199

Halting when certain routines are called in COBOL

This topic describes how to halt just before or just after a routine is called by using the AT CALL or
AT ENTRY commands. The “Example: sample COBOL program for debugging” on page 199 is used to
describe these commands.

To use the AT CALL command, you must compile the calling program with the TEST compiler option.

To halt just before COBLOAN is called, enter the following command:

AT CALL COBLOAN ;

To use the AT ENTRY command, you must compile the called program with the TEST compiler option.

To halt just after COBVALU is called, enter the following command:

AT ENTRY COBVALU ;

To halt just after COBVALU is called and only when CALL-FEEDBACK equals OK, enter the following
command:

AT ENTRY COBVALU WHEN CALL-FEEDBACK = "OK" ;

Identifying the statement where your COBOL program has stopped

If you have many breakpoints set in your program, enter the following command to have z/OS Debugger
identify your program has been stopped:

QUERY LOCATION
The z/OS Debugger Log window displays something similar to the following example:

QUERY LOCATION ;
You were prompted because STEP ended.
The program is currently entering block COBVALU.

Modifying the value of a COBOL variable

“Example: sample COBOL program for debugging” on page 199

To list the contents of a single variable, move the cursor to an occurrence of the variable name in the
Source window and press PF4 (LIST). Remember that z/OS Debugger starts after program initialization
but before symbolic COBOL variables are initialized, so you cannot view or modify the contents of
variables until you have performed a step or run. The value is displayed in the Log window. This is
equivalent to entering LIST TITLED wvariable onthe command line. Run the COBCALC program to the
statement labeled [YX&E}, and enter AT 46 ; GO ; onthe z/OS Debugger command line. Move the
cursor over INPUT-1 and press LIST (PF4). The following appears in the Log window:

LIST ( INPUT-1 ) ;
INPUT-1 = 'LOAN '

To modify the value of INPUT-1, enter on the command line:

MOVE 'pvalue' to INPUT-1 ;
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You can enter most COBOL expressions on the command line.

Now step into the call to COBVALU by pressing PF2 (STEP) and step until the statement labeled JNVH] is
reached. To view the attributes of the variable INTEREST, issue the z/OS Debugger command:

DESCRIBE ATTRIBUTES INTEREST ;
The result in the Log window is:

ATTRIBUTES FOR INTEREST
ITS LENGTH IS 4
ITS ADDRESS IS 00011DC8
02 COBVALU:>INTEREST  S999vV99 COMP

You can use this action as a simple browser for group items and data hierarchies. For example, you can
list all the values of the elementary items for the CHAR-DATA group with the command:

LIST CHAR-DATA ;
with results in the Log window appearing something like this:

LIST CHAR-DATA ;

02 COBVALU:>INPUT-1 of 01 COBVALU:>CHAR-DATA = '.12 5 '

Invalid data for 02 COBVALU:>PAYMENT-OUT of 01 COBVALU:>CHAR-DATA is found.
02 COBVALU:>INTEREST-IN of 01 COBVALU:>CHAR-DATA = '.12 '

02 COBVALU:>NO-OF-PERIODS-IN of 01 COBVALU:>CHAR-DATA = '5 '

02 COBVALU:>INPUT-BUFFER of 01 COBVALU:>CHAR-DATA = '5069837544'

SUB(1) of 02 COBVALU:>BUFFER-ARRAY of 01 COBVALU:>CHAR-DATA = '50'

SUB(2) of 02 COBVALU:>BUFFER-ARRAY of 01 COBVALU:>CHAR-DATA = '69'

SUB(3) of 02 COBVALU:>BUFFER-ARRAY of 01 COBVALU:>CHAR-DATA = '83'

SUB(4) of 02 COBVALU:>BUFFER-ARRAY of 01 COBVALU:>CHAR-DATA = '75'

SUB(5) of 02 COBVALU:>BUFFER-ARRAY of 01 COBVALU:>CHAR-DATA = '44'

Note: If you use the LIST command to list the contents of an uninitialized variable, or a variable that
contains invalid data, z/OS Debugger displays INVALID DATA.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Using COBOL variables with z/OS Debugger” on page 270

Halting on a COBOL line only if a condition is true

Often a particular part of your program works fine for the first few thousand times, but it fails under
certain conditions. You don't want to just set a line breakpoint because you will have to keep entering GO.

“Example: sample COBOL program for debugging” on page 199

For example, in COBVALU you want to stop at the calculation of present value only if the discount rate is
less than or equal to -1 (before the exception occurs). First run COBCALC, step into COBVALU, and stop at
the statement labeled NAYMBF}. To accomplish this, issue these z/OS Debugger commands at the start of
COBCALC:

AT 67 ; GO ;
CLEAR AT 67 ; STEP 4 ;

Now set the breakpoint like this:
AT 44 IF INTEREST > -1 THEN GO ; END-IF ;

Line 44 is the statement labeled J/AXXEE]. The command causes z/OS Debugger to stop at line 44. If the
value of INTEREST is greater than -1, the program continues. The command causes z/0OS Debugger to
remain on line 44 only if the value of INTEREST is less than or equal to -1.

To force the discount rate to be negative, enter the z/OS Debugger command:

MOVE '-2 5' TO INPUT-1 ;
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Run the program by issuing the GO command. z/OS Debugger halts the program at line 44. Display the
contents of INTEREST by issuing the LIST INTEREST command. To view the effect of this breakpoint
when the discount rate is positive, begin a new debug session and repeat the z/OS Debugger commands
shown in this section. However, do not issue the MOVE '-2 5' TO INPUT-1 command. The program
execution does not stop at line 44 and the program runs to completion.

Debugging COBOL when only a few parts are compiled with TEST

“Example: sample COBOL program for debugging” on page 199

Suppose you want to set a breakpoint at entry to COBVALU. COBVALU has been compiled with TEST but
the other programs have not. z/OS Debugger comes up with an empty Source window. You can use the
LIST NAMES CUS command to determine if the COBVALU compile unit is known to z/OS Debugger and
then set the appropriate breakpoint using either the AT APPEARANCE or the AT ENTRY command.

Instead of setting a breakpoint at entry to COBVALU in this example, issue a STEP command when z/0S
Debugger initially displays the empty Source window. z/OS Debugger runs the program until it reaches the
entry for the first routine compiled with TEST, COBVALU in this case.

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Halting when certain routines are called in COBOL” on page 202

Capturing COBOL I/0 to the system console

To redirect output normally appearing on the system console to your z/OS Debugger terminal, enter the
following command:

SET INTERCEPT ON CONSOLE ;

“Example: sample COBOL program for debugging” on page 199

For example, if you run COBCALC and issue the z/OS Debugger SET INTERCEPT ON CONSOLE
command, followed by the STEP 3 command, you will see the following output displayed in the z/OS
Debugger Log window:

SET INTERCEPT ON CONSOLE ;
STEP 3 ;
CONSOLE : CALC Begins.

The phrase CALC Begins. is displayed by the statement DISPLAY "CALC Begins." UPON CONSOLE
in COBCALC.

The SET INTERCEPT ON CONSOLE command not only captures output to the system console, but
also allows you to input data from your z/OS Debugger terminal instead of the system console by using
the z/OS Debugger INPUT command. For example, if the next COBOL statement executed is ACCEPT
INPUT-DATA FROM CONSOLE, the following message appears in the z/OS Debugger Log window:

CONSOLE : IGZOOOOI AWAITING REPLY.

The program is waiting for input from CONSOLE.

Use the INPUT command to enter 114 characters for the intercepted
fixed-format file.

Continue execution by replying to the input request by entering the following z/OS Debugger command:

INPUT some data ;

Note: Whenever z/OS Debugger intercepts system console I/0, and for the duration of the intercept, the
display in the Source window is empty and the Location field in the session panel header at the top of the
screen shows Unknown.
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Displaying raw storage in COBOL

You can display the storage for a variable by using the LIST STORAGE command. For example, to display
the storage for the first 12 characters of BUFFER-DATA enter:

LIST STORAGE (BUFFER-DATA,12)

You can also display only a section of the data. For example, to display the storage that starts at offset 4
for a length of 6 characters, enter:

LIST STORAGE(BUFFER-DATA,4,6)

Refer to the following topics for more information related to the material discussed in this topic.

Related tasks
“Displaying and modifying memory through the Memory window” on page 194

Getting a COBOL routine traceback

Often when you get close to a programming error, you want to know how you got into that situation, and
especially what the traceback of calling routines is. To get this information, issue the command:

LIST CALLS ;

“Example: sample COBOL program for debugging” on page 199

For example, if you run the COBCALC example with the commands:

AT APPEARANCE COBVALU AT ENTRY COBVALU;
GO;

GO;

LIST CALLS;

the Log window contains something like:

AT APPEARANCE COBVALU
AT ENTRY COBVALU ;
GO ;
GO ;
LIST CALLS ;
At ENTRY in COBOL program COBVALU.
From LINE 67.1 in COBOL program COBCALC.

which shows the traceback of callers.

Tracing the run-time path for COBOL code compiled with TEST

To trace a program showing the entry and exit points without requiring any changes to the program,
place the following z/OS Debugger commands in a file or data set and USE them when z/OS Debugger
initially displays your program. Assuming you have a PDS member, USERID.DT.COMMANDS(COBCALC),
that contains the following z/OS Debugger commands:

* Commands in a COBOL USE file must be coded in columns 8-72.
* If necessary, commands can be continued by coding a '-' in
* column 7 of the continuation line.
01 LEVEL PIC 99 USAGE COMP;
MOVE 1 TO LEVEL;
AT ENTRY * PERFORM;
COMPUTE LEVEL = LEVEL + 1;
LIST ( "Entxry:", LEVEL, %CU);
GO;
END-PERFORM;
AT EXIT * PERFORM;
LIST ( "Exit:", LEVEL);
COMPUTE LEVEL = LEVEL - 1;
GO;
END-PERFORM;
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You can use this file as the source of commands to z/OS Debugger by entering the following command:

USE USERID.DT.COMMANDS (COBCALC)

If, after executing the USE file, you run COBCALC, the following trace (or similar) is displayed in the Log
window:

ENTRY:
LEVEL = 00002
%CU = COBCALC
ENTRY:
LEVEL = 00003
%CU = COBLOAN
EXIT:
LEVEL = 00003
ENTRY:
LEVEL = 00003
%CU = COBVALU
EXIT:
LEVEL = 00003
ENTRY:
LEVEL = 00003
%CU = COBVALU
EXIT:
LEVEL = 00003
EXIT:
LEVEL = 00002

If you do not want to create the USE file, you can enter the commands through the command line, and the
same effect is achieved.

Generating a COBOL run-time paragraph trace

To generate a trace showing the names of paragraphs through which execution has passed, the z/0OS
Debugger commands shown in the following example can be used. You can either enter the commands
from the z/OS Debugger command line or place the commands in a file or data set.

“Example: sample COBOL program for debugging” on page 199

Assume you have a PDS member, USERID.DT.COMMANDS(COBCALC?2), that contains the following z/OS
Debugger commands.

* COMMANDS IN A COBOL USE FILE MUST BE CODED IN COLUMNS 8-72.
* IF NECESSARY, COMMANDS CAN BE CONTINUED BY CODING A '-' IN
* COLUMN 7 OF THE CONTINUATION LINE.
AT GLOBAL LABEL PERFORM;
LIST LINES %LINE;
GO;
END-PERFORM;

When z/0S Debugger initially displays your program, enter the following command:
USE USERID.DT.COMMANDS (COBCALC2)

After executing the USE file, you can run COBCALC and the following trace (or similar) is displayed in the
Log window:
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42 ACCEPT-INPUT.

59 CALCULATE-LOAN.
42 ACCEPT-INPUT.

66 CALCULATE-VALUE.
64 GET-AMOUNTS.

64 GET-AMOUNTS.

64 GET-AMOUNTS.

64 GET-AMOUNTS.

64 GET-AMOUNTS.

42 ACCEPT-INPUT.

66 CALCULATE-VALUE.
64 GET-AMOUNTS.

64 GET-AMOUNTS.

64 GET-AMOUNTS.

64 GET-AMOUNTS.

64 GET-AMOUNTS.

42 ACCEPT-INPUT.

Finding unexpected storage overwrite errors in COBOL

During program run time, some storage might unexpectedly change its value and you want to find out
when and where this happened. Consider this example where the program changes more than the caller
expects it to change.

05 FIELD-1 OCCURS 2 TIMES
PIC X(8).
05 FIELD-2 PIC X(8).
PROCEDURE DIVISION.
* ( An invalid index value is set )

MOVE 3 TO PTR.
MOVE "TOO MUCH" TO FIELD-1( PTR ).

Find the address of FIELD-2 with the command:
DESCRIBE ATTRIBUTES FIELD-2

Suppose the result is X'0000F559'. To set a breakpoint that watches for a change in storage values
starting at that address for the next 8 bytes, issue the command:

AT CHANGE %STORAGE (H'GG00F559',8)

When the program runs, z/OS Debugger halts if the value in this storage changes.

Halting before calling an invalid program in COBOL

Calling an undefined program is a severe error. If you have developed a main program that calls a
subprogram that doesn't exist, you can cause z/OS Debugger to halt just before such a call. For example, if
the subprogram NOTYET doesn't exist, you can set the breakpoint:

AT CALL (NOTYET)

When z/0S Debugger stops at this breakpoint, you can bypass the CALL by entering the GO BYPASS
command. This allows you to continue your debug session without raising a condition.
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Chapter 23. Debugging a LangX COBOL program in
full-screen mode

Note: This chapter is not applicable to IBM Wazi Developer for Red Hat CodeReady Workspaces.
The descriptions of basic debugging tasks for LangX COBOL refer to the following program.
“Example: sample LangX COBOL program for debugging” on page 209

As you read through the information in this document, remember that OS/VS COBOL programs are
non-Language Environment programs, even though you might have used Language Environment libraries
to link and run your program.

VS COBOL II programs are non-Language Environment programs when you link them with the non-
Language Environment library. VS COBOL II programs are Language Environment programs when you link
them with the Language Environment library.

Enterprise COBOL programs are always Language Environment programs. Note that COBOL DLL's cannot
be debugged as LangX COBOL programs.

Read the information regarding non-Language Environment programs for instructions on how to start z/OS
Debugger and debug non-Language Environment COBOL programs, unless information specific to LangX
COBOL is provided.

Example: sample LangX COBOL program for debugging

The program below is used in various topics to demonstrate debugging tasks. It is an OS/VS COBOL
program which is being used as a representative of LangX COBOL programs.

To run this sample program, do the following steps:

1. Prepare the sample program as described in Chapter 6, “Preparing a LangX COBOL program,” on page
67.

2. Verify that the debug information for this program is located in the COB030 and COBO3AO members of
the yourid EQALANGX data set.

3. Start z/OS Debugger as described in “Starting z/OS Debugger for programs that start outside of
Language Environment” on page 136.

4. To load the debug information for this program, enter the following command:

LDD (COBO30,COBO3A0) ;

This program is a small example of an 0S/VS COBOL program (COB030) that calls another 0S/VS COBOL
program (COB0O3A0).

Load module: COB030

CcoBO030
Sk ko ok ok ke ok ok ke ok ok ok ok ko ok ok ok ok
* PROGRAM NAME: COBO30 *
* *
% COMPILED WITH IBM 0S/VS COBOL COMPILER *

KAKAAAAAAAAAAAAAAAAAAAAAAAA AR A A A A A A A A A Ak hkhkhkkhkhkkhkkhkhkhhx

IDENTIFICATION DIVISION.
PROGRAM-ID. COBO30.

* *
*x LICENSED MATERIALS - PROPERTY OF IBM *
* *
* 5655-P14: Debug Tool *

* (C) Copyright IBM Corp. 2005 All Rights Reserved *
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US GOVERNMENT USERS RESTRICTED RIGHTS - USE, DUPLICATION OR
DISCLOSURE RESTRICTED BY GSA ADP SCHEDULE CONTRACT WITH IBM
CORP.

* % K ok Xk ok

* % K ok Xk ok

ENVIRONMENT DIVISION.
DATA DIVISION.
WORKING-STORAGE SECTION.

01 LOAN PIC 999999.

01 INTEREST-RATE PIC 99V99.

01 INTEREST-DUE PIC 999999.

01 INTEREST-SAVE PIC 999999.

01 INTEREST-AFTER-MULTIPLY PIC 999999.
01 INTEREST-AFTER-DIVIDE PIC 999999.

* DATE THAT WILL RECEIVE INCREMENTED JULIAN-DATE

01 INC-DATE PIC 9(7).
* LOOP COUNT TO INCREMENT DATE 1000 TIMES *
01 LOOPCOUNT PIC  9999.
* JULIAN DATE
01 JULIAN-DATE PIC 9(7).
01 J-DATE REDEFINES JULIAN-DATE.
05 J-YEAR PIC 9(4).
05 J-DAY PIC 9(3).
* SAVE DATE
01 SAVE-DATE PIC 9(7).

PROCEDURE DIVISION.
PROG.
ACCEPT JULIAN-DATE FROM DAY
DISPLAY 'JULIAN DATE: ' JULIAN-DATE
MOVE JULIAN-DATE TO SAVE-DATE
MOVE 10000 TO LOAN
CALL 'COBO3AO' USING LOAN INTEREST-DUE.

DISPLAY 'LOAN: ' LOAN
DISPLAY 'INTEREST-DUE: ' INTEREST-DUE

COBO3AO

STOP RUN.
* PROGRAM NAME: COBO3AO *
* *
* COMPILED WITH IBM 0S/VS COBOL COMPILER *

*kkkkkkkkkkkkkhkkkkkkkhkhkhkhkhkhkhkhkhkhkhkhkhkhkhkkhkhkhkkhkhkhhkhkhkhkhkkhkkkk

IDENTIFICATION DIVISION.
PROGRAM-ID. COBO3AO.

LICENSED MATERIALS - PROPERTY OF IBM

5655-P14: Debug Tool
(C) Copyright IBM Corp. 2005 All Rights Reserved

US GOVERNMENT USERS RESTRICTED RIGHTS - USE, DUPLICATION OR
DISCLOSURE RESTRICTED BY GSA ADP SCHEDULE CONTRACT WITH IBM
CORP.

ENVIRONMENT DIVISION.
DATA DIVISION.
WORKING-STORAGE SECTION.
77 INTEREST-RATE PIC 99V99 VALUE 0.22.
LINKAGE SECTION.
01 USING-LIST.
02 LOANAMT PIC 999999.
02 INTEREST PIC 999999.
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PROCEDURE DIVISION USING USING-LIST.

PROG.
COMPUTE INTEREST = LOANAMT * INTEREST-RATE.
DISPLAY 'INTEREST-RATE: ' INTEREST-RATE.

GOBACK.

Defining a compilation unit as LangX COBOL and loading debug
information

Before you can debug a LangX COBOL program, you must define the compilation unit (CU) as a LangX
COBOL CU and load the debug data for the CU. This can only be done for a CU that is currently known to
z/OS Debugger as a disassembly CU or for a CU that is not currently known to z/OS Debugger.

You use the LOADDEBUGDATA command (abbreviated as LDD) to define a disassembly CU as a LangX
COBOL CU and to cause the debug data for this CU to be loaded. When you invoke the LDD command,
you can specify either a single CU name or a list of CU names enclosed in parenthesis. Each of the names
specified must be either:

« the name of a disassembly CU that is currently known to z/OS Debugger
- a name that does not match the name of a CU currently known to z/OS Debugger

When the CU name is currently known to z/OS Debugger, the CU is immediately marked as a LangX
COBOL CU and an attempt is made to load the debug as follows:

- If your debug data is in a partitioned data set where the high-level qualifier is the current user ID, the
low-level qualifier is EQALANGX, and the member name is the same as the name of the CU that you
want to debug no other action is necessary

« If your debug data is in a different partitioned data set than userid.EQALANGX but the member name
is the same as the name of the CU that you want to debug, enter the following command before or after
you enter the LDD command: SET DEFAULT LISTINGS

- If your debug data is in a sequential data set or is a member of a partitioned data set but the member
name is different from the CU name, enter the following command before or after the LDD command:
SET SOURCE

When the CU name specified on the LDD command is not currently known to z/OS Debugger, a message
is issued and the LDD command is deferred until a CU by that name becomes known (appears). At that
time, the CU is automatically created as a LangX COBOL CU and an attempt is made to load the debug
data using the default data set name or the current SET DEFAULT LISTINGS specification.

After you have entered an LDD command for a CU, you cannot view the CU as a disassembly CU.

If z/OS Debugger cannot find the associated debug data after you have entered an LDD command, the CU
is a LangX COBOL CU rather than a disassembly CU. You cannot enter another LDD command for this CU.
However, you can enter a SET DEFAULT LISTING command ora SET SOURCE command to cause the
associated debug data to be loaded from a different data set.

Defining a compilation unit in a different load module as LangX
COBOL

You must use the LDD command to identify a CU as a LangX COBOL CU. If the CU is part of a load module
that has not yet been loaded when you enter the LDD command, z/OS Debugger displays a message
indicating that the CU was not found and that the running of the LDD command has been 